12-Bit High-Speed, Multiple SARs A/D Converter (ADC)
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1.0 INTRODUCTION

The dsPIC33/PIC24 12-Bit High-Speed, Multiple SARs Analog-to-Digital Converter (ADC) includes the following features:

- Multiple ADC Cores:
  - Multiple single channel dedicated ADC cores (depending on the specific device implementation)
  - One shared (common) ADC core
- Configurable 6, 8, 10 or 12-Bit Resolution for each ADC Core
- Up to 3.25 Msps Conversion Rate per Channel for 12-Bit Resolution
- Up to 32 Analog Input Sources (depending on the specific device implementation)
- Single-Ended or Pseudodifferential Inputs on a per Channel Basis for All Channels
- Conversion Result can be Formatted as Unsigned or Signed Data on a per Channel Basis for All Channels
- Separate 16-Bit Conversion Result Register for each Analog Input
- Early Interrupt Generation to enable Fast Processing of Converted Data
- Multiple Integrated Digital Comparators (depending on the specific device implementation):
  - Multiple comparison options
  - Assignable to specific analog inputs
- Multiple Oversampling Filters (depending on the specific device implementation):
  - Provides increased resolution
  - Assignable to a specific analog input
- Operation during CPU Sleep and Idle modes

Simplified block diagrams of the Multiple SARs 12-Bit ADC are illustrated in Figure 1-1, Figure 1-2 and Figure 1-3.

The module consists of a few independent SAR ADC cores. The analog inputs (channels) are connected through multiplexers and switches to the Sample-and-Hold (S/H) circuit of each ADC core. The core uses the channel information (output format, Measurement mode and input number) to process the analog sample. When conversion is complete, the result is stored in the result buffer for the specific analog input, and passed to the digital filter and digital comparator if they were configured to use data from this particular channel.
Figure 1-1: 12-Bit High-Speed, Multiple SARs ADC Block Diagram

Note 1: Options are device-specific. Refer to the device data sheet for more information.
Figure 1-2: Dedicated ADC Core
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Note 1: Not all devices have a negative input option. Refer to the specific device data sheet for more information.

Figure 1-3: Shared ADC Core
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Note 1: Not all devices have a negative input option. Refer to the specific device data sheet for more information.
2.0 REGISTERS

The Special Function Registers (SFRs) of the 12-Bit High-Speed, Multiple SARs ADC module are divided into two groups: control registers and data registers. A complete list of all SFRs implemented by the ADC is provided in Table 3-1.

2.1 Control Registers

The ADCON1L register (Register 3-1) contains bits to enable the module and define the module behavior in Idle mode.

The ADCON1H register (Register 3-2) controls the output data format and the shared ADC core resolution.

The ADCON2L register (Register 3-3) controls the clock divider and early interrupt timing selection for the shared ADC core. It has bits to enable the common interrupt for the events related to the voltage reference and a bit to enable an early interrupt feature for the individual input channels.

The ADCON2H register (Register 3-4) controls the sampling time for the shared ADC core. It also provides the status bits, which indicate that the module voltage reference is ready for operation.

The ADCON3L register (Register 3-5) selects the voltage reference for all ADC cores and controls common, level and single-shot software triggers. Also, it has control bits to suspend all triggers for the module.

The ADCON3H register (Register 3-6) has bits to enable all ADC cores and select a clock source for the module. Also, this register controls the module clock source divider.

The ADCON4L register (Register 3-7) allows enabling a delay between trigger and conversion for the dedicated ADC cores, and triggers synchronization.

The ADCON4H register (Register 3-8) selects channels for the dedicated ADC cores.

The ADCON5L register (Register 3-9) controls power for all ADC cores.

The ADCON5H register (Register 3-10) has bits to enable a common interrupt for each ADC core when it is powered on and ready for operation. Also in this register, the power-on delay is specified for all ADC cores.

The ADCOREnL (where ‘n’ is a dedicated ADC core number) registers (Register 3-11) define a delay between trigger and conversion for each dedicated ADC core.

The ADCOREnH (where ‘n’ is a dedicated ADC core number) registers (Register 3-12) define resolution, early interrupt time selection and the ADC core clock divider for each dedicated ADC core.

The ADLVLTRGL and ADLVLTRGH registers (Register 3-13 and Register 3-14) have bits to select either the level-sensitive trigger or the edge-sensitive trigger for each input channel.

The ADEIEL and ADEIEH registers (Register 3-15 and Register 3-16) have bits to enable the early interrupts generation for each input channel.

The ADEISTATL and ADEISTATH registers (Register 3-17 and Register 3-18) contain the early interrupts status flags for each input channel.

The ADMOD0L, ADMOD0H, ADMOD1L and ADMOD1H registers (Register 3-19 through Register 3-22) have bits to enable the Pseudodifferential mode and signed output data format for each input channel.

The ADIEL and ADIEH registers (Register 3-23 and Register 3-24) have bits to enable the individual and common interrupts for each input channel.

The ADSTATL and ADSTATH registers (Register 3-25 and Register 3-26) contain the data ready flags for each input channel.

The ADTRIGnL and ADTRIGnH registers (Register 3-27) define a trigger source for each input channel.

The ADCAL0L, ADCAL0H, ADCAL1L and ADCAL1H registers (Register 3-28 through Register 3-31) control the calibration for each ADC core. The calibration is not required for some devices. Refer to the specific device data sheet to see if these registers are implemented.
The ADCMPnCON registers (Register 3-32) control the operation of the digital comparators, including the generation of the interrupts and the comparison criteria to be used. These registers also provide the status when a comparator event occurs. One register is provided for each digital comparator.

The ADCMPnENL and ADCMPnENH registers (Register 3-33 and Register 3-34) select which of the analog input conversion results are to be processed by the digital comparator. One pair (L and H) is provided for each digital comparator.

The ADFLnCON registers (Register 3-35) control the operation of the oversampling filters and provide status bits for the filters’ operation. One register is provided for each oversampling filter.

### 2.2 Data Registers

The ADCBUFx (Register 3-36) registers store the output data of the Analog-to-Digital conversion. In general, there is one register provided for each of the implemented analog channels; each channel will have a corresponding numbered ADCBUFx register. Although the registers are 16 bits wide, the usage of the registers for storing the 12-bit conversion results is determined by the selected data output format. See Section 5.10 “Conversion Result” for more information.

The ADCMPnLO (Register 3-37) and ADCMPnHI (Register 3-38) registers store the 16-bit high and low digital comparison values for use by the digital comparators. One pair (HI and LO) is provided for each ADC comparator.

The ADFLnDAT (Register 3-39) registers contain the 16-bit output data from the oversampling filters. There is one register for each oversampling filter.
## REGISTER MAP

### Table 3-1:  12-Bit High-Speed, Multiple SARs A/D Converter Register Map\(^{(1)}\)

<table>
<thead>
<tr>
<th>File Name</th>
<th>Bit 15</th>
<th>Bit 14</th>
<th>Bit 13</th>
<th>Bit 12</th>
<th>Bit 11</th>
<th>Bit 10</th>
<th>Bit 9</th>
<th>Bit 8</th>
<th>Bit 7</th>
<th>Bit 6</th>
<th>Bit 5</th>
<th>Bit 4</th>
<th>Bit 3</th>
<th>Bit 2</th>
<th>Bit 1</th>
<th>Bit 0</th>
<th>All Resets</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCON1L</td>
<td>ADON</td>
<td>—</td>
<td>ADSIDL</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>0000</td>
</tr>
<tr>
<td>ADCON1H</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>FORM</td>
<td>SHRESEL[2:0]</td>
<td>—</td>
<td>SHRADC[6:0]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>0000</td>
</tr>
<tr>
<td>ADCON2L</td>
<td>REFCE</td>
<td>REFERCE</td>
<td>r</td>
<td>ESEN</td>
<td>r</td>
<td>SHRESEL[2:0]</td>
<td>—</td>
<td>SHRADC[6:0]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>0000</td>
</tr>
<tr>
<td>ADCON2H</td>
<td>REFROD</td>
<td>REFERR</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>—</td>
<td>SHRASC[0:0]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCON3L</td>
<td>RFSEL[2:0]</td>
<td>SUSPEND</td>
<td>SUSPCE</td>
<td>SUSPDRDY</td>
<td>SHRAMP</td>
<td>CNVRTCH</td>
<td>SWLCTR</td>
<td>SWCTR</td>
<td>CNVCHSEL[5:0]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCON3H</td>
<td>CLKSEL[1:0]</td>
<td>CLKDIV[6:0]</td>
<td>SHREN</td>
<td>C1EN</td>
<td>C0EN</td>
<td>C4EN</td>
<td>C3EN</td>
<td>C2EN</td>
<td>C1EN</td>
<td>C0EN</td>
<td>C4EN</td>
<td>C3EN</td>
<td>C2EN</td>
<td>C1EN</td>
<td>C0EN</td>
<td>C4EN</td>
<td>0000</td>
</tr>
<tr>
<td>ADCON4L</td>
<td>—</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>r</td>
<td>—</td>
<td>SAMCIEN</td>
<td>SAMCOEN</td>
<td>SAMC4EN</td>
<td>SAMC3EN</td>
<td>SAMC2EN</td>
<td>SAMC1EN</td>
<td>SAMCOEN</td>
</tr>
<tr>
<td>ADCON4H</td>
<td>—</td>
<td>—</td>
<td>C0CHS[1:0]</td>
<td>C0CHS[1:0]</td>
<td>C0CHS[1:0]</td>
<td>C0CHS[1:0]</td>
<td>C0CHS[1:0]</td>
<td>C0CHS[1:0]</td>
<td>C0CHS[1:0]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADMODE0L</td>
<td>DIFF7</td>
<td>SIGN7</td>
<td>DIFF6</td>
<td>SIGN6</td>
<td>DIFF5</td>
<td>SIGN5</td>
<td>DIFF4</td>
<td>SIGN4</td>
<td>DIFF3</td>
<td>SIGN3</td>
<td>DIFF2</td>
<td>SIGN2</td>
<td>DIFF1</td>
<td>SIGN1</td>
<td>DIFF0</td>
<td>SIGN0</td>
<td>—</td>
</tr>
<tr>
<td>ADMODE0H</td>
<td>DIFF15</td>
<td>SIGN15</td>
<td>DIFF14</td>
<td>SIGN14</td>
<td>DIFF13</td>
<td>SIGN13</td>
<td>DIFF12</td>
<td>SIGN12</td>
<td>DIFF11</td>
<td>SIGN11</td>
<td>DIFF10</td>
<td>SIGN10</td>
<td>DIFF9</td>
<td>SIGN9</td>
<td>DIFF8</td>
<td>SIGN8</td>
<td>—</td>
</tr>
<tr>
<td>ADMODE1L</td>
<td>DIFF23</td>
<td>SIGN23</td>
<td>DIFF22</td>
<td>SIGN22</td>
<td>DIFF21</td>
<td>SIGN21</td>
<td>DIFF20</td>
<td>SIGN20</td>
<td>DIFF19</td>
<td>SIGN19</td>
<td>DIFF18</td>
<td>SIGN18</td>
<td>DIFF17</td>
<td>SIGN17</td>
<td>DIFF16</td>
<td>SIGN16</td>
<td>—</td>
</tr>
<tr>
<td>ADMODE1H</td>
<td>DIFF31</td>
<td>SIGN31</td>
<td>DIFF30</td>
<td>SIGN30</td>
<td>DIFF29</td>
<td>SIGN29</td>
<td>DIFF28</td>
<td>SIGN28</td>
<td>DIFF27</td>
<td>SIGN27</td>
<td>DIFF26</td>
<td>SIGN26</td>
<td>DIFF25</td>
<td>SIGN25</td>
<td>DIFF24</td>
<td>SIGN24</td>
<td>—</td>
</tr>
<tr>
<td>ADIE1</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADSTATL</td>
<td>AN15RDY</td>
<td>AN14RDY</td>
<td>AN13RDY</td>
<td>AN12RDY</td>
<td>AN11RDY</td>
<td>AN10RDY</td>
<td>AN9RDY</td>
<td>AN8RDY</td>
<td>AN7RDY</td>
<td>AN6RDY</td>
<td>AN5RDY</td>
<td>AN4RDY</td>
<td>AN3RDY</td>
<td>AN2RDY</td>
<td>AN1RDY</td>
<td>AN0RDY</td>
<td>—</td>
</tr>
<tr>
<td>ADSTATH</td>
<td>AN31RDY</td>
<td>AN30RDY</td>
<td>AN29RDY</td>
<td>AN28RDY</td>
<td>AN27RDY</td>
<td>AN26RDY</td>
<td>AN25RDY</td>
<td>AN24RDY</td>
<td>AN23RDY</td>
<td>AN22RDY</td>
<td>AN21RDY</td>
<td>AN20RDY</td>
<td>AN19RDY</td>
<td>AN18RDY</td>
<td>AN17RDY</td>
<td>AN16RDY</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP0ENL</td>
<td>CMPEN[15:0]</td>
<td>CMPEN[31:16]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP0ENH</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP0LO</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP0HI</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP1ENL</td>
<td>CMPEN[15:0]</td>
<td>CMPEN[31:16]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP1ENH</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP1LO</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP1HI</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP2ENL</td>
<td>CMPEN[15:0]</td>
<td>CMPEN[31:16]</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP2ENH</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP2LO</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP2HI</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP3ENH</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP3LO</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>ADCMP3HI</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
</tbody>
</table>

**Legend:**
- — = unimplemented, read as ‘0’;
- r = reserved, must be written as ‘0’.
- Reset values are shown in hexadecimal.

**Note 1:**
Not all registers are implemented in all devices. Refer to the device data sheet for device-specific register maps and bit implementation.
## Table 3-1: 12-Bit High-Speed, Multiple SARs A/D Converter Register Map (1) (Continued)

| File Name | Bit 15 | Bit 14 | Bit 13 | Bit 12 | Bit 11 | Bit 10 | Bit 9 | Bit 8 | Bit 7 | Bit 6 | Bit 5 | Bit 4 | Bit 3 | Bit 2 | Bit 1 | Bit 0 | All Resets |
|-----------|--------|--------|--------|--------|--------|--------|-------|-------|-------|-------|-------|-------|-------|-------|-------|-------|
| ADCMP4ENL |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP4ENH |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP4LO  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP4HI  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP5ENL |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP5ENH |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP5LO  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADCMP5HI  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADFL0DAT  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADFL1DAT  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADFL2DAT  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADFL3DAT  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADFL4DAT  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADFL5DAT  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG0L  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG0H  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG1L  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG1H  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG2L  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG2H  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG3L  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG3H  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG4L  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG4H  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG5L  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |
| ADTRIG5H  |        |        |        |        |        |        |       |       |       |       |       |       |       |       |       |       | 0000  |

**Legend:**
- — unimplemented, read as '0';
- r = reserved, must be written as '0'.
- Reset values are shown in hexadecimal.

**Note 1:** Not all registers are implemented in all devices. Refer to the device data sheet for device-specific register maps and bit implementation.
Table 3-1: 12-Bit High-Speed, Multiple SARs A/D Converter Register Map (1) (Continued)

<table>
<thead>
<tr>
<th>File Name</th>
<th>Bit 15</th>
<th>Bit 14</th>
<th>Bit 13</th>
<th>Bit 12</th>
<th>Bit 11</th>
<th>Bit 10</th>
<th>Bit 9</th>
<th>Bit 8</th>
<th>Bit 7</th>
<th>Bit 6</th>
<th>Bit 5</th>
<th>Bit 4</th>
<th>Bit 3</th>
<th>Bit 2</th>
<th>Bit 1</th>
<th>Bit 0</th>
<th>All Resets</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADTRIG7L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADTRIG7H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP2CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP1CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP0CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP2CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP1CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP0CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP2CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP1CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCMP0CON</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADLVLTRGL</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADLVLTRGH</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE0L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE0H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE1L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE1H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE2L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE2H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE3L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE3H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE4L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE4H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE5L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE5H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE6L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCORE6H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADEIEL</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADEIEH</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADEISTATL</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADEISTATH</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCON5L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCON5H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCON6L</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCON6H</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend: = unimplemented, read as '0'; r = reserved, must be written as '0'. Reset values are shown in hexadecimal.

Note 1: Not all registers are implemented in all devices. Refer to the device data sheet for device-specific register maps and bit implementation.
### Table 3-1: 12-Bit High-Speed, Multiple SARs A/D Converter Register Map

**Note 1:** Not all registers are implemented in all devices. Refer to the device data sheet for device-specific register maps and bit implementation.

<table>
<thead>
<tr>
<th>File Name</th>
<th>Bit 15</th>
<th>Bit 14</th>
<th>Bit 13</th>
<th>Bit 12</th>
<th>Bit 11</th>
<th>Bit 10</th>
<th>Bit 9</th>
<th>Bit 8</th>
<th>Bit 7</th>
<th>Bit 6</th>
<th>Bit 5</th>
<th>Bit 4</th>
<th>Bit 3</th>
<th>Bit 2</th>
<th>Bit 1</th>
<th>Bit 0</th>
<th>All Resets</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCBUF0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF11</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF12</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF13</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF14</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF16</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF17</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF18</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF19</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF20</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF21</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF22</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF23</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF24</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF25</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF26</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF27</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF28</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF29</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF30</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
<tr>
<td>ADCBUF31</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>0000</td>
</tr>
</tbody>
</table>

**Legend:** — = unimplemented, read as '0'; r = reserved, must be written as '0'. Reset values are shown in hexadecimal.
Register 3-1: \textbf{ADCON1L: ADC Control Register 1 Low}

<table>
<thead>
<tr>
<th>bit</th>
<th>Function</th>
<th>Value at POR</th>
<th>Bit is set</th>
<th>Bit is cleared</th>
<th>Bit is unknown</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>\textbf{ADON (1)}: ADC Enable bit(^{(1)})</td>
<td></td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>14</td>
<td>\textbf{Unimplemented}: Read as ‘0’</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>13</td>
<td>\textbf{ADSIDL (1)}: ADC Stop in Idle Mode bit</td>
<td></td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>12</td>
<td>\textbf{Unimplemented}: Read as ‘0’</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>\textbf{Reserved}: Must be written as ‘0’</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>10-8</td>
<td>\textbf{Unimplemented}: Read as ‘0’</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>\textbf{NRE (2)}: Noise Reduction Enable bit(^{(2)})</td>
<td></td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>6-0</td>
<td>\textbf{Unimplemented}: Read as ‘0’</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

\textbf{Legend:}

- \(r\) = Reserved bit
- \(R\) = Readable bit
- \(W\) = Writable bit
- \(U\) = Unimplemented bit, read as ‘0’
- \(-n\) = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- \(x\) = Bit is unknown

\textbf{Note 1:}
Set the ADON bit only after the ADC module has been configured. Changing ADC Configuration bits when ADON = 1 will result in unpredictable behavior.

\textbf{Note 2:}
The Noise Reduction feature is not available on all devices and the NRE bit may not be implemented. Refer to the device data sheet for more information.
Register 3-2: ADCON1H: ADC Control Register 1 High

<table>
<thead>
<tr>
<th>bit 15</th>
<th>bit 8</th>
<th>bit 7</th>
<th>bit 0</th>
</tr>
</thead>
<tbody>
<tr>
<td>r-0</td>
<td>r-0</td>
<td>R/W-0</td>
<td>R/W-1</td>
</tr>
<tr>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>FORM</td>
<td>SHRRES[1:0]</td>
<td>—</td>
<td>—</td>
</tr>
</tbody>
</table>

Legend:
r = Reserved bit
R = Readable bit
W = Writable bit
U = Unimplemented bit, read as ‘0’
-n = Value at POR ’1’ = Bit is set ’0’ = Bit is cleared x = Bit is unknown

- bit 15-8 **Reserved**: Must be written as ‘0’
- bit 7 **FORM**: Fractional Data Output Format bit
  1 = Fractional
  0 = Integer
- bit 6-5 **SHRRES[1:0]**: Shared ADC Core Resolution Selection bits
  11 = 12-bit resolution
  10 = 10-bit resolution
  01 = 8-bit resolution
  00 = 6-bit resolution
- bit 4-0 **Reserved**: Must be written as ‘0’
Register 3-3: ADCON2L: ADC Control Register 2 Low

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>REFCE</td>
<td>REFERCIE(2)</td>
<td>—</td>
<td>EIE</td>
<td>—</td>
<td>SHREISEL<a href="1">2:0</a></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

bit 15

REFCE: Band Gap and Reference Voltages Ready Common Interrupt Enable bit
1 = Common interrupt will be generated when band gap and reference voltage are ready
0 = Common interrupt is disabled for band gap and reference voltage ready event

bit 14

REFERCIE: Band Gap and Reference Voltages Error Common Interrupt Enable bit(2)
1 = Common interrupt will be generated when band gap or reference voltage error is detected
0 = Common interrupt is disabled for band gap and reference voltage error event

bit 13

Reserved: Must be written as ‘0’

bit 12

EIEN: Early Interrupts Enable bit
1 = The early interrupt feature is enabled for the input channel interrupts (when the EISTATx flag is set)
0 = The individual interrupts are generated when the conversion is done (when the ANxRDY flag is set)

bit 11

Reserved: Must be written as ‘0’

bit 10-8

SHREISEL[2:0]: Shared Core Early Interrupt Time Selection bits(1)

111 = Early interrupt is generated 8 TADCORE clocks prior to when the data are ready
110 = Early interrupt is generated 7 TADCORE clocks prior to when the data are ready
101 = Early interrupt is generated 6 TADCORE clocks prior to when the data are ready
100 = Early interrupt is generated 5 TADCORE clocks prior to when the data are ready
011 = Early interrupt is generated 4 TADCORE clocks prior to when the data are ready
010 = Early interrupt is generated 3 TADCORE clocks prior to when the data are ready
001 = Early interrupt is generated 2 TADCORE clocks prior to when the data are ready
000 = Early interrupt is generated 1 TADCORE clock prior to when the data are ready

bit 7

Unimplemented: Read as ‘0’

bit 6-0

SHRADCS[6:0]: Shared ADC Core Input Clock Divider bits

These bits determine the number of TCORESRC (Source Clock Periods) for one shared TADCORE (Core Clock Period).

1111111 = 254 Source Clock Periods
1111110 = 253 Source Clock Periods
1111101 = 252 Source Clock Periods
1111100 = 251 Source Clock Periods
1111011 = 250 Source Clock Periods
1111010 = 249 Source Clock Periods
1111001 = 248 Source Clock Periods
1111000 = 247 Source Clock Periods
0000011 = 6 Source Clock Periods
0000010 = 4 Source Clock Periods
0000001 = 2 Source Clock Periods
0000000 = 1 Source Clock Periods

Note 1: For the 6-bit shared ADC core resolution (SHRRES[1:0] = 00), the SHREISEL[2:0] settings, from ‘100’ to ‘111’, are not valid and should not be used. For the 8-bit shared ADC core resolution (SHRRES[1:0] = 01), the SHREISEL[2:0] settings, ‘110’ and ‘111’, are not valid and should not be used.

2: To avoid false interrupts, the REFERCIE bit must be set only after the module is enabled (ADON = 1).
Register 3-4: ADCON2H: ADC Control Register 2 High

<table>
<thead>
<tr>
<th>Bit 15</th>
<th>Bit 14</th>
<th>Bit 13-10</th>
<th>Bit 9-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>REFRDY</td>
<td>REFERR</td>
<td>Reserved</td>
<td>SHRSAMC[9:0]</td>
</tr>
</tbody>
</table>

Legend:
- HC = Hardware Clearable bit
- HS = Hardware Settable bit
- r = Reserved bit
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as '0'
- -n = Value at POR
- '1' = Bit is set
- '0' = Bit is cleared
- x = Bit is unknown

**bit 15**  REFRDY: Band Gap and Reference Voltages Ready Flag bit
- 1 = Band gap and reference voltages are ready
- 0 = Band gap and reference voltages are not ready

**bit 14**  REFERR: Band Gap or Reference Voltage Error Flag bit
- 1 = Band gap or reference voltage was interrupted after the ADC module was enabled (ADON = 1)
- 0 = No band gap or reference voltage error was detected

**bit 13-10**  Reserved: Must be written as '0'

**bit 9-0**  SHRSAMC[9:0]: Shared ADC Core Sample Time Selection bits
These bits specify the number of shared Core Clock Periods (TADCORE) for the shared ADC core sample time.
- 1111111111 = 1025 TADCORE
- 0000000001 = 3 TADCORE
- 0000000000 = 2 TADCORE
12-Bit High-Speed, Multiple SARs A/D Converter (ADC)

Register 3-5: ADCON3L: ADC Control Register 3 Low

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/HS/HC-0</th>
<th>R/W-0</th>
<th>R/W/HC-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>REFSEL[2:0]</td>
<td>SUSPEND</td>
<td>SUSPCIE</td>
<td>SUSPRDY</td>
<td>SHRSAMP</td>
<td>CNVRTCH</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:  
HC = Hardware Clearable bit  
HS = Hardware Settable bit  
R = Readable bit  
W = Writable bit  
U = Unimplemented bit, read as ‘0’  
-n = Value at POR  
‘1’ = Bit is set  
‘0’ = Bit is cleared  
x = Bit is unknown

bit 15-13  
**REFSEL[2:0]: ADC Reference Voltage Selection bits**

bit 12  
**SUSPEND:** All ADC Cores Triggers Disable bit  
1 = All new trigger events for all ADC cores are disabled  
0 = All ADC cores can be triggered

bit 11  
**SUSPCIE:** Suspend All ADC Cores Common Interrupt Enable bit  
1 = Common interrupt will be generated when ADC core triggers are suspended (SUSPEND bit = 1) and  
all previous conversions are finished (SUSPRDY bit becomes set)  
0 = Common interrupt is not generated for suspend ADC cores event

bit 10  
**SUSPRDY:** All ADC Cores Suspended Flag bit  
1 = All ADC cores are suspended (SUSPEND bit = 1) and have no conversions in progress  
0 = ADC cores have previous conversions in progress

bit 9  
**SHRSAMP:** Shared ADC Core Sampling Direct Control bit  
This bit should be used with the individual channel conversion trigger controlled by the CNVRTCH bit. It connects an analog input, specified by the CNVCHSEL[5:0] bits, to the shared ADC core and allows extending the sampling time. This bit is not controlled by hardware.  
1 = Shared ADC core samples an analog input specified by the CNVCHSEL[5:0] bits  
0 = Sampling is controlled by the shared ADC core hardware

bit 8  
**CNVRTCH:** Software Individual Channel Conversion Trigger bit  
1 = Single trigger is generated for an analog input specified by the CNVCHSEL[5:0] bits; when the bit is set, it is automatically cleared by hardware on the next instruction cycle  
0 = Next individual channel conversion trigger can be generated

bit 7  
**SWLCTRG:** Software Level-Sensitive Common Trigger bit  
1 = Triggers are continuously generated for all channels when the software level-sensitive common trigger is selected as a source in the ADTRIGnL and ADTRIGnH registers  
0 = No software level-sensitive common triggers are generated

bit 6  
**SWCTRG:** Software Common Trigger bit  
1 = Single trigger is generated for all channels when the software common trigger is selected as a source in the ADTRIGnL and ADTRIGnH registers; when the bit is set, it is automatically cleared by hardware on the next instruction cycle  
0 = Ready to generate the next software common trigger

bit 5-0  
**CNVCHSEL[5:0]:** Channel Number Selection for Software Individual Channel Conversion Trigger bits  
These bits define a channel to be converted when the CNVRTCH bit is set.

**Note 1:** Refer to the specific device data sheet for the available reference voltage source options.
Register 3-6: ADCON3H: ADC Control Register 3 High

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CLKSEL<a href="1">1:0</a></td>
<td>CLKDIV[5:0]</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 15</td>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>SHREN</td>
<td>C6EN(2)</td>
<td>C5EN(2)</td>
<td>C4EN(2)</td>
<td>C3EN(2)</td>
<td>C2EN(2)</td>
<td>C1EN(2)</td>
<td>C0EN(2)</td>
</tr>
<tr>
<td>bit 7</td>
<td>bit 0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:

- **R** = Readable bit
- **W** = Writable bit
- **U** = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

**bit 15-14**  
CLKSEL[1:0]: ADC Module Clock Source Selection bits

**bit 13-8**  
CLKDIV[5:0]: ADC Module Clock Source Divider bits

The divider forms a TCORESRC clock used by all ADC cores (shared and dedicated) from the TSRC ADC module clock source selected by the CLKSEL[1:0] bits. Then, each ADC core individually divides the TCORESRC clock to get a core-specific TADCORE clock, using the ADCS[6:0] bits in the ADCOREnH register, or the SHRADCS[6:0] bits in the ADCON2L register.

- \( \begin{align*} 111111 & = 64 \text{ Source Clock Periods} \\
000011 & = 4 \text{ Source Clock Periods} \\
000010 & = 3 \text{ Source Clock Periods} \\
000001 & = 2 \text{ Source Clock Periods} \\
000000 & = 1 \text{ Source Clock Periods} \end{align*} \)

**bit 7**  
SHREN: Shared ADC Core Enable bit

This bit does not disable the core clock and analog bias circuitry.

- 1 = Shared ADC core is enabled
- 0 = Shared ADC core is disabled

**bit 6-0**  
C6EN:C0EN: Dedicated ADC Core x Enable bits

This bit does not disable the core clock and analog bias circuitry.

- 1 = Dedicated ADC Core x is enabled
- 0 = Dedicated ADC Core x is disabled

**Note 1:** Refer to the specific device data sheet for the available ADC module clock source options.

**Note 2:** The number of the available dedicated ADC cores is device-specific and some CxEN bits may not be implemented. Refer to the device data sheet for more information.
### Register 3-7: ADCON4L: ADC Control Register 4 Low

<table>
<thead>
<tr>
<th>Bit</th>
<th>Legend</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>Unimplemented</td>
<td>Read as ‘0’</td>
</tr>
<tr>
<td>14-8</td>
<td>Reserved</td>
<td>Must be written as ‘0’</td>
</tr>
<tr>
<td>7</td>
<td>Unimplemented</td>
<td>Read as ‘0’</td>
</tr>
<tr>
<td>6-0</td>
<td>SAMC6EN:SAMC0EN</td>
<td>Dedicated ADC Core x Conversion Delay Enable bits</td>
</tr>
</tbody>
</table>

- **1** = After the trigger, the conversion will be delayed and the ADC core will continue sampling during the time specified by the SAMC[9:0] bits in the ADCOREnL register.
- **0** = After the trigger, the sampling will be stopped immediately and the conversion will be started on the next core clock cycle.

**Note 1:** The number of available dedicated ADC cores is device-specific and some SAMCxEN bits may not be implemented. Refer to the device data sheet for more information.
# Register 3-8: ADCON4H: ADC Control Register 4 High

<table>
<thead>
<tr>
<th>U-0</th>
<th>U-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>—</td>
<td>—</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>C6CHS<a href="f">1:0</a></td>
</tr>
<tr>
<td>—</td>
<td>—</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>C5CHS<a href="f">1:0</a></td>
</tr>
<tr>
<td>—</td>
<td>—</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>C4CHS<a href="f">1:0</a></td>
</tr>
<tr>
<td>bit 15</td>
<td>bit 14</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

| bit 13-12 | C6CHS[1:0](f) |
| bit 11-10 | C5CHS[1:0](f) |
| bit 9-8 | C4CHS[1:0](f) |
| bit 7-6 | C3CHS[1:0](f) |
| bit 5-4 | C2CHS[1:0](f) |
| bit 3-2 | C1CHS[1:0](f) |
| bit 1-0 | C0CHS[1:0](f) |
| bit 7 | bit 0 |

## Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

## Note 1:
The number of available dedicated ADC cores and input channel options for each ADC core are device-specific. Some CxCHS[1:0] bits may not be implemented. Refer to the device data sheet for the available ADC cores and their input channel options.
### Register 3-9: ADCON5L: ADC Control Register 5 Low

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>SHRRDY</td>
<td>C6RDY(1)</td>
<td>C5RDY(1)</td>
<td>C4RDY(1)</td>
<td>C3RDY(1)</td>
<td>C2RDY(1)</td>
<td>C1RDY(1)</td>
<td>C0RDY(1)</td>
</tr>
</tbody>
</table>

**Legend:**

- **HC** = Hardware Clearable bit
- **HS** = Hardware Settable bit
- **R** = Readable bit
- **W** = Writable bit
- **U** = Unimplemented bit, read as ‘0’
- ‘-n’ = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- **x** = Bit is unknown

**bit 15**

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>SHRPWR</td>
<td>C6PWR(1)</td>
<td>C5PWR(1)</td>
<td>C4PWR(1)</td>
<td>C3PWR(1)</td>
<td>C2PWR(1)</td>
<td>C1PWR(1)</td>
</tr>
</tbody>
</table>

**Note 1:**
The number of available dedicated ADC cores is device-specific. Some CxRDY and CxPWR bits may not be implemented. Refer to the device data sheet for the available ADC cores.
Register 3-10: ADCON5H: ADC Control Register 5 High

<table>
<thead>
<tr>
<th></th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>WARMTIME[3:0]</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>SHRCIE</td>
<td>C6CIE(f)</td>
<td>C5CIE(f)</td>
<td>C4CIE(f)</td>
<td>C3CIE(f)</td>
<td>C2CIE(f)</td>
<td>C1CIE(f)</td>
<td>C0CIE(f)</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>bit 15</th>
<th>bit 14</th>
<th>bit 13</th>
<th>bit 12</th>
<th>bit 11</th>
<th>bit 10</th>
<th>bit 9</th>
<th>bit 8</th>
</tr>
</thead>
<tbody>
<tr>
<td>bit 7</td>
<td>bit 6</td>
<td>bit 5</td>
<td>bit 4</td>
<td>bit 3</td>
<td>bit 2</td>
<td>bit 1</td>
<td>bit 0</td>
<td></td>
</tr>
</tbody>
</table>

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-12  **Unimplemented**: Read as ‘0’

bit 11-8  **WARMTIME[3:0]**: ADC Cores Power-up Delay bits
These bits determine the power-up delay in the number of the Source Clock Periods (TCORESRC) for all ADC cores.

- 1111 = 32768 Source Clock Periods
- 1110 = 16384 Source Clock Periods
- 1101 = 8192 Source Clock Periods
- 1100 = 4096 Source Clock Periods
- 1011 = 2048 Source Clock Periods
- 1010 = 1024 Source Clock Periods
- 1001 = 512 Source Clock Periods
- 1000 = 256 Source Clock Periods
- 0111 = 128 Source Clock Periods
- 0110 = 64 Source Clock Periods
- 0101 = 32 Source Clock Periods
- 0000-0100 = 16 Source Clock Periods

bit 7  **SHRCIE**: Shared ADC Core Ready Common Interrupt Enable bit
1 = Common interrupt will be generated when the ADC core is powered and ready for operation
0 = Common interrupt is disabled for the ADC core ready event

bit 6-0  **C6CIE-C0CIE**: Dedicated ADC Core x Ready Common Interrupt Enable bits(f)
1 = Common interrupt will be generated when the ADC core is powered and ready for operation
0 = Common interrupt is disabled for the ADC core ready event

**Note 1**: The number of available dedicated ADC cores is device-specific. Some CxCIE bits may not be implemented. Refer to the device data sheet for the available ADC cores.
Register 3-11:  **ADCOREnL: Dedicated ADC Core n Control Register Low**\(^{(1)}\)

<table>
<thead>
<tr>
<th></th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>bit 8</td>
<td>SAMC[9:8]</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Legend:**

- **R** = Readable bit
- **W** = Writable bit
- **U** = Unimplemented bit, read as ‘0’
- **-n** = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- **x** = Bit is unknown

**Legend:**

- **R** = Readable bit
- **W** = Writable bit
- **U** = Unimplemented bit, read as ‘0’
- **-n** = Value at POR

**bit 15-10**  **Unimplemented:** Read as ‘0’

**bit 9-0**  **SAMC[9:0]: Dedicated ADC Core n Conversion Delay Selection bits**

These bits determine the time between the trigger event and the start of conversion in the number of the Core Clock Periods (TADCORE). During this time, the ADC core continues sampling. This feature is enabled by the SAMCxEN bits in the ADCON4L register.

\[
\begin{align*}
1111111111 &= 1025 \text{ TADCORE} \\
0000000111 &= 3 \text{ TADCORE} \\
0000000100 &= 2 \text{ TADCORE}
\end{align*}
\]

**Note 1:** The number of available dedicated ADC cores is device-specific. Refer to the device data sheet for the available ADC cores.
Register 3-12: ADCOREnH: Dedicated ADC Core n Control Register High

| bit 15-13 | Unimplemented: Read as ‘0’ |
| bit 12-10 | EISEL[2:0]: ADC Core n Early Interrupt Time Selection bits |
| 111 = Early interrupt is generated 8 TADCORE clocks prior to when the data are ready |
| 110 = Early interrupt is generated 7 TADCORE clocks prior to when the data are ready |
| 101 = Early interrupt is generated 6 TADCORE clocks prior to when the data are ready |
| 100 = Early interrupt is generated 5 TADCORE clocks prior to when the data are ready |
| 011 = Early interrupt is generated 4 TADCORE clocks prior to when the data are ready |
| 010 = Early interrupt is generated 3 TADCORE clocks prior to when the data are ready |
| 001 = Early interrupt is generated 2 TADCORE clocks prior to when the data are ready |
| 000 = Early interrupt is generated 1 TADCORE clock prior to when the data are ready |

| bit 9-8 | RES[1:0]: ADC Core n Resolution Selection bits |
| 11 = 12-bit resolution |
| 10 = 10-bit resolution |
| 01 = 8-bit resolution |
| 00 = 6-bit resolution |

| bit 7 | Unimplemented: Read as ‘0’ |

| bit 6-0 | ADCS[6:0]: ADC Core x Input Clock Divider bits |

These bits determine the number of Source Clock Periods (TCORESRC) for one Core Clock Period (TADCORE).

- 1111111 = 254 Source Clock Periods
- 0000011 = 6 Source Clock Periods
- 0000010 = 4 Source Clock Periods
- 0000001 = 2 Source Clock Periods
- 0000000 = 2 Source Clock Periods

Note 1: The number of available dedicated ADC cores is device-specific. Refer to the device data sheet for the available ADC cores.

Note 2: For the 6-bit ADC core resolution (RES[1:0] = 00), the EISEL[2:0] settings, from ‘100’ to ‘111’, are not valid and should not be used. For the 8-bit ADC core resolution (RES[1:0] = 01), the EISEL[2:0] settings, ‘110’ and ‘111’, are not valid and should not be used.
Register 3-13: ADLVLTRGL: ADC Level-Sensitive Trigger Control Register Low

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-1</th>
<th>R/W-1</th>
</tr>
</thead>
<tbody>
<tr>
<td>LVLEN<a href="1">15:8</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 15</td>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>LVLEN<a href="1">7:0</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 7</td>
<td>bit 0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0  

**LVLEN[15:0]: Level Trigger Enable bits(1)**

1 = Input channel trigger is level-sensitive
0 = Input channel trigger is edge-sensitive

Note 1: The number of available ADC channels is device-specific. Some LVLENx bits may not be implemented. Refer to the device data sheet for the available ADC cores and their input channel options.

Register 3-14: ADLVLTRGH: ADC Level-Sensitive Trigger Control Register High

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-1</th>
<th>R/W-1</th>
</tr>
</thead>
<tbody>
<tr>
<td>LVLEN<a href="1">31:24</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 15</td>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>LVLEN<a href="1">23:16</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 7</td>
<td>bit 0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0  

**LVLEN[31:16]: Level Trigger Enable bits(1)**

1 = Input channel trigger is level-sensitive
0 = Input channel trigger is edge-sensitive

Note 1: The number of available ADC channels is device-specific. Some LVLENx bits may not be implemented. Refer to the device data sheet for the available ADC cores and their input channel options.
Register 3-15: ADEIEL: ADC Early Interrupt Enable Register Low

<table>
<thead>
<tr>
<th></th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>EIE[15:8]⁽¹⁾</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

bit 15

bit 8

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0 EIE[15:0]: Early Interrupt Enable for Corresponding Analog Inputs bits⁽¹⁾

1 = Early interrupt is enabled for the channel
0 = Early interrupt is disabled for the channel

Note 1: The available channels are device-specific. Some EIEx bits may not be implemented. Refer to the device data sheet for the available channel information.

Register 3-16: ADEIEH: ADC Early Interrupt Enable Register High

<table>
<thead>
<tr>
<th></th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>EIE[31:24]⁽¹⁾</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

bit 15

bit 8

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0 EIE[31:16]: Early Interrupt Enable for Corresponding Analog Inputs bits⁽¹⁾

1 = Early interrupt is enabled for the channel
0 = Early interrupt is disabled for the channel

Note 1: The available channels are device-specific. Some EIEx bits may not be implemented. Refer to the device data sheet for the available channel information.
## 12-Bit High-Speed, Multiple SARs A/D Converter (ADC)

### Register 3-17: ADEISTATL: ADC Early Interrupt Status Register Low

<table>
<thead>
<tr>
<th>Bit</th>
<th>Description</th>
<th>Value at POR</th>
<th>Set</th>
<th>Clear</th>
<th>Unknown</th>
<th>Available Channels</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>EISTAT[15:8]</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>

### Register 3-18: ADEISTATH: ADC Early Interrupt Status Register High

<table>
<thead>
<tr>
<th>Bit</th>
<th>Description</th>
<th>Value at POR</th>
<th>Set</th>
<th>Clear</th>
<th>Unknown</th>
<th>Available Channels</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>EISTAT[31:24]</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td></td>
</tr>
</tbody>
</table>

### Legend:

- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

### Note 1:

The available channels are device-specific. Some EISTATx bits may not be implemented. Refer to the device data sheet for the available channel information.

---

## Register 3-17: ADEISTATL: ADC Early Interrupt Status Register Low

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### EISTAT[15:8]: Early Interrupt Status for Corresponding Analog Inputs bits

- 1 = Early interrupt was generated
- 0 = Early interrupt was not generated since the last ADCBUFx read

### Note 1:

The available channels are device-specific. Some EISTATx bits may not be implemented. Refer to the device data sheet for the available channel information.

---

## Register 3-18: ADEISTATH: ADC Early Interrupt Status Register High

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### EISTAT[31:24]: Early Interrupt Status for Corresponding Analog Inputs bits

- 1 = Early interrupt was generated
- 0 = Early interrupt was not generated since the last ADCBUFx read

### Note 1:

The available channels are device-specific. Some EISTATx bits may not be implemented. Refer to the device data sheet for the available channel information.
Register 3-19: ADMOD0L: ADC Input Mode Control Register 0 Low

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIFF7(1)</td>
<td>SIGN7(1)</td>
<td>DIFF6(1)</td>
<td>SIGN6(1)</td>
<td>DIFF5(1)</td>
<td>SIGN5(1)</td>
<td>DIFF4(1)</td>
<td>SIGN4(1)</td>
</tr>
</tbody>
</table>

bit 15

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIFF3(1)</td>
<td>SIGN3(1)</td>
<td>DIFF2(1)</td>
<td>SIGN2(1)</td>
<td>DIFF1(1)</td>
<td>SIGN1(1)</td>
<td>DIFF0(1)</td>
<td>SIGN0(1)</td>
</tr>
</tbody>
</table>

bit 7

Legend:
R = Readable bit  W = Writable bit  U = Unimplemented bit, read as ‘0’
-n = Value at POR  ‘1’ = Bit is set  ‘0’ = Bit is cleared  x = Bit is unknown

bit (odd)  DIFF[7:0]: Differential-Mode for Corresponding Analog Inputs bits(1)
1 = Channel is differential
0 = Channel is single-ended

bit (even)  SIGN[7:0]: Output Data Sign for Corresponding Analog Inputs bits(1)
1 = Channel output data are signed
0 = Channel output data are unsigned

Note 1: The available input channels are device-specific. Some channels may not be implemented. Also, not all channels may support the Differential-mode. Refer to the device data sheet for the available SIGNx and DIFFx bits.

Register 3-20: ADMOD0H: ADC Input Mode Control Register 0 High

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIFF15(1)</td>
<td>SIGN15(1)</td>
<td>DIFF14(1)</td>
<td>SIGN14(1)</td>
<td>DIFF13(1)</td>
<td>SIGN13(1)</td>
<td>DIFF12(1)</td>
<td>SIGN12(1)</td>
</tr>
</tbody>
</table>

bit 15

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIFF11(1)</td>
<td>SIGN11(1)</td>
<td>DIFF10(1)</td>
<td>SIGN10(1)</td>
<td>DIFF9(1)</td>
<td>SIGN9(1)</td>
<td>DIFF8(1)</td>
<td>SIGN8(1)</td>
</tr>
</tbody>
</table>

bit 7

Legend:
R = Readable bit  W = Writable bit  U = Unimplemented bit, read as ‘0’
-n = Value at POR  ‘1’ = Bit is set  ‘0’ = Bit is cleared  x = Bit is unknown

bit (odd)  DIFF[15:8]: Differential-Mode for Corresponding Analog Inputs bits(1)
1 = Channel is differential
0 = Channel is single-ended

bit (even)  SIGN[15:8]: Output Data Sign for Corresponding Analog Inputs bits(1)
1 = Channel output data are signed
0 = Channel output data are unsigned

Note 1: The available input channels are device-specific. Some channels may not be implemented. Also, not all channels may support the Differential-mode. Refer to the device data sheet for the available SIGNx and DIFFx bits.
Register 3-21: ADMOD1L: ADC Input Mode Control Register 1 Low

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIFF23(1)</td>
<td>SIGN23(1)</td>
<td>DIFF22(1)</td>
<td>SIGN22(1)</td>
<td>DIFF21(1)</td>
<td>SIGN21(1)</td>
<td>DIFF20(1)</td>
<td>SIGN20(1)</td>
</tr>
<tr>
<td>bit 15</td>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
R = Readable bit
W = Writable bit
U = Unimplemented bit, read as ‘0’

- n = Value at POR
  ‘1’ = Bit is set
  ‘0’ = Bit is cleared
  x = Bit is unknown

bit (odd) DIFF[23:16]: Differential-Mode for Corresponding Analog Inputs bits(1)
1 = Channel is differential
0 = Channel is single-ended

bit (even) SIGN[23:16]: Output Data Sign for Corresponding Analog Inputs bits(1)
1 = Channel output data are signed
0 = Channel output data are unsigned

Note 1: The available input channels are device-specific. Some channels may not be implemented. Also, not all channels may support the Differential-mode. Refer to the device data sheet for the available SIGNx and DIFFx bits.

Register 3-22: ADMOD1H: ADC Input Mode Control Register 1 High

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>DIFF31(1)</td>
<td>SIGN31(1)</td>
<td>DIFF30(1)</td>
<td>SIGN30(1)</td>
<td>DIFF29(1)</td>
<td>SIGN29(1)</td>
<td>DIFF28(1)</td>
<td>SIGN28(1)</td>
</tr>
<tr>
<td>bit 15</td>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
R = Readable bit
W = Writable bit
U = Unimplemented bit, read as ‘0’

- n = Value at POR
  ‘1’ = Bit is set
  ‘0’ = Bit is cleared
  x = Bit is unknown

bit (odd) DIFF[31:24]: Differential-Mode for Corresponding Analog Inputs bits(1)
1 = Channel is differential
0 = Channel is single-ended

bit (even) SIGN[31:24]: Output Data Sign for Corresponding Analog Inputs bits(1)
1 = Channel output data are signed
0 = Channel output data are unsigned

Note 1: The available input channels are device-specific. Some channels may not be implemented. Also, not all channels may support the Differential-mode. Refer to the device data sheet for the available SIGNx and DIFFx bits.
Register 3-23: ADIEL: ADC Interrupt Enable Register Low

<table>
<thead>
<tr>
<th></th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
R = Readable bit  
W = Writable bit  
U = Unimplemented bit, read as ‘0’  
-n = Value at POR  
‘1’ = Bit is set  
‘0’ = Bit is cleared  
x = Bit is unknown

bit 15-0  
IE[15:0]: Interrupt Enable bits(1)  
1 = Individual and common interrupts are enabled for the corresponding channel  
0 = Individual and common interrupts are disabled for the corresponding channel

Note 1: The available channels are device-specific. Some IEx bits may not be implemented. Refer to the device data sheet for the available channels.

Register 3-24: ADIEH: ADC Interrupt Enable Register High

<table>
<thead>
<tr>
<th></th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>bit 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
R = Readable bit  
W = Writable bit  
U = Unimplemented bit, read as ‘0’  
-n = Value at POR  
‘1’ = Bit is set  
‘0’ = Bit is cleared  
x = Bit is unknown

bit 15-0  
IE[31:16]: Interrupt Enable bits(1)  
1 = Individual and common interrupts are enabled for the corresponding channel  
0 = Individual and common interrupts are disabled for the corresponding channel

Note 1: The available channels are device-specific. Some IEx bits may not be implemented. Refer to the device data sheet for the available channels.
Register 3-25: **ADSTATL: ADC Data Ready Status Register Low**

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>AN15RDY(1)</td>
<td>AN14RDY(1)</td>
<td>AN13RDY(1)</td>
<td>AN12RDY(1)</td>
<td>AN11RDY(1)</td>
<td>AN10RDY(1)</td>
<td>AN9RDY(1)</td>
<td>AN8RDY(1)</td>
</tr>
</tbody>
</table>

bit 15

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>AN7RDY(1)</td>
<td>AN6RDY(1)</td>
<td>AN5RDY(1)</td>
<td>AN4RDY(1)</td>
<td>AN3RDY(1)</td>
<td>AN2RDY(1)</td>
<td>AN1RDY(1)</td>
<td>AN0RDY(1)</td>
</tr>
</tbody>
</table>

bit 7

**Legend:**
- HC = Hardware Clearable bit
- HS = Hardware Settable bit
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0 **AN15RDY:AN0RDY**: Data Ready Status for Corresponding Analog Inputs bits(1)

| 1 | Channel conversion result is ready in the corresponding ADCBUFx register |
| 0 | Channel conversion result is not ready |

**Note 1:** The available channels are device-specific. Some ANxRDY bits may not be implemented. Refer to the device data sheet for the available channels.

Register 3-26: **ADSTATH: ADC Data Ready Status Register High**

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>AN31RDY(1)</td>
<td>AN30RDY(1)</td>
<td>AN29RDY(1)</td>
<td>AN28RDY(1)</td>
<td>AN27RDY(1)</td>
<td>AN26RDY(1)</td>
<td>AN25RDY(1)</td>
<td>AN24RDY(1)</td>
</tr>
</tbody>
</table>

bit 15

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
<th>R/HC/HS-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>AN23RDY(1)</td>
<td>AN22RDY(1)</td>
<td>AN21RDY(1)</td>
<td>AN20RDY(1)</td>
<td>AN19RDY(1)</td>
<td>AN18RDY(1)</td>
<td>AN17RDY(1)</td>
<td>AN16RDY(1)</td>
</tr>
</tbody>
</table>

bit 7

**Legend:**
- HC = Hardware Clearable bit
- HS = Hardware Settable bit
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0 **AN31RDY:AN16RDY**: Data Ready Status for Corresponding Analog Inputs bits(1)

| 1 | Channel conversion result is ready in the corresponding ADCBUFx register |
| 0 | Channel conversion result is not ready |

**Note 1:** The available channels are device-specific. Some ANxRDY bits may not be implemented. Refer to the device data sheet for the available channels.
Register 3-27: ADTRIGnL and ADTRIGnH: ADC Channel Trigger n Selection Registers Low and High
(where n is a register number from 0 to 7)

| bit 15-13 | Unimplemented: Read as '0' |
| bit 12-8  | TRGSRC(x+1)[4:0]: Trigger Source Selection for Corresponding Analog Input (x+1) bits(1) |
| 11111     | External trigger pin |
| 00100-11110 | Other trigger options specific for the device; refer to the device data sheet for more information |
| 00011     | Reserved |
| 00010     | Common level-sensitive software trigger |
| 00001     | Common software trigger |
| 00000     | No trigger is enabled |

bit 7-5      Unimplemented: Read as '0'

bit 4-0      TRGSRCx[4:0]: Trigger Source Selection for Corresponding Analog Input x bits(1) |
| 11111     | External trigger pin |
| 00100-11110 | Other trigger options specific for the device; refer to the device data sheet for more information |
| 00011     | Reserved |
| 00010     | Common level-sensitive software trigger |
| 00001     | Common software trigger |
| 00000     | No trigger is enabled |

Note 1: The available channels are device-specific. Some TRGSRCx[4:0] bits may not be implemented. Refer to the device data sheet for the available channel information.
Register 3-28: ADCAL0L: ADC Calibration Register 0 Low(2)

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL1RDY(1)</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL1DIFF(1)</td>
<td>CAL1EN(1)</td>
</tr>
</tbody>
</table>

bit 15

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL0RDY(1)</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL0DIFF(1)</td>
<td>CAL0EN(1)</td>
</tr>
</tbody>
</table>

bit 7

Legend:
HC = Hardware Clearable bit
HS = Hardware Settable bit
r = Reserved bit
R = Readable bit
W = Writable bit
U = Unimplemented bit, read as ‘0’
- = Value at POR
‘1’ = Bit is set
‘0’ = Bit is cleared
x = Bit is unknown

bit 15
CAL1RDY: Dedicated ADC Core 1 Calibration Status Flag bit(1)
1 = Dedicated ADC core calibration is finished
0 = Dedicated ADC core calibration is in progress

bit 14-12
Unimplemented: Read as ‘0’

bit 11
Reserved: Must be written as ‘0’

bit 10
CAL1DIFF: Dedicated ADC Core 1 Differential-Mode Calibration bit(1)
1 = Dedicated ADC core will be calibrated in Differential Input mode
0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 9
CAL1EN: Dedicated ADC Core 1 Calibration Enable bit(1)
1 = Dedicated ADC core calibration bits (CAL1RDY, CAL1DIFF and CAL1RUN) can be accessed by software
0 = Dedicated ADC core calibration bits are disabled

bit 8
CAL1RUN: Dedicated ADC Core 1 Calibration Start bit(1)
1 = If this bit is set by software, the dedicated ADC core calibration cycle is started; this bit is cleared by hardware automatically
0 = Software can start the next calibration cycle

bit 7
CAL0RDY: Dedicated ADC Core 0 Calibration Status Flag bit(1)
1 = Dedicated ADC core calibration is finished
0 = Dedicated ADC core calibration is in progress

bit 6-4
Unimplemented: Read as ‘0’

bit 3
Reserved: Must be written as ‘0’

bit 2
CAL0DIFF: Dedicated ADC Core 0 Differential-Mode Calibration bit(1)
1 = Dedicated ADC core will be calibrated in Differential Input mode
0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 1
CAL0EN: Dedicated ADC Core 0 Calibration Enable bit(1)
1 = Dedicated ADC core calibration bits (CAL0RDY, CAL0DIFF and CAL0RUN) can be accessed by software
0 = Dedicated ADC core calibration bits are disabled

bit 0
CAL0RUN: Dedicated ADC Core 0 Calibration Start Bit(1)
1 = If this bit is set by software, the dedicated ADC core calibration cycle is started; this bit is cleared by hardware automatically
0 = Software can start the next calibration cycle

Note 1: The available dedicated ADC cores number is device-specific. Some CALxRDY, CALxDIFF, CALxEN and CALxRUN bits may not be implemented. Refer to the device data sheet for the available ADC cores.

2: The calibration is not required for some devices. Refer to the specific device data sheet to see if this register is implemented.
Register 3-29: ADCAL0H: ADC Calibration Register 0 High\(^{(2)}\)

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL3RDY(^{(1)})</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL3DIFF(^{(1)})</td>
<td>CAL3EN(^{(1)})</td>
<td>CAL3RUN(^{(1)})</td>
</tr>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL2RDY(^{(1)})</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL2DIFF(^{(1)})</td>
<td>CAL2EN(^{(1)})</td>
<td>CAL2RUN(^{(1)})</td>
</tr>
<tr>
<td>bit 7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:

- HC = Hardware Clearable bit
- HS = Hardware Settable bit
- r = Reserved bit
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15  CAL3RDY: Dedicated ADC Core 3 Calibration Status Flag bit\(^{(1)}\)

1 = Dedicated ADC core calibration is finished
0 = Dedicated ADC core calibration is in progress

bit 14-12 Unimplemented: Read as ‘0’

bit 11 Reserved: Must be written as ‘0’

bit 10  CAL3DIFF: Dedicated ADC Core 3 Differential-Mode Calibration bit\(^{(1)}\)

1 = Dedicated ADC core will be calibrated in Differential Input mode
0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 9  CAL3EN: Dedicated ADC Core 3 Calibration Enable bit\(^{(1)}\)

1 = Dedicated ADC core calibration bits (CAL3RDY, CAL3DIFF and CAL3RUN) can be accessed by software.
0 = Dedicated ADC core calibration bits are disabled

bit 8  CAL3RUN: Dedicated ADC Core 3 Calibration Start bit\(^{(1)}\)

1 = If this bit is set by software, the dedicated ADC core calibration cycle is started; this bit is cleared by hardware automatically
0 = Software can start the next calibration cycle

bit 7  CAL2RDY: Dedicated ADC Core 2 Calibration Status Flag bit\(^{(1)}\)

1 = Dedicated ADC core calibration is finished
0 = Dedicated ADC core calibration is in progress

bit 6-4 Unimplemented: Read as ‘0’

bit 3  Reserved: Must be written as ‘0’

bit 2  CAL2DIFF: Dedicated ADC Core 2 Differential-Mode Calibration bit\(^{(1)}\)

1 = Dedicated ADC core will be calibrated in Differential Input mode
0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 1  CAL2EN: Dedicated ADC Core 2 Calibration Enable bit\(^{(1)}\)

1 = Dedicated ADC core calibration bits (CAL2RDY, CAL2DIFF and CAL2RUN) can be accessed by software
0 = Dedicated ADC core calibration bits are disabled

bit 0  CAL2RUN: Dedicated ADC Core 2 Calibration Start bit\(^{(1)}\)

1 = If this bit is set by software, the dedicated ADC core calibration cycle is started; this bit is cleared by hardware automatically
0 = Software can start the next calibration cycle

Note 1: The available dedicated ADC cores number is device-specific. Some CALxRDY, CALxDIFF, CALxEN and CALxRUN bits may not be implemented. Refer to the device data sheet for the available ADC cores.

2: The calibration is not required for some devices. Refer to the specific device data sheet to see if this register is implemented.
Register 3-30: ADCAL1L: ADC Calibration Register 1 Low\(^{(2)}\)

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL5RDY(^{(1)})</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL5DIFF(^{(1)})</td>
<td>CAL5EN(^{(1)})</td>
<td>CAL5RUN(^{(1)})</td>
</tr>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL4RDY(^{(1)})</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL4DIFF(^{(1)})</td>
<td>CAL4EN(^{(1)})</td>
<td>CAL4RUN(^{(1)})</td>
</tr>
<tr>
<td>bit 7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:  
HC = Hardware Clearable bit  
HS = Hardware Settable bit  
r = Reserved bit  
R = Readable bit  
W = Writable bit  
U = Unimplemented bit, read as '0'  
-\(n\) = Value at POR  
‘1’ = Bit is set  
‘0’ = Bit is cleared  
x = Bit is unknown

bit 15  
CAL5RDY: Dedicated ADC Core 5 Calibration Status Flag bit\(^{(1)}\)  
1 = Dedicated ADC core calibration is finished  
0 = Dedicated ADC core calibration is in progress

bit 14-12  
Unimplemented: Read as ‘0’

bit 11  
Reserved: Must be written as ‘0’

bit 10  
CAL5DIFF: Dedicated ADC Core 5 Differential-Mode Calibration bit\(^{(1)}\)  
1 = Dedicated ADC core will be calibrated in Differential Input mode  
0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 9  
CAL5EN: Dedicated ADC Core 5 Calibration Enable bit\(^{(1)}\)  
1 = Dedicated ADC core calibration bits (CAL5RDY, CAL5DIFF and CAL5RUN) can be accessed by software  
0 = Dedicated ADC core calibration bits are disabled

bit 8  
CAL5RUN: Dedicated ADC Core 5 Calibration Start bit\(^{(1)}\)  
1 = If this bit is set by software, the dedicated ADC core calibration cycle is started; this bit is cleared by hardware automatically  
0 = Software can start the next calibration cycle

bit 7  
CAL4RDY: Dedicated ADC Core 4 Calibration Status Flag bit\(^{(1)}\)  
1 = Dedicated ADC core calibration is finished  
0 = Dedicated ADC core calibration is in progress

bit 6-4  
Unimplemented: Read as ‘0’

bit 3  
Reserved: Must be written as ‘0’

bit 2  
CAL4DIFF: Dedicated ADC Core 4 Differential-Mode Calibration bit\(^{(1)}\)  
1 = Dedicated ADC core will be calibrated in Differential Input mode  
0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 1  
CAL4EN: Dedicated ADC Core 4 Calibration Enable bit\(^{(1)}\)  
1 = Dedicated ADC core calibration bits (CAL4RDY, CAL4DIFF and CAL4RUN) can be accessed by software  
0 = Dedicated ADC core calibration bits are disabled

bit 0  
CAL4RUN: Dedicated ADC Core 4 Calibration Start bit\(^{(1)}\)  
1 = If this bit is set by software, the dedicated ADC core calibration cycle is started. This bit is cleared by hardware automatically  
0 = Software can start the next calibration cycle

Note 1: The available dedicated ADC cores number is device-specific. Some CALxRDY, CALxDIFF, CALxEN and CALxRUN bits may not be implemented. Refer to the device data sheet for the available ADC cores.

2: The calibration is not required for some devices. Refer to the specific device data sheet to see if this register is implemented.
Register 3-31: ADCAL1H: ADC Calibration Register 1 High

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CSHRRDY</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CSHRDIFF</td>
<td>CSHREN</td>
<td>CSHRRUN</td>
</tr>
<tr>
<td>bit 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>R/HC/HS-0</th>
<th>U-0</th>
<th>U-0</th>
<th>U-0</th>
<th>r-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAL6RDY(1)</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>—</td>
<td>CAL6DIFF(1)</td>
<td>CAL6EN(1)</td>
</tr>
<tr>
<td>bit 7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
- HC = Hardware Clearable bit
- HS = Hardware Settable bit
- r = Reserved bit
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15 CSHRRDY: Shared ADC Core Calibration Status Flag bit
- 1 = Shared ADC core calibration is finished
- 0 = Shared ADC core calibration is in progress

bit 14-12 Unimplemented: Read as ‘0’

bit 11 Reserved: Must be written as ‘0’

bit 10 CSHRDIFF: Shared ADC Core Differential-Mode Calibration bit
- 1 = Shared ADC core will be calibrated in Differential Input mode
- 0 = Shared ADC core will be calibrated in Single-Ended Input mode

bit 9 CSHREN: Shared ADC Core Calibration Enable bit
- 1 = Shared ADC core calibration bits (CSHRRDY, CSHRDIFF and CSHRRUN) can be accessed by software
- 0 = Shared ADC core calibration bits are disabled

bit 8 CSHRRUN: Shared ADC Core Calibration Start bit
- 1 = If this bit is set by software, the shared ADC core calibration cycle is started; this bit is cleared by hardware automatically
- 0 = Software can start the next calibration cycle

bit 7 CAL6RDY: Dedicated ADC Core 6 Calibration Status Flag bit(1)
- 1 = Dedicated ADC core calibration is finished
- 0 = Dedicated ADC core calibration is in progress

bit 6-4 Unimplemented: Read as ‘0’

bit 3 Reserved: Must be written as ‘0’

bit 2 CAL6DIFF: Dedicated ADC Core 6 Differential-Mode Calibration bit(1)
- 1 = Dedicated ADC core will be calibrated in Differential Input mode
- 0 = Dedicated ADC core will be calibrated in Single-Ended Input mode

bit 1 CAL6EN: Dedicated ADC Core 6 Calibration Enable bit(1)
- 1 = Dedicated ADC core calibration bits (CAL6RDY, CAL6DIFF and CAL6RUN) can be accessed by software
- 0 = Dedicated ADC core calibration bits are disabled

bit 0 CAL6RUN: Dedicated ADC Core 6 Calibration Start bit(1)
- 1 = If this bit is set by software, the dedicated ADC core calibration cycle is started; this bit is cleared by hardware automatically
- 0 = Software can start the next calibration cycle

Note 1: The available dedicated ADC cores number is device-specific. Some CALxRDY, CALxDIFF, CALxEN and CALxRUN bits may not be implemented. Refer to the device data sheet for the available ADC cores.

Note 2: The calibration is not required for some devices. Refer to the specific device data sheet to see if this register is implemented.
### Register 3-32: ADCMPnCON: ADC Digital Comparator n Control Register\(^{(1)}\)

| Bit 15-13 | Unimplemented: Read as '0' |
| Bit 12-8  | **CHNL[4:0]:** Input Channel Number bits  
These bits identify the analog input that caused the comparator event.  
111111 = AN31  
111111 = AN31  
111111 = AN31  
000000 = AN0 |
| Bit 7     | **CMPEN: Digital Comparator Enable bit**  
1 = Comparator is enabled  
0 = Comparator is disabled and the STAT status bit is cleared |
| Bit 6     | **IE: Comparator Interrupts Enable bit**  
1 = individual and common interrupts will be generated if the comparator detects a comparison event  
0 = Individual and common interrupts will not be generated for the comparator |
| Bit 5     | **STAT: Comparator Event Status bit**  
This bit is cleared by hardware when the channel number is read from the CHNL[4:0] bits.  
1 = A comparison event has been detected since the last read of the CHNL[4:0] bits  
0 = A comparison event has not been detected since the last read of the CHNL[4:0] bits |
| Bit 4     | **BTWN: Between Low/High Comparator Event bit**  
1 = Generates a digital comparator event when ADCMPnLO ≤ ADCBUFx < ADCMPnHI  
0 = Does not generate a digital comparator event when ADCMPnLO ≤ ADCBUFx < ADCMPnHI |
| Bit 3     | **HIHI: High/High Comparator Event bit**  
1 = Generates a digital comparator event when ADCBUFx ≥ ADCMPnHI  
0 = Does not generate a digital comparator event when ADCBUFx ≥ ADCMPnHI |
| Bit 2     | **HILO: High/Low Comparator Event bit**  
1 = Generates a digital comparator event when ADCBUFx < ADCMPnHI  
0 = Does not generate a digital comparator event when ADCBUFx < ADCMPnHI |
| Bit 1     | **LOHI: Low/High Comparator Event bit**  
1 = Generates a digital comparator event when ADCBUFx ≥ ADCMPnLO  
0 = Does not generate a digital comparator event when ADCBUFx ≥ ADCMPnLO |
| Bit 0     | **LOLO: Low/Low Comparator Event bit**  
1 = Generates a digital comparator event when ADCBUFx < ADCMPnLO  
0 = Does not generate a digital comparator event when ADCBUFx < ADCMPnLO |

**Note 1:** The available digital comparators number is device-specific. Refer to the device data sheet for the available digital comparators.
Register 3-33: ADCMPnENL: ADC Digital Comparator n Channel Enable Register Low(1)

<table>
<thead>
<tr>
<th>R/W/0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CMPEN<a href="2">15:8</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

bit 15
bit 8

<table>
<thead>
<tr>
<th>R/W/0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CMPEN<a href="2">7:0</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
R = Readable bit    W = Writable bit    U = Unimplemented bit, read as ‘0’
-n = Value at POR    ‘1’ = Bit is set    ‘0’ = Bit is cleared    x = Bit is unknown

bit 15-0    CMPEN[15:0]: Comparator Enable for Corresponding Input Channels bits(2)

1 = Conversion result for corresponding channel is used by the comparator
0 = Conversion result for corresponding channel is not used by the comparator

Note 1: The available digital comparators number is device-specific. Refer to the device data sheet for the available digital comparators.

2: The available channels are device-specific. Some CMPENx bits may not be implemented. Refer to the device data sheet for the available channels.

Register 3-34: ADCMPnENH: ADC Digital Comparator n Channel Enable Register High(1)

<table>
<thead>
<tr>
<th>R/W/0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CMPEN<a href="2">31:24</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

bit 15
bit 8

<table>
<thead>
<tr>
<th>R/W/0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>CMPEN<a href="2">23:16</a></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
R = Readable bit    W = Writable bit    U = Unimplemented bit, read as ‘0’
-n = Value at POR    ‘1’ = Bit is set    ‘0’ = Bit is cleared    x = Bit is unknown

bit 15-0    CMPEN[31:16]: Comparator Enable for Corresponding Input Channels bits(2)

1 = Conversion result for corresponding channel is used by the comparator
0 = Conversion result for corresponding channel is not used by the comparator

Note 1: The available digital comparators number is device-specific. Refer to the device data sheet for the available digital comparators.

2: The available channels are device-specific. Some CMPENx bits may not be implemented. Refer to the device data sheet for the available channels.
12-Bit High-Speed, Multiple SARs A/D Converter (ADC)

Register 3-35: ADFLnCON: ADC Digital Filter n Control Register

<table>
<thead>
<tr>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/W-0</th>
<th>R/HC/HS-0</th>
</tr>
</thead>
<tbody>
<tr>
<td>FLEN</td>
<td>MODE[1:0]</td>
<td>OVRSAM[2:0]</td>
<td>IE</td>
<td>RDY</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

bit 15

- **FLEN**: Filter Enable bit
  - 1 = Filter is enabled
  - 0 = Filter is disabled and the RDY bit is cleared

bit 14-13

- **MODE[1:0]**: Filter Mode bits
  - 11 = Averaging mode
  - 10 = Reserved
  - 01 = Reserved
  - 00 = Oversampling mode

bit 12-10

- **OVRSAM[2:0]**: Filter Averaging/Oversampling Ratio bits
  - If MODE[1:0] = 00:
    - 111 = 128x (16-bit result in the ADFLnDAT register)
    - 110 = 32x (15-bit result in the ADFLnDAT register)
    - 101 = 8x (14-bit result in the ADFLnDAT register)
    - 100 = 2x (13-bit result in the ADFLnDAT register)
    - 011 = 256x (16-bit result in the ADFLnDAT register)
    - 010 = 64x (15-bit result in the ADFLnDAT register)
    - 001 = 16x (14-bit result in the ADFLnDAT register)
    - 000 = 4x (13-bit result in the ADFLnDAT register)
  - If MODE[1:0] = 11 (12-bit result in the ADFLnDAT register):
    - 111 = 256x
    - 110 = 128x
    - 101 = 64x
    - 100 = 32x
    - 011 = 16x
    - 010 = 8x
    - 001 = 4x
    - 000 = 2x

bit 9

- **IE**: Filter Interrupts Enable bit
  - 1 = Individual and common interrupts will be generated when the filter result is ready
  - 0 = Individual and common interrupts will not be generated for the filter

bit 8

- **RDY**: Oversampling Filter Data Ready Flag bit
  - This bit is cleared by hardware when the result is read from the ADFLnDAT register.
  - 1 = Data in the ADFLnDAT register are ready
  - 0 = The ADFLnDAT register has been read and new data in the ADFLnDAT register are not ready

bit 7-5

- **Unimplemented**: Read as ‘0’

**Note 1**: The available oversampling filter number is device-specific. Refer to the device data sheet for the available oversampling filters.
Register 3-35: ADCFlCON: ADC Digital Filter n Control Register\(^{(1)}\) (Continued)

bit 4-0  FLCHSEL[4:0]: Oversampling Filter Input Channel Selection bits

11111 = AN31
11110 = AN2
11101 = AN1
11100 = AN0

Note 1: The available oversampling filter number is device-specific. Refer to the device data sheet for the available oversampling filters.

Register 3-36: ADCBUFx: ADC Result x Register

<table>
<thead>
<tr>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

DATAx[15:8]

<table>
<thead>
<tr>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
<th>R-0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

DATAx[7:0]

Legend:

R = Readable bit  W = Writable bit  U = Unimplemented bit, read as ‘0’
-n = Value at POR  ‘1’ = Bit is set  ‘0’ = Bit is cleared  x = Bit is unknown

bit 15-0  DATAx[15:0]: ADC Conversion Result x bits
### Register 3-37: ADCMPnLO: ADC Digital Comparator n Low Threshold Register

<table>
<thead>
<tr>
<th>Bit</th>
<th>Description</th>
<th>Readable</th>
<th>Writable</th>
<th>Unimplemented</th>
<th>Value at POR</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>CMPnLO[15:8]</td>
<td>R</td>
<td>W</td>
<td>U</td>
<td>-n</td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>R</td>
<td>W</td>
<td>U</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
<td>R</td>
<td>W</td>
<td>U</td>
<td></td>
</tr>
<tr>
<td>0</td>
<td></td>
<td>R</td>
<td>W</td>
<td>U</td>
<td></td>
</tr>
</tbody>
</table>

**Legend:**
- **R**: Readable bit
- **W**: Writable bit
- **U**: Unimplemented bit, read as ‘0’
- **-n**: Value at POR
- **1**: Bit is set
- **0**: Bit is cleared
- **x**: Bit is unknown

**Note 1:** The available comparator numbers are device-specific. Refer to the specific device data sheet for more information.

### Register 3-38: ADCMPnHI: ADC Digital Comparator n High Threshold Register

<table>
<thead>
<tr>
<th>Bit</th>
<th>Description</th>
<th>Readable</th>
<th>Writable</th>
<th>Unimplemented</th>
<th>Value at POR</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>CMPnHI[15:8]</td>
<td>R</td>
<td>W</td>
<td>U</td>
<td>-n</td>
</tr>
<tr>
<td>8</td>
<td></td>
<td>R</td>
<td>W</td>
<td>U</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
<td>R</td>
<td>W</td>
<td>U</td>
<td></td>
</tr>
<tr>
<td>0</td>
<td></td>
<td>R</td>
<td>W</td>
<td>U</td>
<td></td>
</tr>
</tbody>
</table>

**Legend:**
- **R**: Readable bit
- **W**: Writable bit
- **U**: Unimplemented bit, read as ‘0’
- **-n**: Value at POR
- **1**: Bit is set
- **0**: Bit is cleared
- **x**: Bit is unknown

**Note 1:** The available comparator numbers are device-specific. Refer to the specific device data sheet for more information.
Register 3-39: ADFLnDAT: ADC Oversampling Filter n Result Register

<table>
<thead>
<tr>
<th>bit 15</th>
<th>bit 8</th>
</tr>
</thead>
<tbody>
<tr>
<td>R-0</td>
<td></td>
</tr>
<tr>
<td></td>
<td>FLnDAT[15:8]</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>bit 7</th>
<th>bit 0</th>
</tr>
</thead>
<tbody>
<tr>
<td>R-0</td>
<td></td>
</tr>
<tr>
<td></td>
<td>FLnDAT[7:0]</td>
</tr>
</tbody>
</table>

Legend:

- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 15-0  FLnDAT[15:0]: ADC Oversampling Filter n Result bits
4.0 CONVERSION SEQUENCE

Analog-to-Digital conversion using the 12-Bit High-Speed, Multiple SARs ADC involves the following three steps:

1. Sampling of the input signal.
2. Capture of the input signal (holding) and transfer to the converter.
3. Conversion of the analog signal to its digital representation.

Sampling of the input signal involves charging of the capacitor in the Sample-and-Hold (S/H) circuit. The sampling time must be adequate so that the capacitor charges to a value equal to the input voltage. At the appropriate time, the input is disconnected from the capacitor, and subsequently, the analog voltage is transferred to the converter. The converter then digitizes the analog signal and provides the result.

The converter requires a clock source and a reference voltage. The clock and reference voltage sources are selectable, as well as the clock prescaling.

5.0 ADC OPERATION

5.1 SAR ADC Cores

The number of dedicated SAR ADC cores available is device-specific. For more information, refer to the specific device data sheet.

The module may implement up to eight independent SAR ADC cores. It allows sampling signals simultaneously from multiple analog inputs. The first seven SAR ADC cores (0 through 6) are referred to as dedicated, since each has a single dedicated analog channel. Each channel is connected and the ADC core samples (follows) the input signal voltage continuously. The channel for the dedicated ADC core is disconnected only when the conversion is started. The dedicated independent ADC cores allow an application to sample the associated analog channels simultaneously and convert them in a single “snap shot”.

The last SAR ADC core is referred to as a shared core, as it is shared among the analog inputs that are not associated with the dedicated ADC cores. For this core, the analog channel to be sampled, and the sampling process, are controlled by the ADC module. When the conversion is not in progress, all inputs are disconnected from the shared ADC core. By the trigger event, the ADC connects the analog input defined in the trigger and samples the input signal during the specified amount of time. After sampling is completed, the analog input is disconnected again and the conversion is performed.
5.2 ADC Clock
The ADC module has different options for the clock source. The source can be selected using the CLKSEL[1:0] bits in the ADCON3H register. The selected source has a period, TSRC, and is divided by the ratio specified by the CLKDIV[5:0] bits in the ADCON3H register. After this divider, the result clock with the period, TCORESRC, goes to each SAR ADC core. Each ADC core has its own clock divider that is configured with the ADCS[6:0] bits in the corresponding ADCOREnH register for the dedicated core, and with the SHRADCS[6:0] bits in the ADCON2L register for the shared ADC core. After the divisions, each ADC core can have a different clock period, TADCORE. The maximum operation clock frequency for each SAR ADC core is limited by 70 MHz. Thus, the clock settings must be selected to provide a Core Clock Period, TADCORE, more than 14.3 nS. The module clock path diagram is shown in Figure 5-1.

Figure 5-1: ADC Module Clock Path Block Diagram

5.3 ADC Resolution
Each SAR ADC core resolution can be set individually using the RES[1:0] bits in the ADCOREnH register for the corresponding dedicated core, and using the SHRRES[1:0] bits in the ADCON1H register for the shared core.

Depending on the setting, the resolution of the ADC is either 12 bits, 10 bits, 8 bits or 6 bits. By default after Reset, all cores are configured for 12-bit resolution.
5.4 Sampling and Conversion Timing

The conversion time for all ADC cores depends on the resolution selected by the RES[1:0] or SHRRES[1:0] bits. The time required for the conversion is defined by Equation 5-1.

Equation 5-1: Conversion Time

\[
\text{Conversion Time} = 8 \times \text{TCORESRC} + (\text{Bit Resolution} + 2.5) \times \text{TADCORE}
\]

For example, if an ADC core is configured for 12-bit resolution, the conversion time for this core will be: \(8 \times \text{TCORESRC} + 14.5 \times \text{TADCORE}\).

If several ADC cores have the conversion results at the same time, the core with the low priority will wait an additional TCORESRC cycle for each high-priority core to store its result.

Additionally, the conversion time can be extended even further if the Noise Reduction feature is enabled. If the NRE bit in the ADCON1L register is set, the end of conversion time is adjusted to reduce the noise between ADC cores. Depending on the number of cores converting and the priority of the input, a few additional TADs may be inserted, making the conversion time slightly less deterministic. The Noise Reduction feature is not available on all devices and the NRE bit may not be implemented. Refer to the device data sheet for more information.

With multiple dedicated SAR ADC cores, several analog signals can be captured simultaneously. Each dedicated core continuously tracks the input signal in Sample mode until an asynchronous trigger event occurs. The trigger event causes the dedicated core to immediately stop sampling and enter the holding state. It is important to note that, by default, the trigger event which ends sampling occurs asynchronously to the ADC core clock. While the S/H circuits enter the hold state immediately, the asynchronous trigger must be synchronized to the ADC clock, consuming up to one ADC clock edge before the conversion request is issued to the SAR (Figure 5-2).

Figure 5-2: Dedicated SAR ADC Core Sampling

If using a periodic trigger source with a dedicated core, the total sampling time is determined by the trigger rate. The trigger rate must not violate the necessary sampling time. See Section 5.4.2 “Sampling Time Requirements” for more information.
Another dedicated SAR ADC core sampling option is a delayed conversion. This feature is controlled by the SAMCxEN bits in the ADCON4L register. When SAMCxEN = 1, the delay is inserted between the trigger event and the conversion start (Figure 5-3). During this time, the core continues to sample the input signal. The delay time is defined by the SAMC[9:0] bits in the corresponding Dedicated ADC Core n Control Register Low, ADCOREnL. This delay should be used with the digital filters or level-sensitive triggers to ensure the minimum sampling time. Regardless of the SAMCxEN bit, the SAMC[9:0] bits in the ADCOREnL register limit the time between triggers. If the time between triggers will be less than the time specified in the SAMC[9:0] bits, then the trigger will be delayed.

**Figure 5-3: Dedicated SAR ADC Core Sampling with Delayed Conversion (SAMCxEN = 1)**

Unlike the dedicated ADC core, the trigger event of a shared ADC core starts the sampling process using a sample time specified by the SHRSAMC[9:0] bits in the ADCON2H register. Once the signal has sampled the specified number of ADC Core Clock Periods (TADCORE), the S/H enters the hold state and the conversion request is issued (shown in Figure 5-4).

When periodically triggering a single input of the shared ADC core, the trigger rate should not be more than the sample time plus the conversion time. There is no assurance that a conversion request for the shared ADC core will be serviced immediately. Conversion requests for the shared core are serviced in the order of priority.

**Figure 5-4: Shared SAR ADC Core Sampling**
5.4.1 SOFTWARE SAMPLING SWITCH CONTROL FOR THE SHARED SAR CORE

The SHRSAMP bit in the ADCON3L register allows software control of the sample switch for the shared ADC core. This bit should be used with the individual channel conversion trigger controlled by the CNVRTCH bit. It connects an analog input, specified by the CNVCHSEL[5:0] bits, to the shared ADC core and allows extending the sampling time. When the SHRSAMP bit is set (= 1), the shared ADC core is connected and samples an analog input specified by the CNVCHSEL[5:0] bits in the ADCON3L register. When the SHRSAMP bit is cleared (= 0), the sampling is controlled by the shared ADC core hardware. The hardware will select the channel and sample the input signal during the time defined in the SHRSAMC[9:0] bits. The software control of the sample switch can be used to implement the CVD (Capacitive Voltage Divider) algorithms.

5.4.2 SAMPLING TIME REQUIREMENTS

The analog input model of the 12-Bit High-Speed, Multiple SARs ADC is illustrated in Figure 5-5. The total acquisition time for the Analog-to-Digital conversion is a function of the Holding Capacitor (CHOLD) charge time.

For the ADC module to meet its specified accuracy, the Holding Capacitor (CHOLD) must be allowed to fully charge to the voltage level on the analog input pin. The Signal Source Impedance (Rs), the Interconnect Impedance (Ric) and the internal Sampling Switch Impedance (RSS) combine to directly affect the time required to charge the CHOLD. The combined impedance (RTOTAL = RS + RIC + RSS) must therefore, be small enough to fully charge the Holding Capacitor within the selected sample time. To charge the CHOLD with 0.5 LSB error, the sampling time should be more than the time defined by Equation 5-2.

Equation 5-2: Minimum Sampling Time

\[ TSAMPLING = RTOTAL \times CHOLD \times \ln(2(RESOLUTION + 1)) \]

or

For 12-Bit Resolution:

\[ TSAMPLING = 9 \times RTOTAL \times CHOLD \]

For 10-Bit Resolution:

\[ TSAMPLING = 7.6 \times RTOTAL \times CHOLD \]

For 8-Bit Resolution:

\[ TSAMPLING = 6.2 \times RTOTAL \times CHOLD \]

For 6-Bit Resolution:

\[ TSAMPLING = 4.9 \times RTOTAL \times CHOLD \]

Note: The CHOLD, Sampling Switch (RSS) and Interconnect Impedance (RIC) values can be found in the specific device data sheet.
5.5 Voltage Reference

The voltage reference options vary by device. Refer to the device data sheet for the specific options.

The ADC Reference Voltage Selection bits, REFSEL[2:0] in the ADCON3L register, select the voltage reference for all SAR ADC cores. Also, the ADC module depends on the internal band gap circuit voltage. When the voltage reference and the band gap are ready for operation, the REFRDY bit in ADCON2H is set. The voltage reference source cannot be changed when the module is enabled (ADON (ADCON1L[15]) = 1). If the ADC reference or AVDD power was changed or interrupted, the REFERR bit in the ADCON2H register is set. After a voltage reference Fault event is detected, the ADC module must be recalibrated. The voltage reference ready and voltage reference Fault events, indicated by the REFRDY and REFERR bits, can generate common interrupts if the corresponding REFCIE and REFERCIE bits are set in the ADCON2L register. To avoid false Fault interrupts, the REFERCIE bit must be set only after the module is enabled (ADON = 1).

5.6 Analog Input Channels

The number of input channels available is device-specific. For more information, refer to the specific device data sheet.

5.6.1 CONFIGURING ANALOG PORT PINS

The ANSELx registers for the I/O ports, associated with the analog inputs, are used to configure the corresponding pins as analog pins. A pin is configured as an analog input when the corresponding ANSELx bit = 1. When the ANSELx bit = 0, the pin is set to digital control. When configured for analog input, the associated port I/O digital input buffer is disabled so that it does not consume current. The ANSELx registers are set when the device comes out of Reset, causing the ADC input pins to be configured as analog inputs by default.
The TRISx registers control the digital function of the port pins. The port pin that is required as an analog input must have its corresponding bit set in the specific TRISx register, configuring the pin as an input. If the I/O pin associated with an ADC input is configured as an output by clearing the TRISx bit, the port’s digital output level will be converted. After a device Reset, all of the TRISx bits are set. For more information on port pin configuration, refer to the “I/O Ports” chapter of the specific device data sheet.

**Note:** The PORT register bit reads as ‘0’ if its corresponding pin is configured as an analog input.

5.6.2 SINGLE-ENDED AND PSEUDODIFFERENTIAL INPUT OPTIONS AND OUTPUT RESULT FORMAT

The A/D Converter comprises both single-ended and pseudodifferential channels. The input voltage on any analog pin should not be less than the analog ground level, AVSS, and should not exceed the analog power voltage, AVDD (for either Single-Ended mode or Pseudodifferential mode). The pseudodifferential channel has inverting and noninverting inputs. The analog pin used in Pseudodifferential mode for the inverting input is fixed for each ADC core. Refer to the device-specific data sheet for the inverting input number for the particular ADC core. For the correct operation in the Pseudodifferential mode, one input (inverting or noninverting) is allowed to swing from VR- to VR+, while another input is restricted to around (VR+ + VR-)/2 ± 150 mV (where VR+ and VR- are positive and negative reference voltages).

The Single-Ended mode or Pseudodifferential mode for each ADC input channel is defined by the DIFFx bit in the ADMODnL or ADMODnH registers. If the corresponding DIFFx bit is set, the channel is differential. When this DIFFx bit is zero, the channel is single-ended. Also, the data output format can be set individually for each channel using the SIGNx bit in the ADMODnL or ADMODnH registers. If the SIGNx bit is set, the conversion result for the input is written as a signed value into the corresponding result buffer, ADCBUFx. If the SIGNx bit is cleared, the result of the conversion is unsigned. **Table 5-1** details the input configuration options.

### Table 5-1: Input Configuration

<table>
<thead>
<tr>
<th>Input Configuration</th>
<th>Input Voltage</th>
<th>Output Code (for FORM bit (ADCON1H[7]) = 0)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pseudodifferential Mode Bit (DIFFx)</td>
<td>Signed Result Bit (SIGNx)</td>
<td>(V_{\text{INP}} \leq VR-; V_{\text{INN}} = (VR+ + VR-)/2)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(V_{\text{INP}} \geq VR+; V_{\text{INN}} = (VR+ + VR-)/2)</td>
</tr>
<tr>
<td>1 1</td>
<td>Minimum</td>
<td>(V_{\text{INP}} \leq VR-; V_{\text{INN}} = (VR+ + VR-)/2)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(V_{\text{INP}} \geq VR+; V_{\text{INN}} = (VR+ + VR-)/2)</td>
</tr>
<tr>
<td>1 0</td>
<td>Minimum</td>
<td>(V_{\text{INP}} \leq VR-; V_{\text{INN}} = (VR+ + VR-)/2)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(V_{\text{INP}} \geq VR+; V_{\text{INN}} = (VR+ + VR-)/2)</td>
</tr>
<tr>
<td>0 1</td>
<td>Minimum</td>
<td>(V_{\text{INP}} \leq VR-)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(V_{\text{INP}} \geq VR+)</td>
</tr>
<tr>
<td>0 0</td>
<td>Minimum</td>
<td>(V_{\text{INP}} \leq VR-)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>(V_{\text{INP}} \geq VR+)</td>
</tr>
</tbody>
</table>
5.6.3 SELECTING ANALOG INPUT FOR DEDICATED ADC CORE

To provide greater flexibility to the dedicated ADC cores, several inputs are provided for each. These may include the analog pins and the outputs of other analog modules, such as amplifiers. The input options are chosen using the CxCHS[1:0] bits in the ADCON4H register.

The input options are device-specific. For more information, refer to the device data sheet. The CxCHS[1:0] bits physically connect different analog inputs to the dedicated ADC core, but they do not change the trigger source. The dedicated ADC core accepts only triggers from the channel corresponding to the CxCHS[1:0] = 00 option, regardless of the value written into the CxCHS[1:0] bits.

Note: The CxCHS[1:0] bits do not change the trigger source channel for the dedicated core. The trigger source is defined by the default channel assigned to the core. Usually, for dedicated Core 0, the trigger is always selected by the TRGSRC0[4:0] bits; for dedicated Core 1, it is always selected by the TRGSRC1[4:0] bits and so on. Refer to the device data sheet for the details of the trigger options. Also, regardless of the CxCHS[1:0] bits value, the conversion result for dedicated cores is stored in ADCBUF0 for Core 0, in ADCBUF1 for Core 1 and so on.

5.6.4 INPUT PRIORITY

To resolve simultaneous requests for input conversions between different channels, the shared ADC core uses a natural order priority scheme. The priority scheme is fixed and is defined by the input channel number, with the channel with lowest number receiving the highest priority. In other words, input conversions occur in ascending order of the analog channel number, with the lowest channel number being converted first.

5.7 Enabling the ADC

The ADC module has several levels of activation (see Figure 5-6).

Figure 5-6: ADC Module Activation.
The ADON bit in the ADCON1L register enables the ADC module as a whole. Then, each SAR ADC core should be switched on individually. The CxPWR and SHRPWR bits in the ADCON5L register control the analog circuits of the dedicated and shared ADC cores accordingly. When the CxPWR or SHRPWR bits are set, the power-on delay is inserted to stabilize the analog circuits. The delay value is defined by the WARMTIME[3:0] bits in the ADCON5H register. After the delay, the corresponding CxRDY or SHRRDY bit is set in the ADCON5L register to indicate that the ADC core is ready for operation. At this point, the ADC cores do not receive the triggers. To enable the ADC core digital circuit, the CxEN or SHREN bit must be set in the ADCON3H register for the dedicated and shared ADC cores accordingly. When the CxEN or SHREN bits are set, the corresponding SAR ADC core is fully operational. The SAR ADC cores require 10 µS initialization time. The WARMTIME[3:0] bits must be configured to provide enough time for the initialization.

To enable the ADC module, the following steps should be performed:

1. Set the WARMTIME[3:0] bits in the ADCON5H register to provide at least 10 µS for the ADC cores initialization.
2. Set the ADON bit in the ADCON1L register.
3. Set the CxPWR and/or SHRPWR bits in the ADCON5L register for the selected ADC cores.
4. Poll the CxRDY and/or SHRRDY bits in the ADCON5L register for the selected ADC cores until they are set.
5. Set the CxEN and/or SHREN bits in the ADCON3H register for the selected ADC cores.

The analog circuit ready events, indicated by the CxRDY and SHRRDY bits, can be used to generate the common ADC interrupt. To do this, the corresponding CxCIE and/or SHRCIE bits must be set in the ADCON5H register.

### 5.8 Calibration

On some devices, whenever the module is enabled (refer to Section 5.7 “Enabling the ADC”), the calibration of all SAR ADC cores must be performed. Refer to the specific device data sheet to see if the calibration is required and the Calibration registers, ADCA LNnL and ADCA LNnH, are implemented. The ADCA LNnL and ADCA LNnH registers control the calibration process for all cores. Two calibration procedures must be done for each core. One procedure is used for Single-Ended Input mode when the CALxDIFF bits for the dedicated cores, and/or the CSHRDIFF bit for the shared core, are cleared. The second procedure is used for the Differential-mode when the CALxDIFF and/or CSHRDIFF bits are set. The differential calibration can be skipped if only Single-Ended mode is used for the core. Also, the single-ended calibration is not required if the core uses differential inputs only. To enter into the Calibration mode, the CALxEN bits and/or CSHREN bit (for dedicated cores and shared core accordingly) should be set. Then, the CALxRUN and/or CSHRRUN bits should be set to execute the calibration. These bits are cleared by hardware to allow the next calibration cycle. Also, when the CALxRUN and/or CSHRRUN bits are set, the corresponding CALxRDY and/or CSHRRDY bits are cleared. The application should poll the CALxRDY and CSHRRDY bits to detect the end of the calibration process. After calibration, the CALxEN and/or CSHREN bits must be cleared in order to resume normal operation on all SAR ADC cores.

To perform the SAR ADC cores’ calibration, the following steps should be done:

1. Set the CALxEN and/or CSHREN bits.
2. Clear the CALxDIFF and/or CSHRDIFF bits.
3. Set the CALxRUN and/or CSHRRUN bits.
4. Poll the CALxRDY and/or CSHRRDY bits until they are set.
5. Set the CALxDIFF and/or CSHRDIFF bits.
6. Set the CALxRUN and/or CSHRRUN bits.
7. Poll the CALxRDY and CSHRRDY bits until they are set.
8. Clear the CALxEN and/or CSHREN bits.

After the ADC module is enabled, the recalibration is required if the following ADC options are changed:

- Voltage Reference (REFSEL[2:0] bits)
- Clock (CLKSEL[1:0], CLKDIV[5:0], SHRADCS[6:0] and ADCS[6:0] bits)
5.9 Triggering

There are four methods to initiate a conversion request:

- Individual Input Triggers
- Common Software Trigger
- Common Level-Sensitive Software Trigger
- Individual Input Software Trigger (one-shot trigger)

5.9.1 Individual Input Trigger

The application can independently specify an individual conversion trigger source for each analog input using the TRGSRCx[4:0] bits in the ADTRIGnL or ADTRIGnH register. Typical trigger sources may include general purpose timers, output compare modules, PWM generators, comparators, external pins, common software triggers and the common level-sensitive software trigger. Each trigger source, selected by the TRGSRCx[4:0] bits, can be set as edge-sensitive or level-sensitive using the LVLENx bit in the ADLVLTRGL or ADLVLTRGH register for the corresponding channel. If the LVLENx bit is set, the ADC core will be triggered continuously as long as the trigger signal is asserted. If the LVLENx bit is cleared, the ADC core will be triggered just once for the transition of the trigger signal. When the level-sensitive triggering is used for the dedicated SAR ADC core, the corresponding SAMCxEN bit in the ADCON4L register should be set to give enough sampling time between conversions. The sampling time is defined by the corresponding SAMC[9:0] bits in the ADCOREnL register.

5.9.2 Channel Scan

If it is necessary to scan several analog channels, this can be done by selecting the same trigger source for each channel using the TRGSRCx[4:0] bits in the ADTRIGnL or ADTRIGnH register.

5.9.3 Common Software Trigger

The conversion of any analog input can be triggered by the Software Common Trigger bit, SWCTRG (ADCON3L[6]). This option is selected when the corresponding channel bits, TRGSRCx[4:0], are set to '00001' in the ADTRIGnL or ADTRIGnH register. The associated analog inputs will be triggered when the SWCTRG bit is set by the software. This bit is automatically cleared by hardware, allowing the software to trigger another conversion if needed.

5.9.4 Common Level-Sensitive Software Trigger

The conversion of any analog input can be triggered by the Software Level-Sensitive Common Trigger bit, SWLCTRG (ADCON3L[7]). To select this option, the TRGSRCx[4:0] bits must be set to '00010' in the ADTRIGnL or ADTRIGnH register for the corresponding input channel. The LVLENx bit must be set in the ADLVLTRGL or ADLVLTRGH register as well. When the SWLCTRG bit is set, the associated analog input will be triggered continuously until the SWLCTRG bit is cleared by the software. When the level-sensitive triggering is used for the dedicated SAR ADC core, the corresponding SAMCxEN bit in the ADCON4L register should be set to give enough sampling time between the conversions. The sampling time is defined by the corresponding SAMC[9:0] bits in the ADCOREnL register.

5.9.5 Individual Channel Software Trigger

The application can explicitly request a single conversion of any selected analog input, at any time during program execution, without changing the trigger source configuration of the ADC. The input to be converted should be specified by the CNVCHSEL[5:0] bits in the ADCON3L register. The CNVRTCH bit in the ADCON3L register is used to trigger the conversion. This bit is automatically cleared by hardware, allowing the application to trigger another conversion if needed.
5.9.6 TRIGGER SUSPENSION

The ADC module has a special SUSPEND bit in the ADCON3L register to suspend all triggers for all ADC cores. When the SUSPEND bit is set, all future triggers for all SAR ADC cores will be disabled. However, this bit does not cancel the ‘delayed by priority’ triggers and the triggers that are currently in progress. After the triggers are suspended, the software should poll the SUSPRDY bit in the ADCON3L register to make sure that all pending triggers have been serviced. When the SUSPEND and SUSPRDY bits are set, there are no triggers for all ADC cores. The SUSPRDY bit event can generate the common ADC interrupt if the SUSPCIE bit is set in the ADCON3L register.

5.10 Conversion Result

The module contains the data output registers for each analog input to store the A/D results, called the ADCBUFx (where ‘x’ is the number of the analog channel). The buffers are read-only. When data are written into a data register, the associated ANxRDY bit in the ADSTATL or ADSTATH register is set. When an ANxRDY bit is set, an interrupt request is generated. When a result register is read, the associated ANxRDY bit is immediately cleared. The ADC channel result must be read before the next trigger will arrive. The ADCBUFx Output register data for the previous conversion may not be valid when the next conversion is started.

5.10.1 FORMAT OF THE ADC RESULT

Writes of data from the A/D Converter into the ADC Result registers pass through the data formatter. The resulting data are formatted into a 16-bit word.

The data in the ADC Result register can be read in any of the four supported data formats. The user can select from unsigned integer, signed integer, unsigned fractional or signed fractional format. Integer data are right justified and fractional data are left justified.

- The integer/fractional data format selection is specified globally for all ADC inputs using the FORM bit in the ADCON1H register.
- The signed/unsigned data format selection can be independently specified for each individual input channel using the DIFFx and SIGNx bits in the ADMODnL or ADMODnH register, as described in Section 5.6.2 “Single-Ended and Pseudodifferential Input Options and Output Result Format”.
- Output data format depends on the ADC core resolution, specified by the RES[1:0] bits in the ADCOREnH register for the dedicated core and by the SHRRES[1:0] bits in the ADCON1H register for the shared core.

Figure 5-7, Figure 5-8, Figure 5-9 and Figure 5-10 illustrate how a result is formatted.
### Figure 5-7: ADC Output Data Formats (12-Bit Resolution)

<table>
<thead>
<tr>
<th>Analog-to-Digital Conversion Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>d11</td>
</tr>
</tbody>
</table>

#### Unsigned Integer (SIGNx = 0, FORM = 0)

| 0 | 0 | 0 | 0 | d11 | d10 | d09 | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 |

#### Signed Integer (SIGNx = 1, FORM = 0)

| S | S | S | S | S | d10 | d09 | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 |

#### Fractional (SIGNx = 0, FORM = 1)

| d11 | d10 | d09 | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 0 | 0 | 0 | 0 |

#### Signed Fractional (SIGNx = 1, FORM = 1)

| S | d10 | d09 | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 0 | 0 | 0 | 0 |

### Figure 5-8: ADC Output Data Formats (10-Bit Resolution)

<table>
<thead>
<tr>
<th>Analog-to-Digital Conversion Result</th>
</tr>
</thead>
<tbody>
<tr>
<td>d09</td>
</tr>
</tbody>
</table>

#### Unsigned Integer (SIGNx = 0, FORM = 0)

| 0 | 0 | 0 | 0 | d09 | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1 | 0 |

#### Signed Integer (SIGNx = 1, FORM = 0)

| S | S | S | S | S | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1 | 0 |

#### Fractional (SIGNx = 0, FORM = 1)

| d09 | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1 | 0 | 0 | 0 | 0 | 0 |

#### Signed Fractional (SIGNx = 1, FORM = 1)

| S | d08 | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1 | 0 | 0 | 0 | 0 | 0 |
### Figure 5-9: ADC Output Data Formats (8-Bit Resolution)

**Analog-to-Digital Conversion Result**

<table>
<thead>
<tr>
<th>d07</th>
<th>d06</th>
<th>d05</th>
<th>d04</th>
<th>d03</th>
<th>d02</th>
<th>d01</th>
<th>d00</th>
</tr>
</thead>
</table>

**Unsigned Integer (SIGNx = 0, FORM = 0)**

| 0   | 0   | 0   | 0   | d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   |

**Signed Integer (SIGNx = 1, FORM = 0)**

| S   | S   | S   | S   | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   |

**Fractional (SIGNx = 0, FORM = 1)**

| d07 | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   | 0   | 0   | 0   |

**Signed Fractional (SIGNx = 1, FORM = 1)**

| S   | d06 | d05 | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   | 0   | 0   | 0   |

### Figure 5-10: ADC Output Data Formats (6-Bit Resolution)

**Analog-to-Digital Conversion Result**

<table>
<thead>
<tr>
<th>d05</th>
<th>d04</th>
<th>d03</th>
<th>d02</th>
<th>d01</th>
<th>d00</th>
</tr>
</thead>
</table>

**Unsigned Integer (SIGNx = 0, FORM = 0)**

| 0   | 0   | 0   | 0   | d05 | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   |

**Signed Integer (SIGNx = 1, FORM = 0)**

| S   | S   | S   | S   | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   | 0   | 0   |

**Fractional (SIGNx = 0, FORM = 1)**

| d05 | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   | 0   | 0   | 0   | 0   | 0   |

**Signed Fractional (SIGNx = 1, FORM = 1)**

| S   | d04 | d03 | d02 | d01 | d00 | 1   | 0   | 0   | 0   | 0   | 0   | 0   | 0   | 0   | 0   |
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5.11 Digital Comparator

The ADC module features multiple digital comparators that can be used to monitor selected analog input conversion results and generate an interrupt when a conversion result is within, or not within, the user-specified limits. The comparison occurs automatically once the conversion is complete. The digital comparator is enabled by setting the Digital Comparator Enable bit, CMPEN, in the ADCMPnCON register.

An interrupt is generated when the Analog-to-Digital conversion result is in between or higher, or lower than the high and low limit values specified by the ADCMPnLO and ADCMPnHI registers. The CMPENx bits in the ADCMPnENL/H registers are used to specify which analog inputs are monitored by the digital comparator. The limit values written to ADCMPnLO and ADCMPnHI must match the data format selected by the FORM bit in the ADCON1H register, and the DIFFx and SIGNx bits in the ADMODnL/H registers.

The ADCMPnCON register specifies the comparison conditions that will generate an interrupt:
- When BTWN = 1, an event is generated when ADCMPnLO ≤ ADCBUFx < ADCMPnHI
- When HIHI = 1, an event is generated when ADCBUFx ≥ ADCMPnHI
- When HILO = 1, an event is generated when ADCBUFx < ADCMPnHI
- When LOHI = 1, an event is generated when ADCBUFx ≥ ADCMPnLO
- When LOLO = 1, an event is generated when ADCBUFx < ADCMPnLO

The comparator event generation is illustrated in Figure 5-11. When the ADC generates a conversion result, the digital comparator compares the ADC result for the selected channels with the high and low limit values (depending on the selected comparison criteria in the ADCMPnCON register). If a comparator event occurs, the Comparator Event Status bit, STAT, is set and the Input Channel Number bits, CHNL[4:0], are automatically updated in the ADCMPnCON register so that the application knows which analog input generated the event. Reading the CHNL[4:0] bits clears the STAT flag. The comparator can generate individual and common interrupts if the IE bit in the ADCMPnCON register is set.

Note: The application must format the values contained in the ADCMPnLO and ADCMPnHI registers to match the converted data format as either signed or unsigned, and fractional or integer.

Figure 5-11: Digital Comparator

![Digital Comparator Diagram]
5.12 Oversampling Digital Filter

The ADC module may support multiple oversampling digital filters. The filter consists of an accumulator and a decimator (down-sampler), which function together as a low-pass filter. By sampling an analog input at a higher than required sample rate, and then processing the data through the filter, the effective resolution of the ADC module can be increased at the expense of decreased conversion throughput. For example, using 4x oversampling yields one extra bit of resolution, 16x oversampling yields two extra bits of resolution, 64x oversampling provides three extra bits of resolution and 256x oversampling provides four extra bits of resolution.

To perform a conversion using the oversampling digital filter:
1. Select the oversampling ratio with the OVRSAM[2:0] bits in the ADFLnCON register.
2. Set the sample time for subsequent conversions:
   - For dedicated ADC core inputs, enable a delay between the trigger and the conversion start by setting the corresponding SAMCxEN bit in the ADCON4L register, and select the sample time of the recurring conversions using the SAMC[9:0] bits in the ADCOREnL register
   - For shared ADC core inputs, select the sample time using the SHRSAMC[9:0] bits in the ADCON2H register
3. Select the specific analog input to be oversampled by configuring the FLCHSEL[4:0] bits in the ADFLnCON register.
4. Select the Averaging or Oversampling mode using the MODE[1:0] bits in the ADFLnCON register.
5. Enable the oversampling filter by setting the FLEN bit.

Once the oversampling digital filter is configured, it waits for an input channel trigger to initiate the oversampling process. The trigger causes the accumulator to be cleared and initiates the first conversion. After this initial trigger from the input channel, all of the next triggers are generated by the filter itself automatically. Once each conversion request has been processed, sampling is initiated based on the values of the SAMC[9:0] or SHRSAMC[9:0] bits for dedicated, or shared ADC core, respectively. This process continues until the required number of samples (4, 8, 16, 32, 64, 128 or 256) has been converted. When the converted samples have been summed, the output is transferred to the ADFLnDAT register and the RDY bit in the ADFLnCON register is set. Reading the ADFLnDAT register clears the RDY flag. The filter will generate individual and common interrupts if the IE bit in the ADFLnCON register is set. The filter does not support the fractional data format; if the filter is used, the FORM bit in the ADCON1H register must be ‘0’.
Figure 5-12 illustrates 4x oversampling on an input for the dedicated ADC core. Prior to the trigger, the ADC core is tracking the input signal. The trigger starts the oversampling process. When the sampling delay defined by the SAMC[9:0] bits has elapsed, the conversion is started. Then, a new sampling/conversion sequence occurs. After each sample is converted, it is added to the accumulator. The sequence repeats until the number of samples specified by the OVRSAM[2:0] bits field has been accumulated. When the last sample has been converted, its value is added to the accumulator. The result is formatted as defined by the MODE[1:0] bits and then stored in the ADFLnDAT register. Reading the ADFLnDAT register clears the RDY flag.

Figure 5-13 illustrates 4x oversampling using an input for the shared ADC core. The input channel trigger initiates sampling for the length of time defined by the SHRSAMC[9:0] bits.

Figure 5-12: 4x Oversampling of an Analog Input for Dedicated ADC Core

Figure 5-13: 4x Oversampling of an Analog Input for Shared ADC Core
5.13 Interrupts

The ADC module can generate individual interrupts for a variety of sources. Also, the common interrupt is called for all ADC events. An early interrupt feature is available to compensate for interrupt servicing latency. After an enabled interrupt is generated, the CPU will jump to the vector assigned to that interrupt. The CPU then begins executing code at the vector address. The application at this vector address should perform the required operations, such as processing the data results, clearing the interrupt flags and then exiting. The interrupt controller flags cannot be cleared until the corresponding event flags are cleared or the corresponding interrupts are disabled in the ADC module.

5.13.1 INDIVIDUAL INTERRUPTS

Many events generated by the ADC have their own unique interrupt vectors. This can significantly optimize the servicing of multiple ADC events by keeping each Interrupt Service Routine (ISR) focused on efficiently handling a specific event.

Individual interrupts are generated from the following events:

- **Individual Input Data Ready Event**: Upon completion of a conversion from an analog input source (ANx), the corresponding ANxRDY bit associated with that input becomes set in the ADSTATL/H registers. Each of the ANxRDY bits is associated with its own ADCANxIF interrupt flag at the device level. To clear the ADC Interrupt Controller Flag, ADCANxIF, the ANxRDY bit must be cleared first by reading the ADCBUFx register. To enable the individual input channel interrupt, the corresponding IE bit must be set in the ADIEL or ADIEH register.

- **Digital Comparator Event**: When a conversion’s comparison criteria is met for the enabled digital comparator, the STAT bit becomes set in the ADCMPnCON register. Each of the digital comparators is capable of generating its own device-level interrupt, controlled by the DCMPxIF flag, when the corresponding STAT bit is set. To clear the DCMPxIF interrupt controller flag, the STAT bit must be cleared first by reading the CHNL[4:0] bits in the ADCMPnCON register. To enable the individual comparator interrupt, the corresponding IE bit must be set in the ADCMPnCON register.

- **Oversampling Filter Data Ready Event**: When an oversampling filter has completed the accumulation/decimation process and has stored the result, the RDY bit becomes set in the ADFLnCON register. Each of the oversampling filters is capable of generating its own device-level interrupt, controlled by the ADFLTRxIF flag, when the corresponding RDY bit is set. To clear the ADFLTRxIF interrupt controller flag, the RDY bit must be cleared first by reading the ADFLnDAT register. To enable the individual filter interrupt, the corresponding IE bit must be set in the ADFLnCON register.

As with other interrupts, the corresponding interrupt controller enable bits (ADCANxIE, DCMPxIE or ADFLTRxIE) must be set in order for the application to vector to the ISR when their interrupt flags are set.
5.13.2 COMMON INTERRUPT

One common interrupt is used for all ADC events. Any interrupt event enabled in the ADC module sets the ADCIF flag in the interrupt controller. This common ADC Interrupt Flag (ADCIF) stays set and cannot be cleared until all status flags enabled in the ADC module are cleared or the corresponding interrupts are disabled in the ADC module. The common interrupt is generated:

- For each individual input data ready interrupt event when the corresponding IEx bit is set in the ADIEL or ADIEH register.
- For each digital comparator interrupt event when the corresponding IE bit is set in the ADCMPnCON register.
- For each oversampling filter interrupt event when the corresponding IE bit is set in the ADFLnCON register.
- For each ADC core power ready event when the corresponding CxCIE or SHRCIE bit is set in the ADCON5H register. The power ready events flags (CxRDY and SHRRDY in the ADCON5L register) stay set when the used ADC cores are active. Thus, after the event is detected, the corresponding interrupts must be disabled (CxCIE = 0 and SHRCIE = 0) to clear the ADCIF flag.
- When the SUSPCIE bit is set in the ADCON3L register for the event when the ADC triggers are suspended. The All ADC Cores Suspended Flag (SUSPRDY in the ADCON3L register) stays set until the ADC triggers are resumed by clearing the SUSPEND bit in the ADCON3L register. Thus, after the event is detected, the corresponding interrupt must be disabled (SUSPCIE = 0) to clear the ADCIF flag.
- When the REFCIE and REFERCIE bits in the ADCON2L register are set for the reference voltage ready, and the reference voltage Fault events, respectively. The event flags (REFRDY and REFERR in the ADCON2H register) can stay set until the ADC is disabled by the ADON bit in the ADCON1L register. Thus, after the events are detected, the corresponding interrupts must be disabled (REFCIE = 0 and REFERCIE = 0) to clear the ADCIF flag.

As with other interrupts, the corresponding ADC Interrupt Enable bit, ADCIE, must be set in order for the application to vector to the common ISR.
5.13.3 EARLY INTERRUPTS

The early interrupt can improve the throughput of a system by overlapping the completion of the ADC conversion with the processor overhead associated with an interrupt. To use this feature, the EIEN bit in the ADCON2L register should be set. If this bit is set, common and individual interrupts for all cores (input channels) will be executed prior to completion of the conversion. When the early interrupt for the input channel is generated, the corresponding EISTATx bit is set in the ADEISTATL or ADEISTATH register. The EISTATx flag is cleared when the corresponding ADCBUFx register is read. The interrupt is enabled for each input channel, individually, using the EIEx bit in the ADEIEL or ADEIEH register.

Even though the input is still in the conversion process, the application software can use the “head start” to begin execution of the entry into the ISR.

The value stored in the EISEL[2:0] bits in the ADCOREnH register for the dedicated ADC cores, and the SHREISEL[2:0] bits in the ADCON2L register for the shared ADC core inputs, determines the number of TADCORE clock cycles that the ADC core early interrupt will execute prior to the completion of the conversion.

Early interrupts can reduce the latency from the moment the analog input was triggered, until the point in time when the application software can use the data. On a conversion request, the early interrupt option allows the corresponding analog input interrupt to be processed without any latency (zero latency).

Note 1: The early interrupts are enabled for all cores (input channels) at the same time (EIEN bit = 1). It is not possible to select the early interrupt feature for each channel individually, but the early interrupt latency (timing) can be set separately for each SAR ADC core (EISEL[2:0] bits for dedicated cores and SHREISEL[2:0] bits for the shared core).

2: When early interrupts are enabled, the settings in the ADIEL and ADIEH registers have no effect. To enable interrupts, the ADEIEL and ADEIEH registers should be used instead.

3: For the 6-bit ADC core resolution (RES[1:0] or SHRRES[1:0] = 00), the EISEL[2:0] or SHREISEL[2:0] settings, from ‘100’ (5 TADCORE) to ‘111’ (8 TADCORE), are not valid and should not be used. For the 8-bit ADC core resolution (RES[1:0] or SHRRES[1:0] = 01), the EISEL[2:0] or SHREISEL[2:0] settings, ‘110’ (7 TADCORE) and ‘111’ (8 TADCORE), are not valid and should not be used.
6.0 APPLICATION EXAMPLES

To use the 12-Bit High-Speed, Multiple SARs A/D Converter:

1. Configure the I/O pins to be used as analog inputs by setting the corresponding bits in the ANSELx and TRISx registers.
2. Select the common ADC clock source and configure the prescaler using the CLKSEL[1:0] and CLKDIV[5:0] bits in the ADCON3H register.
3. Select the clock period for each ADC core using the ADCS[6:0] bits in the ADCOREnH registers, and the SHRADC[6:0] bits in the ADCON2L register, for the dedicated and shared cores, respectively.
5. Select the result resolution for each ADC core using the RES[1:0] bits in the ADCOREnH registers, and the SHRRES[1:0] bits in the ADCON1H register, for the dedicated and shared cores, respectively.
6. Configure the data output format for integer or fractional using the FORM bit in the ADCON1H register.
7. Select single or differential input configuration, and output format for each input channel, using the DIFFx and SIGNx bits in the ADMODnL or ADMODnH registers.
8. If the shared ADC core is used, configure the Shared ADC Core Sample Time Selection bits, SHRSAMC[8:0], in the ADCON2H register.
9. Configure and enable the ADC interrupts.
10. Set the ADON bit in the ADCON1L register to enable the module and set the WARMTIME[3:0] bits in the ADCON5H register to provide at least 10 µS for the initialization.
11. Turn on the module power:
   a) Set the CxPWR and SHRPWR bits in the ADCON5L register.
   b) Poll the CxRDY or SHRRDY bits in the ADCON5L register until they are set.
   c) Set the CxEN or SHREN bits in the ADCON3H register.
12. Calibrate all ADC cores using the ADCALnL and ADCALnH registers:
   a) Set the CALxEN and CSHREN bits.
   b) Clear the CALxDIFF and CSHRDIFF bits.
   c) Set the CALxRUN and CSHRRUN bits.
   d) Poll the CALxRDY and CSHRRDY bits until they are set.
   e) Set the CALxDIFF and CSHRDIFF bits.
   f) Set the CALxRUN and CSHRRUN bits.
   g) Poll the CALxRDY and CSHRRDY bits until they are set.
   h) Clear the CALxEN and CSHREN bits.
13. Set the trigger source for each analog input in the corresponding ADTRIGnL or ADTRIGnH registers.

The following sections provide some typical examples for using the various features of the ADC.
6.1 Turning On and Calibrating ADC Cores

Example 6-1 shows the procedure to enable and calibrate two dedicated, and one shared ADC cores. The calibration step may not be required for some devices. Refer to the specific device data sheet to see if the calibration is required and the Calibration registers, ADCALnL and ADCALnH, are implemented.

Example 6-1: ADC Turn-On and Calibration Procedure

```c
void EnableAndCalibrate()
{
    // Set initialization time to maximum
    ADCON5Hbits.WARMTIME = 15;

    // Turn on ADC module
    ADCON1Lbits.ADON = 1;

    // Turn on analog power for dedicated core 0
    ADCON5Lbits.C0PWR = 1;
    // Wait when the core 0 is ready for operation
    while(ADCON5Lbits.C0RDY == 0);
    // Turn on digital power to enable triggers to the core 0
    ADCON3Hbits.C0EN = 1;

    // Turn on analog power for dedicated core 1
    ADCON5Lbits.C1PWR = 1;
    // Wait when the core 1 is ready for operation
    while(ADCON5Lbits.C1RDY == 0);
    // Turn on digital power to enable triggers to the core 1
    ADCON3Hbits.C1EN = 1;

    // Turn on analog power for shared core
    ADCON5Lbits.SHRPWR = 1;
    // Wait when the shared core is ready for operation
    while(ADCON5Lbits.SHRRDY == 0);
    // Turn on digital power to enable triggers to the shared core
    ADCON3Hbits.SHREN = 1;

    // Enable calibration for the dedicated core 0
    ADCAL0Lbits.CAL0EN = 1;
    // Single-ended input calibration
    ADCAL0Lbits.CAL0DIFF = 0;
    // Start calibration
    ADCAL0Lbits.CAL0RUN = 1;
    // Poll for the calibration end
    while(ADCON5Lbits.CAL0RDY == 0);
    // Differential input calibration
    ADCAL0Lbits.CAL0DIFF = 1;
    // Start calibration
    ADCAL0Lbits.CAL0RUN = 1;
    // Poll for the calibration end
    while(ADCON5Lbits.CAL0RDY == 0);
    // End the core 0 calibration
    ADCAL0Lbits.CAL0EN = 0;
```
Example 6-1: ADC Turn-On and Calibration Procedure (Continued)

```c
// Enable calibration for the dedicated core 1
ADCAL0Lbits.CAL1EN = 1;
// Single-ended input calibration
ADCAL0Lbits.CAL1DIFF = 0;
// Start calibration
ADCAL0Lbits.CAL1RUN = 1;
// Poll for the calibration end
while(ADCAL0Lbits.CAL1RDY == 0);
// Differential input calibration
ADCAL0Lbits.CAL1DIFF = 1;
// Start calibration
ADCAL0Lbits.CAL1RUN = 1;
// Poll for the calibration end
while(ADCAL0Lbits.CAL1RDY == 0);
// End the core 1 calibration
ADCAL0Lbits.CAL1EN = 0;

// Enable calibration for the shared core
ADCAL1Hbits.CSHREN = 1;
// Single-ended input calibration
ADCAL1Hbits.CSHRDIFF = 0;
// Start calibration
ADCAL1Hbits.CSHRRUN = 1;
// Poll for the calibration end
while(ADCAL1Hbits.CSHRRDY == 0);
// Differential input calibration
ADCAL1Hbits.CSHRDIFF = 1;
// Start calibration
ADCAL1Hbits.CSHRRUN = 1;
// Poll for the calibration end
while(ADCAL1Hbits.CSHRRDY == 0);
// End the shared core calibration
ADCAL1Hbits.CSHREN = 0;
```

6.2 Basic Conversion Sequence

A basic sequence for initialization and conversion is shown in Example 6-2. This example demonstrates the simultaneous sampling and conversion from two dedicated ADC cores. All inputs are triggered from a single source (Timer2). The individual input ISRs are used to store the result of the conversion.

Example 6-2: Simultaneous Sample and Conversion for Dedicated ADC Cores

```c
// These variables will keep the conversion result.
volatile unsigned short dataAN0;
volatile unsigned short dataAN1;

int main()
{
  // ADC INITIALIZATION
  // Configure the I/O pins to be used as analog inputs.
  ANSELAbits.ANSA0 = 1; TRISAbits.TRISA0 = 1; // AN0/RA0 connected the dedicated core 0
  ANSELAbits.ANSA1 = 1; TRISAbits.TRISA1 = 1; // AN1/RA1 connected the dedicated core 1

  // Configure the common ADC clock.
  ADCON3Hbits.CLKSEL = 2; // clock from FRC oscillator
  ADCON3Hbits.CLKDIV = 0; // no clock divider (1:1)

  // Configure the cores’ ADC clock.
  ADCORE0Hbits.ADCS = 0; // clock divider (1:2)
  ADCORE1Hbits.ADCS = 0; // clock divider (1:2)

  // Configure the ADC reference sources.
  ADCON3Lbits.REFSEL = 0; // AVdd as voltage reference

  // Configure the integer of fractional output format.
  ADCON1Hbits.FORM = 0; // integer format

  // Select single-ended input configuration and unsigned output format.
  ADMOD0Lbits.SIGN0 = 0; // AN0/RA0
  ADMOD0Lbits.DIFF0 = 0; // AN0/RA0
  ADMOD0Lbits.SIGN1 = 0; // AN1/RA1
  ADMOD0Lbits.DIFF1 = 0; // AN1/RA1

  // Enable and calibrate the module.
  EnableAndCalibrate(); // See Example 6-1

  // Configure and enable ADC interrupts.
  ADIELbits.IE0 = 1; // enable interrupt for AN0
  ADIELbits.IE1 = 1; // enable interrupt for AN1
  _ADCAN0IF = 0; // clear interrupt flag for AN0
  _ADCAN0IE = 1; // enable interrupt for AN0
  _ADCAN1IF = 0; // clear interrupt flag for AN1
  _ADCAN1IE = 1; // enable interrupt for AN1
```

Example 6-2: Simultaneous Sample and Conversion for Dedicated ADC Cores (Continued)

```c
// Set same trigger source for all inputs to sample signals simultaneously.
ADTRIG0Lbits.TRGSRC0 = 13; // timer 2 for AN0
ADTRIG0Lbits.TRGSRC1 = 13; // timer 2 for AN1

// TIMER 2 INITIALIZATION (TIMER IS USED AS A TRIGGER SOURCE FOR ALL CHANNELS).
T2CONbits.TCS = 0; // clock from peripheral clock
T2CONbits.TCKPS = 0; // 1:1 prescale
PR2 = 0x8000; // rollover every 0x8000 clocks
T2CONbits.TON = 1; // start timer to generate ADC triggers
while(1);
return 1;
}

// ADC AN0 ISR
void __attribute__((interrupt, no_auto_psv)) _ADCAN0Interrupt(void)
{
dataAN0 = ADCBUF0; // read conversion result
_ADCAN0IF = 0; // clear interrupt flag
}

// ADC AN1 ISR
void __attribute__((interrupt, no_auto_psv)) _ADCAN1Interrupt(void)
{
dataAN1 = ADCBUF1; // read conversion result
_ADCAN1IF = 0; // clear interrupt flag
}
```
6.3 Digital Comparator

The digital comparator allows monitoring selected analog input conversion results. For the digital comparator module, the recommended initialization sequence is:

1. Set high and low thresholds in the ADCMPnLO and ADCMPnHI registers in the format selected for the output data in the ADCBUFx registers.
2. Select analog inputs for the comparison by setting the corresponding bits in the ADCMPnENL/H registers.
3. Set the comparator event rules using the BTWN, HIHI, HILO, LOHI and LOLO bits in the ADCMPnCON register.
4. Configure and enable the ADC digital comparator interrupt.
5. Set the CMPEN bit in the ADCMPnCON register to enable the comparator.

Example 6-3 demonstrates using the digital comparator to detect voltages for two analog inputs that are outside the thresholds defined in ADCMPnLO and ADCMPnHI.

Example 6-3: Using the Digital Comparator

```c
// This variable will contain the analog input number
// which has generated an event for the digital comparator.
volatile unsigned short comparatorChannelNumber;

// These variables will keep the conversion result.
volatile unsigned short dataAN0;
volatile unsigned short dataAN1;

int main()
{
// ADC INITIALIZATION
// Configure the I/O pins to be used as analog inputs.
ANSELAbits.ANSA0 = 1; TRISAbits.TRISA0 = 1; // AN0/RA0 connected the dedicated core 0
ANSELAbits.ANSA1 = 1; TRISAbits.TRISA1 = 1; // AN1/RA1 connected the dedicated core 1

// Configure the common ADC clock.
ADCON3Hbits.CLKSEL = 2; // clock from FRC oscillator
ADCON3Hbits.CLKDIV = 0; // no clock divider (1:1)

// Configure the cores' ADC clock.
ADCORE0Hbits.ADCS = 0; // clock divider (1:2)
ADCORE1Hbits.ADCS = 0; // clock divider (1:2)

// Configure the ADC reference sources.
ADCON3Lbits.REFSEL = 0; // AVdd as voltage reference

// Configure the ADC reference sources.
ADCON1Hbits.FORM = 0; // integer format

// Select single-ended input configuration and unsigned output format.
ADMOD0Lbits.SIGN0 = 0; // AN0/RA0
ADMOD0Lbits.DIFF0 = 0; // AN0/RA0
ADMOD0Lbits.SIGN1 = 0; // AN1/RA1
ADMOD0Lbits.DIFF1 = 0; // AN1/RA1

// Enable and calibrate the module.
EnableAndCalibrate(); // See Example 6-1

// Configure and enable ADC interrupts.
ADIELbits.IE0 = 1; // enable interrupt for AN0
ADIELbits.IE1 = 1; // enable interrupt for AN1
_ADCAN0IF = 0; // clear interrupt flag for AN0
_ADCAN0IE = 1; // enable interrupt for AN0
_ADCAN1IF = 0; // clear interrupt flag for AN1
_ADCAN1IE = 1; // enable interrupt for AN1
```
Example 6-3: Using the Digital Comparator (Continued)

// Set same trigger source for all inputs to sample signals simultaneously.
ADTRIG0Lbits.TRGSRC0 = 13; // timer 2 for AN0
ADTRIG0Lbits.TRGSRC1 = 13; // timer 2 for AN1

// TIMER 2 INITIALIZATION (TIMER IS USED AS A TRIGGER SOURCE FOR ALL CHANNELS).
T2CONbits.TCS = 0; // clock from peripheral clock
T2CONbits.TCKPS = 0; // 1:1 prescale
PR2 = 0x8000; // rollover every 0x8000 clocks
T2CONbits.TON = 1; // start timer to generate ADC triggers

// DIGITAL COMPARATOR INITIALIZATION.
// Set high and low thresholds.
ADCMPOLO = 1024;
ADCMPOHI = 4096-1024;
// Select analog inputs for the comparison.
ADCMPOENLbits.CMPEN0 = 1; // AN0
ADCMPOENLbits.CMPEN1 = 1; // AN1
// Set the comparator event rule.
ADCMPOCONbits.LOLO = 1; // Generate interrupt if input level is outside window
ADCMPOCONbits.HIHI = 1; // specified by ADCMPOLO and ADCMPOHI.
// Enable the ADC Digital Comparator interrupt.
ADCMPOCONbits.IE = 1;
_ADCMP0IF = 0;
_ADCMP0IE = 1;
// Enable the comparator.
ADCMPOCONbits.CMPEN = 1;

while(1);
return 1;

// ADC COMPARATOR ISR
// If the conversion result for AN0 or AN1 is less than ADCMPOLO or more than ADCMPOHI,
// the interrupt is generated.
void __attribute__((interrupt, no_auto_psv)) _ADCMP0Interrupt(void)
{
comparatorChannelNumber = ADCMP0CONbits.CHNL; // read the channel number that generated interrupt
_ADCMP0IF = 0; // clear interrupt flag
}

// ADC AN0 ISR
void __attribute__((interrupt, no_auto_psv)) _ADCAN0Interrupt(void)
{
dataAN0 = ADCBUF0; // read conversion result
_ADCAN0IF = 0; // clear interrupt flag
}

// ADC AN1 ISR
void __attribute__((interrupt, no_auto_psv)) _ADCAN1Interrupt(void)
{
dataAN1 = ADCBUF1; // read conversion result
_ADCAN1IF = 0; // clear interrupt flag
}
6.4 Oversampling Filter

The oversampling filter can help to increase the resolution or to filter the noise. The general initialization procedure for the oversampling filter is:

1. Select the analog input for the filter using the FLCHSEL[4:0] bits in the ADFLnCON register.
2. Set the Filter mode using the MODE[1:0] bits in the ADFLnCON register.
3. Set the desired oversampling factor using the OVRSAM[2:0] bits in the ADFLnCON register.
4. Set the correct sampling time using the SAMC[9:0] bits in the ADCOREnL register for the dedicated ADC core and the SHRSAMC[9:0] bits in the ADCON2H register for the shared core.
5. Configure and enable the ADC oversampling filter interrupt.
6. Set the FLEN bit in the ADFLnCON register to enable the filter.

Example 6-4 demonstrates the filtering for the analog input connected to the dedicated ADC core.

Example 6-4: Using the Oversampling Filter

```c
// This variable will contain the output data from the oversampling filter.
volatile unsigned short filterData;

int main()
{
    // ADC INITIALIZATION
    // Configure the I/O pins to be used as analog inputs.
    ANSELAbits.ANSA0 = 1; TRISAbits.TRISA0 = 1; // AN0/RA0 connected the dedicated core 0

    // Configure the common ADC clock.
    ADCON3Hbits.CLKSEL = 2; // clock from FRC oscillator
    ADCON3Hbits.CLKDIV = 0; // no clock divider (1:1)

    // Configure the cores’ ADC clock.
    ADCORE0Hbits.ADCS = 0; // clock divider (1:2)

    // Configure the ADC reference sources.
    ADCON3Lbits.REFSEL = 0; // AVdd as voltage reference

    // Configure the integer of fractional output format.
    ADCON1Hbits.FORM = 0; // integer format

    // Select single-ended input configuration and unsigned output format.
    ADMOD0Lbits.SIGN0 = 0; // AN0/RA0
    ADMOD0Lbits.DIFF0 = 0; // AN0/RA1

    // Enable and calibrate the module.
    EnableAndCalibrate(); // See Example 6-1

    // Set software common trigger as AN0 input trigger source.
    ADTRIG0Lbits.TRGSRC0 = 1;

    // OVERSAMPLING FILTER INITIALIZATION.
    ADFL0CONbits.FLCHSEL = 0; // Select the AN0 input for the filter.
    ADFL0CONbits.MODE = 3; // Averaging, 12-bit result.
    ADFL0CONbits.OVRSAM = 6; // 128X
```
Example 6-4: Using the Oversampling Filter (Continued)

```c
// Enable delay between trigger and the conversion start (SAMC bits).
ADCON4Lbits.SAMC0EN = 1;

// Set sampling time (10x Tad)
ADCORE0Lbits.SAMC = 10;

// Enable the filter.
ADFL0CONbits.FLEN = 1;

while(1)
{
    // Generate Software Common Trigger
    ADCON3Lbits.SWCTRG = 1;

    // Wait for the filter result is ready.
    while(ADFL0CONbits.RDY == 0);

    // Read result (it will clear RDY bit)
    filterData = ADFL0DAT;
}

return 1;
}
```
6.5 Early Interrupts

The early interrupt can improve the throughput of a system by overlapping the completion of the ADC conversion with the processor overhead associated with an interrupt. The code in Example 6-5 shows the early interrupts usage. In this example, interrupts for the Dedicated Core 0 and the shared core are generated before the conversion completion (1 TAD cycle for the dedicated core and 4 TAD cycles for the shared core).

Example 6-5: Using Early Interrupts

```
// These variables will keep the conversion result.
volatile unsigned short dataAN0; // dedicated core
volatile unsigned short dataAN2; // shared core

int main()
{
    // ADC INITIALIZATION
    // Configure the I/O pins to be used as analog inputs.
    ANSELAbits.ANSA0 = 1; TRISAbits.TRISA0 = 1; // AN0/RA0 connected the dedicated core 0
    ANSELAbits.ANSA2 = 1; TRISAbits.TRISA2 = 1; // AN2/RA2 connected the shared core

    // Configure the common ADC clock.
    ADCON3Hbits.CLKSEL = 2; // clock from FRC oscillator
    ADCON3Hbits.CLKDIV = 0; // no clock divider (1:1)

    // Configure the cores' ADC clock.
    ADCORE0Hbits.ADCS = 0; // dedicated core clock divider (1:2)
    ADCON2Lbits.SHRADC0S = 0; // shared core clock divider (1:2)

    // Configure sample time for shared core.
    ADCON2Hbits.SHRSAMC = 10; // 12 TAD sample time

    // Configure the ADC reference sources.
    ADCON3Lbits.REFSEL = 0; // AVdd as voltage reference

    // Configure the integer of fractional output format.
    ADCON1Hbits.FORM = 0; // integer format

    // Select single-ended input configuration and unsigned output format.
    ADMOD0Lbits.SIGN0 = 0; // AN0/RA0
    ADMOD0Lbits.DIFF0 = 0; // AN0/RA0
    ADMOD0Lbits.SIGN2 = 0; // AN2/RA2

    // Enable and calibrate the module.
    EnableAndCalibrate(); // See Example 6-1

    // Configure and enable early ADC interrupts.
    ADCORE0Hbits.EISEL = 0; // early interrupt is generated 1 TADCORE clock prior
    // to when the data is ready
    ADCORE1Hbits.EISEL = 3; // early interrupt is generated 4 TADCORE clocks prior
    // to when the data is ready
    ADCON2Lbits.EIEN = 1; // enable early interrupts for ALL inputs
    ADEIELbits.EIEN0 = 1; // enable interrupt for AN0
    ADEIELbits.EIEN2 = 1; // enable interrupt for AN2
    _ADCAN0IF = 0; // clear interrupt flag for AN0
    _ADCAN0IE = 1; // enable interrupt for AN0
    _ADCAN2IF = 0; // clear interrupt flag for AN2
    _ADCAN2IE = 1; // enable interrupt for AN2
```
Example 6-5: Using Early Interrupts (Continued)

// Set same trigger source for all inputs to sample signals simultaneously.
ADTRIGULbits.TRGSRC0 = 13; // timer 2 for AN0
ADTRIGULbits.TRGSRC2 = 13; // timer 2 for AN2

// TIMER 2 INITIALIZATION (TIMER IS USED AS A TRIGGER SOURCE FOR ALL CHANNELS).
T2CONbits.TCS = 0; // clock from peripheral clock
T2CONbits.TCKPS = 0; // 1:1 prescale
PR2 = 0x8000; // rollover every 0x8000 clocks
T2CONbits.TON = 1; // start timer to generate ADC triggers

while(1);
return 1;
}

// ADC AN0 ISR (DEDICATED CORE)
void __attribute__((interrupt, no_auto_psv)) _ADCAN0Interrupt(void)
{
dataAN0 = ADCBUF0; // read conversion result
_ADCAN0IF = 0; // clear interrupt flag
}

// ADC AN2 ISR (SHARED CORE)
void __attribute__((interrupt, no_auto_psv)) _ADCAN2Interrupt(void)
{
dataAN2 = ADCBUF2; // read conversion result
_ADCAN2IF = 0; // clear interrupt flag
}
7.0 OPERATION DURING POWER-SAVING MODES

The power-saving modes, Sleep and Idle, are useful for reducing the conversion noise by minimizing the digital activity of the CPU, buses and other peripherals.

7.1 Sleep Mode

When a device enters Sleep mode, the system oscillator (Fosc) and all components that operate from it are halted. This includes the ADC when Fosc is selected for the clock source. When Sleep mode is invoked during a conversion with Fosc as the clock source, the conversion is aborted. The converter will not resume a partially completed conversion on exiting from Sleep mode. The ADC register contents are not affected by the device entering or leaving Sleep mode.

The ADC module can operate during Sleep mode if the ADC clock source is active during Sleep mode. The FRC oscillator is a logical choice for operation in Sleep mode. ADC operation during Sleep mode reduces the digital switching noise from the rest of the microcontroller during the conversion process.

If any of the ADC interrupts are enabled, the device will wake from Sleep mode when the ADC interrupt occurs. The program execution will resume at the ADC ISR if the ADC interrupt is greater than the current CPU priority. Otherwise, execution will continue from the instruction after the _PWRSAV_ instruction that placed the device in Sleep mode.

For operation during Sleep mode, the application must use a conversion trigger source that ensures that the A/D conversion will take place in Sleep mode. For example, the external trigger pin option (TRGSRCx[4:0] = 11111) can be used for performing sampling and conversion while the device is in Sleep mode.

7.2 Operation During Idle Mode

For the ADC, the Stop in Idle Mode bit, ADSIDL in the ADCON1L register, specifies whether the ADC module will stop on Idle or continue on Idle. If ADSIDL = 0, the ADC module will continue normal operation when the device enters Idle mode. If any of the ADC interrupts are enabled, the device will wake-up from Idle mode when the ADC interrupt occurs. The program execution will resume at the ADC ISR if the ADC interrupt is greater than the current CPU priority. Otherwise, execution will continue from the instruction after the _PWRSAV_ instruction that placed the device in Idle mode.

If ADSIDL = 1, the ADC module will stop in Idle mode. If the device enters Idle mode during a conversion, the conversion is aborted. The converter will not resume a partially completed conversion on exiting from Idle mode.

8.0 EFFECTS OF RESET

Following any Reset event, all the ADC control and status registers are reset to their default values with the control bits in a non-active state. This disables the ADC module and sets the analog input pins to Analog Input mode. Any conversion that was in progress will be terminated and the result will not be written to the result buffer. The values in the ADCBUFx registers are initialized to 0000h during a device Reset.
9.0 RELATED APPLICATION NOTES

This section lists application notes that are related to this section of the manual. These application notes may not be written specifically for the dsPIC33/PIC24 device families, but the concepts are pertinent and could be used with modification and possible limitations. The current application notes related to the 12-Bit High-Speed, Multiple SARs A/D Converter (ADC) module are:

<table>
<thead>
<tr>
<th>Title</th>
</tr>
</thead>
<tbody>
<tr>
<td>No related application notes at this time.</td>
</tr>
</tbody>
</table>

**Note:** Please visit the Microchip website (www.microchip.com) for additional application notes and code examples for the dsPIC33/PIC24 families of devices.
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