Introduction

MPLAB Harmony v3 drivers provide a simple and abstracted ‘C’ language interface to the peripherals and other system resources. Some functions are similar across on all the device drivers, while other functions are unique to a specific driver or peripheral. Driver interface functions are generally independent of the details of how a given peripheral is implemented on any specific hardware, or how many instances of that peripheral exist in each system. Applications can control and easily interact with the peripherals by calling the driver interface.

The following diagram represents the MPLAB Harmony v3 Driver Execution flow:

**Figure 1. MPLAB Harmony v3 Driver Execution Flow Diagram**

1. System Initializes the device driver.
2. Application calls the driver APIs.
3. ISR() calls the driver.
4. Harmony Driver returns control to Application and ISR().
5. Application returns to System main().
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3. Driver starts its operation using peripheral libraries which is interacting with hardware.
4. The driver state machine is run from the interrupt context or through continuously polling the device. For example, most of the MPLAB Harmony v3 peripheral drivers are interrupt driven, which means that the driver state machine doesn't wait in a loop for an operation to complete. The driver is notified through an interrupt, when the operation is complete. However, some drivers like the SD Card requires determining whether the SD Card is inserted or not, and most middle-ware has a state machine that runs from a super-loop.
5. Driver finishes the operation and notifies the application.

MPLAB Harmony v3 allows users to configure the drivers in any one of these operating modes: Synchronous (Blocking) or Asynchronous (Non-Blocking). This document describes Synchronous and Asynchronous operating modes and how to use them.
1. MPLAB Harmony v3 Driver Features

Asynchronous and Synchronous Driver Modes

- **Asynchronous Mode**
  - Non-blocking Application Program Interfaces (APIs).
  - Allows queuing of multiple requests. Each instance of an Asynchronous driver has a dedicated queue.
  - Works seamlessly in bare-metal and RTOS environment.
  - Interrupt and thread-safe.

- **Synchronous Mode**
  - Blocking APIs
  - Support only RTOS environment
  - Interrupt and thread-safe

**Note:** For additional information on Asynchronous and Synchronous driver modes, refer to the section Asynchronous and Synchronous Drivers.

Multiple Client Support
This feature seamlessly handle client-specific differences. Both Synchronous and Asynchronous drivers allow multiple clients to a driver instance. For example, there can be multiple application clients to a SPI driver instance having multiple SPI slaves. The SPI slave specific information, such as clock phase, clock polarity, clock speed, and chip select are all handled by the SPI driver based on the client that submitted the request.

Multiple Instance Support
This feature seamlessly handles the multiple instances of a peripheral. For example, there may be three instances of SPI: SPI0, SPI1, and SPI2. The SPI driver manages three peripheral instances by creating three driver instances and attaching a client to each of them.

Cache Management
Drivers manage cache-related operations on parts (for example, on PIC32MZ, SAME70 and SAMV71) that have a data cache, thereby simplifying the application development.
2. Key Concepts of MPLAB Harmony v3 Drivers

Atomicity
Once started, an operation (sequence of instructions) is considered atomic, if it is indivisible and non-interruptible. A data item is considered atomic if it cannot be subdivided as it is read or written.

Atomicity is necessary for shared data or instructions that need to have exclusive access of the CPU. The sequence of instructions that needs to be protected from shared access is called a critical code section, and the data that needs to be protected from shared access is called critical data.

Atomicity is achieved by guarding the critical code or critical data. One of the approaches to guard the critical regions is to use a lock, which is set before accessing the shared resource and then released when done.

Interrupt Safety
A sequence of code is said to be “interrupt-safe” when the occurrence of an interrupts does not alter the output or functional behavior of the code. To be “interrupt-safe”, the sequence of code in consideration must be atomic (indivisible and uninterruptible), and the relevant interrupts must be disabled before entering the sequence.

In MPLAB Harmony v3, interrupts can be disabled globally by using the Interrupt System Service API, that is, SYS_INT_Disable() can be enabled by using the API, SYS_INT_Enable() and can restore the saved state by using the API, SYS_INT_Restore(). However, MPLAB Harmony v3 libraries are modular and by convention they respect the abstractions of other libraries, never attempting to directly access their internal resources. Due to this convention, the only code in the system that should ever attempt to access the internal resources owned by a driver, is the driver code itself.

This means it is not necessary to globally disable interrupts in most cases to guarantee correct and reliable operation of a MPLAB Harmony v3 driver. While performing a non-atomic access to data structures or peripheral hardware, a driver temporarily masks the interrupts of the peripheral it owns. This prevents the driver’s own interrupt-driven tasks functions from potentially corrupting data that is also accessed by the driver’s interface functions.

This can be done using the interrupt system service and it is efficient than globally disabling all the interrupts because it allows higher priority interrupts (which do not affect the driver) to occur, protecting their response time latency. This can be done using the Interrupt System Service, as shown in the following example.

```c
// Disables the interrupt for SPI0.
Bool spiIntStatus; = false;
spiIntStatus = SYS_INT_SourceDisable(SPI0_IRQn);

// Restore the interrupt for SPI0.
SYS_INT_SourceRestore(spiIntStatus, SPI0_IRQn);
```

These functions can also be used to guard non-atomic accesses by the driver’s interface functions to resources that are shared with the driver’s ISR. This method works to ensure safe access to a shared resource without disabling interrupts globally when using an Asynchronous driver with bare-metal configuration.

If a section of code must be truly atomic (uninterruptible), interrupts can be globally disabled for a short period of time using the Interrupt System Service functions, as shown in the following example.

```c
Bool interruptState;

// Save global interrupt state and disable interrupt
interruptState = SYS_INT_Disable();

// Critical Section

// Restore interrupt state
SYS_INT_Restore(interruptState);
```

Thread Safety
In an RTOS-based environment, it is possible that a driver and its clients may each run in its own RTOS thread. If the RTOS is preemptive, it is possible that the scheduler may interrupt any of these threads at any time and switch to another. If the other thread happens to access the same shared resource or execute the same critical section of the
code, that section of the code must be guarded and made atomic. The sequence of code with such guards is known as “thread-safe” code. In the MPLAB Harmony v3 framework, thread safety is achieved by using the methods provided by the MPLAB Harmony Operating System Abstraction Layer (OSAL).

MPLAB Harmony v3 drivers run efficiently in an interrupt driven system. For an interrupt driven system running in an RTOS-based environment, it is common for the driver’s task functions to be called from an interrupt context. A mutex can be used to guard against simultaneous access to shared resources by different threads. However, this will not prevent an ISR from accessing the shared resources or critical code. If a mutex is used to accomplish thread safety, it must be augmented by temporarily disabling (masking) the associated interrupt source as described for a bare-metal environment in the Interrupt Safety section above.

Callback Functions
In the Non-Blocking method, instead of status polling, the callback mechanism can also be used to check the transfer status. For example, the application registers a callback function with a driver and makes the transfer request. The driver calls back the registered function on the completion of the request submitted by the driver client.

MPLAB Harmony v3 provides driver specific APIs to register the callback functions. For example, the Asynchronous SPI driver provides API, `DRV_SPI_TransferEventHandlerSet()`, this allows a client to set a transfer event handling function for the driver to call back when a queued transfer has finished.

Notes: Because callbacks are called from the interrupt context, the following guidelines must be followed while implementing a callback function:
- Must be treated like an ISR
- Must be short
- Do not call application functions that are not interrupt safe
- Do not call other driver’s interface functions

Blocking API
A blocking API hangs up execution flow until it has performed its function and returns a result.

For example, the following code shows the I2C driver Synchronous mode API, `DRV_I2C_WriteTransfer`.

```c
DRV_I2C_WriteTransfer(app_eepromData.i2cHandle, APP_EEPROM_I2C_SLAVE_ADDR, (void*)app_eepromData.i2cTxBuffer, 2);
```

The execution flow blocks when the API, `DRV_I2C_WriteTransfer()` is called until the requested bytes are transferred to the EEPROM.

Non-Blocking API
A non-blocking API receives the application request and returns immediately without providing the result. The result of the non-blocking API call is provided separately through an Asynchronous event. The application verifies the event to take further action.

The following code example shows the usage of the I2C driver Asynchronous mode API, `DRV_I2C_WriteReadTransferAdd()`, which is a non-blocking API.

```c
void APP_EEPROM_I2CEventHandler ( DRV_I2C_TRANSFER_EVENT event, DRV_I2C_TRANSFER_HANDLE transferHandle, uintptr_t context)
{
    switch(event)
    { 
        case DRV_I2C_TRANSFER_EVENT_COMPLETE:
            /* I2C Transfer Complete. */
            app_eepromData.reqStatus = APP_EEPROM_REQ_STATUS_DONE;
            break;
        case DRV_I2C_TRANSFER_EVENT_ERROR:
            app_eepromData.reqStatus = APP_EEPROM_REQ_STATUS_ERROR;
            break;
        default:
            break;
    }
}
```
```c
int main ( void )
{
    /* Initialize all modules */
    __
    /* Open the I2C Driver */
    app_eepromData.i2cHandle = DRV_I2C_Open( DRV_I2C_INDEX_0, DRV_IO_INTENT_READWRITE );
    if(app_eepromData.i2cHandle == DRV_HANDLE_INVALID)
    {
        app_eepromData.state = APP_STATE_ERROR;
    }
    else
    {
        /* Register I2C transfer complete Event Handler for EEPROM. */
        DRV_I2C_TransferEventHandlerSet(app_eepromData.i2cHandle, APP_EEPROM_I2CEventHandler, 0);
        /* Submit I2C transfer to read stored temperature values from EEPROM. */
        DRV_I2C_WriteReadTransferAdd(app_eepromData.i2cHandle, APP_EEPROM_I2C_SLAVE_ADDR, app_eepromData.i2cTxBuffer, 1, app_eepromData.i2cRxBuffer, 5, &app_eepromData.transferHandle);
        /* Display the read temperature on console */
    }
}

In the main function, the application registers a callback function (event handler "APP_EEPROM_I2CEventHandler") with the I²C driver. The control immediately returns after the submission of the I²C request, calling the API DRV_I2C_WriteReadTransferAdd(). The application is notified by the driver on the completion of the request through an event to the callback function (event handler).

Synchronization

MPLAB Harmony v3 provides driver interface functions having both a blocked and non-blocking usage model. There are situations when developers expect a blocking model. For example, the file system style read and write functions block and not return until the entire transfer has completed.

The requirement to block is challenging to accomplish in a bare-metal environment. The RTOS-based design provides flexibility to implement the blocking requirement. MPLAB Harmony v3 provides the synchronous drivers to implement the blocking requirement of application. The Synchronous drivers are blocking in nature. Although the APIs are blocking, the data transfer still takes place from the interrupt context.

Note: MPLAB Harmony v3 OSAL provides a consistent interface to MPLAB Harmony v3 framework components (drivers, middleware, and so on). It takes care of the underlying differences between the available or supported RTOS Kernels, and ensures correct operation in the bare-metal and RTOS environment.
3. Asynchronous and Synchronous Drivers

Configuration
MPLAB Harmony v3 allows the user to configure the drivers in Synchronous or Asynchronous mode using the MPLAB Harmony v3 Configurator (MHC) Project Graph driver configuration. For example, the following figure shows how to configure the SPI Driver Operating mode.

Figure 3-1. MPLAB Harmony v3 SPI Driver Mode Configuration

Note: To configure a driver in Synchronous or Asynchronous mode, in the MHC project graph, the user should click on the driver block. For example, in the figure above, clicking on the highlighted SPI block shows the driver configuration modes.

Differences
The following table provides the SPI Synchronous and Asynchronous driver APIs to perform the Read and Write operations.

Table 3-1. MPLAB Harmony v3 SPI Asynchronous and Synchronous Driver APIs and SPI PLIB APIs

<table>
<thead>
<tr>
<th>SPI Asynchronous Driver APIs</th>
<th>SPI Synchronous Driver APIs</th>
<th>SPI PLIB APIs</th>
</tr>
</thead>
<tbody>
<tr>
<td>DRV_SPI_WriteTransferAdd</td>
<td>DRV_SPI_WriteTransfer</td>
<td>SPI0_Write (...)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SPI1_Write (...)</td>
</tr>
<tr>
<td>DRV_SPI_ReadTransferAdd</td>
<td>DRV_SPI_ReadTransfer</td>
<td>SPI0_Read (...)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>SPI1_Read (...)</td>
</tr>
</tbody>
</table>

Note: It does not matter which driver mode is selected (Synchronous or Asynchronous), the SPI driver uses the same underlying PLIB APIs.

The following table provides the differences in the SPI driver APIs that are generated based on the driver mode selection.

Table 3-2. Differences in SPI Asynchronous and Synchronous Driver APIs

<table>
<thead>
<tr>
<th>SPI Asynchronous Driver APIs</th>
<th>SPI Synchronous Driver APIs</th>
</tr>
</thead>
<tbody>
<tr>
<td>DRV_SPI_WriteTransferAdd</td>
<td>DRV_SPI_WriteTransfer</td>
</tr>
<tr>
<td>DRV_SPI_ReadTransferAdd</td>
<td>DRV_SPI_ReadTransfer</td>
</tr>
</tbody>
</table>
The following table provides the common SPI driver APIs that are generated regardless of the driver mode selected.

Table 3-3. Common SPI Asynchronous and Synchronous Driver APIs

<table>
<thead>
<tr>
<th>SPI Driver APIs</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>DRV_SPI_Initialize</td>
<td>DRV_SPI_Initialize</td>
</tr>
<tr>
<td>DRV_SPI_Status</td>
<td>DRV_SPI_Status</td>
</tr>
<tr>
<td>DRV_SPI_Open</td>
<td>DRV_SPI_Open</td>
</tr>
<tr>
<td>DRV_SPI_Close</td>
<td>DRV_SPI_Close</td>
</tr>
<tr>
<td>DRV_SPI_TransferSetup</td>
<td>DRV_SPI_TransferSetup</td>
</tr>
</tbody>
</table>

The following table shows the summary of differences between Synchronous and Asynchronous drivers.

Table 3-4. Summary of the Differences Between Synchronous and Asynchronous Drivers

<table>
<thead>
<tr>
<th>Asynchronous Drivers</th>
<th>Synchronous Drivers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Non-Blocking APIs</td>
<td>Blocking APIs</td>
</tr>
<tr>
<td>Works seamlessly in bare-metal and supports in an RTOS environment</td>
<td>Suitable to use in RTOS environment</td>
</tr>
<tr>
<td>Each instance of a driver has a dedicated queue. The driver allows queuing of multiple requests.</td>
<td>A request to driver blocks the application until the submitted request is serviced. Therefore a queue is not needed.</td>
</tr>
<tr>
<td>A transfer request is identified through a transfer handle. The client can get a transfer request status using a polling or callback mechanism by passing the transfer handle to the APIs. For example: Polling Mechanism: The API, DRV_SPI_TransferStatusGet(), can be used to poll the status of the queued transfer request. Callback Mechanism: The API, DRV_SPI_TransferEventHandlerSet(), is called to register the callback function with the driver to notify with an event when the transfer request is completed.</td>
<td>Because the API is blocking, and the return value of the API indicates the transfer status, there is no need for the transfer handle.</td>
</tr>
<tr>
<td>Interrupt and Thread Safe</td>
<td>Interrupt and Thread Safe</td>
</tr>
</tbody>
</table>

Note: The MPLAB Harmony v3 Configurator (MHC) takes care of generating the PLIB APIs regardless of the driver mode selected.

Both Synchronous (only in RTOS environment) and Asynchronous drivers are supported for UART, I²C, SPI, SDSPI, and memory device (MX25L, AT25DF, NVM, and SST26) peripherals.

Only the Asynchronous driver is supported for SDMMC, external EEPROM (AT24 and AT25), SPI Flash (AT25DF), SQI Flash (MX25L and SST26).
4. Usage Recommendation of Asynchronous and Synchronous Drivers

**Synchronous** drivers are suitable for use in an RTOS environment, whereas **Asynchronous** drivers are suitable in a Bare-metal environment.

**Asynchronous** drivers (Non-Blocking API) are suitable for an application which runs in a Bare-metal or non-RTOS based environment. In a Bare-metal environment, the suggested way to implement an application is by implementing the state machine programming model. In a state machine programming model, an application avoids busy waiting loops so as to not waste CPU bandwidth. Therefore, the module’s functions must not block waiting for an external operation to complete (especially on anything that has any possibility of never completing) or it may block the entire system. If the function must wait for an external operation, the module must break up the operation into smaller tasks to be performed later. The multiple smaller tasks run in the super loop. The task running in the super loop includes application tasks and driver tasks. The application task checks the completion of the driver operations through status flags.

MPLAB Harmony v3 drivers running in **asynchronous** mode provide the ability to acquire the driver task completion status through the implementation of **asynchronous** callback events (as discussed in Callback Functions) that the application registers with the driver. In addition to the callback mechanism the MPLAB Harmony v3 drivers running in **asynchronous** mode provide status functions for the application task to check the driver task completion status. For example, the SPI driver provides the status check API, `DRV_SPI_TransferStatusGet()`.

**Synchronous driver** (Blocking API) is suitable in an RTOS-based application environment. In an RTOS-based application environment, the blocking interface is acceptable and desirable. When the **synchronous** driver API in a thread blocks waiting for the completion of a task (for example, the I2C driver API, `DRV_I2C_WriteTransfer()`, blocks for the transfer of bytes), the RTOS scheduler ensures that the thread in contention does not block the control flow indefinitely. The RTOS, particularly with preemptive scheduling, ensures that the next high-priority thread runs immediately when the current thread has blocked. Refer to Interrupt Safety, Thread Safety, Synchronization and Blocking API for additional information on blocking behavior and the implementation using MPLAB Harmony v3 Synchronous drivers.
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<td>Germany - Munich</td>
</tr>
<tr>
<td></td>
<td>China - Shanghai</td>
<td>China - Shanghai</td>
<td>Tel: 49-89-627-144-0</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-21-3326-8000</td>
<td>Tel: 86-21-3326-8000</td>
<td>Fax: 49-89-627-144-44</td>
</tr>
<tr>
<td></td>
<td>China - Shenyang</td>
<td>China - Shenyang</td>
<td>Germany - Rosenheim</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-24-2334-2829</td>
<td>Tel: 86-24-2334-2829</td>
<td>Tel: 49-8031-354-560</td>
</tr>
<tr>
<td></td>
<td>China - Shenzhen</td>
<td>China - Shenzhen</td>
<td>Israel - Ra’anana</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-755-8864-2200</td>
<td>Tel: 86-755-8864-2200</td>
<td>Tel: 972-9-744-7705</td>
</tr>
<tr>
<td></td>
<td>China - Suzhou</td>
<td>China - Suzhou</td>
<td>Italy - Milan</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-186-6233-1526</td>
<td>Tel: 86-186-6233-1526</td>
<td>Tel: 39-0331-742611</td>
</tr>
<tr>
<td></td>
<td>China - Wuhan</td>
<td>China - Wuhan</td>
<td>Fax: 39-0331-466781</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-27-5980-5300</td>
<td>Tel: 86-27-5980-5300</td>
<td>Italy - Padova</td>
</tr>
<tr>
<td></td>
<td>China - Xian</td>
<td>China - Xian</td>
<td>Tel: 39-049-7625286</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-29-8833-7252</td>
<td>Tel: 86-29-8833-7252</td>
<td>Netherlands - Drunen</td>
</tr>
<tr>
<td></td>
<td>China - Xiamen</td>
<td>China - Xiamen</td>
<td>Tel: 31-416-690399</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-992-2388138</td>
<td>Tel: 86-992-2388138</td>
<td>Fax: 31-416-690340</td>
</tr>
<tr>
<td></td>
<td>China - Zhuhai</td>
<td>China - Zhuhai</td>
<td>Norway - Trondheim</td>
</tr>
<tr>
<td></td>
<td>Tel: 86-756-3210040</td>
<td>Tel: 86-756-3210040</td>
<td>Tel: 47-72864388</td>
</tr>
<tr>
<td>USA</td>
<td>Vietnam - Ho Chi Minh</td>
<td>Vietnam - Ho Chi Minh</td>
<td>Poland - Warsaw</td>
</tr>
<tr>
<td></td>
<td>Tel: 84-28-5448-2100</td>
<td>Tel: 84-28-5448-2100</td>
<td>Tel: 48-22-3325737</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Romania - Bucharest</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Tel: 40-21-407-87-50</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Spain - Madrid</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Tel: 34-91-708-08-90</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Fax: 34-91-708-08-91</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Sweden - Gothenberg</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Tel: 46-31-704-60-40</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Sweden - Stockholm</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Tel: 46-8-5090-4654</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>UK - Wokingham</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Tel: 44-118-921-5800</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Fax: 44-118-921-5820</td>
</tr>
</tbody>
</table>
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