Bootloader Design Considerations

Introduction

Most modern embedded systems require in-field firmware updates to fix errors or improve functionality. Typically, this update functionality is implemented through a bootloader. A bootloader is a special application that is independent from the main application, and capable of updating the main application.

This document describes some of the details that must be considered while designing a robust bootloader.
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1. **Types of Bootloaders and Firmware Update Options**

Microcontroller bootloaders can work in several different ways depending on the complexity of the hardware and availability of the external communication interfaces to the user.

The most basic bootloader can receive the image over a communication interface and write the received image after the integrity verification. Mostly the bootloader is not updatable and limited to simple interfaces, such as UART, SPI or I²C. These types of interfaces are typically not accessible to the user of the finished product, hence they are suited for use in a slave MCU, where there is already an established communication interface to the host controller.

The advanced bootloaders will implement interfaces accessible to the user, such as USB, SD Card, or Ethernet. This results in a bigger bootloader size and the need to update the bootloader itself to fix flaws in the protocol implementation, or adapt to changes in external devices. For example, if the original version of the product only supported SD Cards up to 2 GB of capacity, but then over time the application was updated to support higher capacity cards, the old bootloader will still require 2 GB cards, which may be harder to find.

If an advanced update is required, it is worth evaluating if the main application can receive and store the image in a low-level format, hence it can be used by the simple bootloader. This approach makes it possible to implement advanced update interfaces, while keeping the actual bootloader simple and compact.

When an update is required on a wireless system, it becomes impractical to duplicate the wireless stack in the bootloader. Therefore, the only option of updating wireless systems over the air is to receive the new image while application is running, and then let a simple bootloader perform the update. The image may be stored in the free space of the main Flash array, or in the external memory. When stored in the external memory, the image must be kept encrypted, but when stored internally, the image may be decrypted and verified, simplifying the design of the bootloader.
2. **Method of Entry**

The simple bootloaders that are designed to be used with a host controller can use any of the following entry:

- A dedicated pin that must be asserted at the time of reset
- Reuse one of the interface pins
- Application request
- Absence of valid application

A dedicated pin is the most robust way, but it requires the allocation of an additional pin on the host and the slave MCUs, which is not always possible.

Many interfaces include pins in a known idle state, for example, Chip Select in SPI or SCL, and SDA lines in I²C. Those pins are normally held at their idle state using external pull-up resistors, hence the slave may detect an asserted state on reset and remain in the bootloader mode.

Both of those methods require access to the reset pin of the slave MCU. But they have an advantage of complete robustness. The host can always request the bootloader execution, even if the main application is damaged and the primary communication interface is not functional.

The application request does not require any additional pins, and the request for the bootloader to run happens over the normal host to slave communication interface. This method requires a functional application to act on the request.

The bootloader may also execute if the application area is empty or damaged. The detection algorithm may be as simple as looking for a non-erased state of a Flash location, or as complex as calculating a CRC or hash of the entire application image. The balance between the speed and robustness of the error detection must be evaluated for each application.

More advanced bootloaders may detect that an update file exists on a USB drive or an SD Card, and initiate the update this way.
3. Communication Between the Application and Bootloader

In some cases, the application and bootloader need to communicate additional information. This may be a notification of the new image, a status of the update, or some additional requests.

Some MCUs have a set of general purpose registers specifically allocated for this purpose. Those registers are guaranteed to be reset to ‘0’ on power-up, but preserved over reset cycles. This creates a robust communication channel.

If special registers are not available, then system RAM can be used. While RAM is typically preserved during the reset cycles, and it has an undefined state after the power-up. To avoid false communication, it is recommended to use multiple copies of the command. The command must be considered valid if all copies contain the same value. The number of copies is a tradeoff between the probability of a false positive and memory consumption. At least four copies should be used, and typically using 16 copies of a single byte command is sufficient.

If the RAM is deemed to be unreliable, or reset process of the MCU erases the RAM (possible on some security-oriented devices), then the EEPROM or Flash memory can be used for this purpose. The disadvantage is that true EEPROM is not available on many modern MCUs and the Flash memory has erase and write granularity requirements, which will lead to a lot of wasted Flash space.
4. Image Integrity Verification

In a bootloader there are two distinct places where image integrity verification comes into play.

The integrity of the new image needs to be verified. This step is likely to be mandatory for any bootloader design, because this is the part most vulnerable to unintentional damages due to unreliable interfaces, and intentional damages due to an active attacker. This step is often combined with image authentication if encryption is used, because valid authentication automatically proves image integrity.

Independent from the initial verification, the bootloader may perform an image verification on each reset cycle. This step is often optional, because it will delay the application execution. However, in some cases, if device security is a concern, secondary verification becomes necessary. The attacker may attempt to interrupt an otherwise secure update process leaving the Flash in an unknown state. If a bootloader later attempts to execute the application without verification, it will execute the code that was never intended to run, possibly allowing disclosure of the secret information.

Another way to protect against this type of attack is to have a persistent flag indicating image validity. The flag must be cleared right before the update process and set back after the image verification is successfully completed for the first time. The bootloader must always check the flag before passing control to the application. This way image verification on each reset is not necessary.

If the bootloader design allows for receiving the entire image before the Flash programming starts, then the integrity of the received image should be verified before the programming is attempted. However, in many cases the bootloader must receive and program the image in small chunks. In this case, it is important to have a bootloader entry process that is functional without the valid application image, because an interrupted update process may render the device inoperable. Any bootloader that uses secondary image verification (through a complete verification, or using a flag as described above) is automatically protected against this problem. The bootloader will keep running if the application image is damaged. The host controller must be prepared for this situation, and detect that a bootloader is running. This mandates another update attempt.

The choice of the verification algorithm is a compromise between the speed of verification and the performance. Generally, it is better to use slow, but secure algorithms for new image verification, and fast algorithms (like CRC32) for application integrity verification.
5. Security

If the target MCU has hardware support for CRC or secure hashes, then it is good to use those capabilities for image verification, as they are likely to be faster than an equivalent software solution. If the hardware does not support advanced encryption standards, then software implementations of simpler algorithms often provide a sufficient level of security while maintaining high speed and a low footprint. Simple algorithms like XTEA, RC4, Spritz, and others are generally considered too weak for general use, but their weakness is not a concern for bootloader use. A significant part of the weakness comes from the ability to observe significant amounts of repeated data, or even having the ability to influence the plain text. None of those things are true for bootloaders. An image update is a rare event and the image size is relatively short, so the attacker cannot collect significant amounts of the encrypted data.

It is a good security practice to never use the master key for the actual encryption of the data. The master key must be used to derive the image encryption key based on the information from the image header. This way different images will have different encryption keys further limiting the chances of a successful attack.

In all cases care must be taken to understand the limitations of the algorithm used, and how to apply them properly. A review by a security expert is always advised.

One of the most important aspects of the secure implementation is key storage. All devices must be preconfigured with an encryption key. Assuming a generic MCU with no special security features for key storage, the key may be stored either as part of the bootloader, or in a separate data section. Storing the key as part of the bootloader saves some space in the Flash, since the bootloader rarely occupies the whole allocated section. But the disadvantage is that if the key need to be updated, then the whole bootloader will have to be updated as well.

The key may also be stored in a data section that may already be used by the application to store user data. The disadvantage of this approach is that if an application erases the section to write the new data, it must also erase the key. Normally an application will write it back, but if power cuts off during that time, the key will be lost. The most reliable way to store the key is to allocate a separate sector for the key. Because Flash write granularity is smaller than the erase granularity, it can have many active keys simultaneously without having the risk of losing any of them during the key change procedure.

Some microcontrollers may also provide a separate section that may be suitable for the key storage, like Fuses or User Row.

The initial moment of key provisioning must be done at a secure and trusted location. If the original key leaks, all further key updates will be compromised as well.

Sometimes it is impossible to have the devices programmed in a secure location. In this case a dummy key must be used, and no application image should be programmed. This way the host controller can detect that the slave device has no valid application image and perform the first key update followed by the application image update encrypted using the real key. This step must be performed as a secure location.
6. Failure Detection and Recovery

A common problem with firmware updates is failure detection and recovery.

If the bootloader is communicating with a host processor, then the solution is to retry the update. There is no risk of permanent failure if the host controller has a way to request the bootloader without an application running.

In a case of a standalone bootloader, the recovery is not possible if the bootloader is overwriting the existing image with a new one without making a backup image. The process of writing the new image in place of the active one is the most dangerous part of the update process. There are several ways this danger can be mitigated or minimized.

The bootloader must always perform verification and retry the attempt in case of verification failure. Ultimately the update will either succeed or fail due to a possible hardware issue, which cannot be solved by the software. This means that if the update is interrupted by the power cycle or reset, it will end up in an inconsistent state and the bootloader must perform the update again.

One way to avoid the image switching process entirely is to have the bootloader run the application from either part of the Flash. With this approach, the bootloader will have to remember which part of the Flash contains the active application. One disadvantage of this method is that different images must be linked to work at different addresses. With some architectures and toolchains, it is possible to create a position-independent code, but a more general solution is to build several images, that is, one for each possible location. The update process will then download the image that is matching to the inactive slot. This method can be extended to more than two images, provided that enough memory is available.

Some microcontrollers support dual-pane Flash with the ability to switch the panes with a single atomic command. This hardware feature makes it possible to get away with not having a dedicated bootloader at all. In this case the running application writes the new application to the second pane and performs the switch after the written data is verified. The disadvantage of this approach is that there is no way to detect and recover from malfunctioning or corrupt firmware.

Even with dual-pane Flash it is possible to have a bootloader that will check the image integrity on startup and perform recovery operations in case of error. In this case the same bootloader code must be duplicated twice, one for each pane.

Dual-pane Flash makes it easy to perform the recovery. A simple pane switch is required, because the old image is always available and is known to be functional.

It is assumed that by the time bootloader is ready to pass control to the application, the updated image has been verified. This leaves many potential problem, like a valid application is not functional. This may happen due to inadvertent use of the incorrect image, or some incompatibility of the new image with the environment.

To detect this kind of failure, a bootloader may set a persistent flag indicating that it is about to run a new application image. The application will check the flag and run the functionality tests, or at least ensure that the firmware update channel is available. After that the application will clear the flag. If on the next reset cycle, the bootloader detects that the flag is still set, it will assume that the new image was not running correctly or failed the tests. Then the bootloader must perform the recovery from the backup image, if it is available.
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