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25.1 INTRODUCTION

The PIC32 12-Bit A/D Converter with Threshold Detect includes the following features:

- Successive Approximation Register (SAR) conversion
- Conversion speeds of up to 200 ksp
- User-selectable resolution of 10 bits is available
- Up to 32 analog inputs (internal and external)
- External voltage reference input pins
- Unipolar differential Sample-and-Hold Amplifier (SHA)
- Automated threshold scan and compare operation to pre-evaluate conversion results
- Selectable conversion trigger source
- Fixed-length configurable conversion result buffer
- Eight options for result alignment and encoding
- Configurable interrupt generation
- Operation during CPU Sleep and Idle modes

Figure 25-1 illustrates a block diagram of the 12-bit ADC. The 12-bit ADC can have up to 32 analog input pins, AN0 through AN31. In addition, there are two analog input pins for external voltage reference connections. These voltage reference inputs may be shared with other analog input pins and may be common to other analog module references. The actual number of analog input pins and the external voltage reference input configuration will depend on the specific PIC32 device. Refer to the specific device data sheet for more information.

The analog inputs are connected through a multiplexer to the SHA. Unipolar differential conversions are possible on all inputs (see Figure 25-1).

The Automatic Input Scan mode sequentially converts multiple analog inputs. A special control register specifies which inputs will be included in the scanning sequence.

The 12-bit ADC is connected to a result buffer. The 12-bit result is converted to one of eight output formats in either 32-bit or 16-bit word widths.
Figure 25-1: ADC Block Diagram

Note 1: VREF+ and VREF- inputs can be multiplexed with other analog inputs.
25.2 CONTROL REGISTERS

The ADC module has the following Special Function Registers (SFRs):

- **ADxCON1**: ADCx Control Register 1
- **ADxCON2**: ADCx Control Register 2
- **ADxCON3**: ADCx Control Register 3
- **ADxCON5**: ADCx Control Register 5

The ADxCON1, ADxCON2, ADxCON3 and ADxCON5 registers control the operation of the ADC module.

- **ADxCHS**: ADCx Input Select Register
  The ADxCHS register selects the input pins to be connected to the SHA.

- **ADxCSS**: ADCx Input Scan Select Register\(^{(1,2)}\)
  The ADxCSS register selects inputs to be sequentially scanned.

- **ADxCHIT**: ADCx Compare Hit Register\(^{(1)}\)
  The ADxCHIT register indicates the analog inputs meeting specified comparison requirements.

Table 25-1 provides a summary of all ADC module-related registers. Corresponding registers appear after the summary, followed by a detailed description of each register. All unimplemented registers and/or bits within a register read as zero.

<table>
<thead>
<tr>
<th>Table 25-1: ADC SFR Summary</th>
</tr>
</thead>
<tbody>
<tr>
<td>Register Name(^{(1)})</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>ADxCON1</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>ADxCON2</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>ADxCON3</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>ADxCON5</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>ADxCHS</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
</tbody>
</table>

**Legend:**  
\[r\] = Reserved bit; — = unimplemented, read as ‘0’.

**Note 1:** All registers have associated Clear, Set and Invert registers at an offset of 0x4, 0x8 and 0xC bytes, respectively. These registers have the same name with CLR, SET or INV appended to the end of the register name (e.g., ADxCON1CLR). Writing a ‘1’ to any bit position in these registers will clear, set or invert valid bits in the associated register. Reads from these registers should be ignored.
### Table 25-1: ADC SFR Summary (Continued)

<table>
<thead>
<tr>
<th>Register Name(1)</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADxCHIT</td>
<td>31:24</td>
<td>CHH&lt;31:24&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>23:16</td>
<td>CHH&lt;23:16&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>15:8</td>
<td>CHH&lt;15:8&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>7:0</td>
<td>CHH&lt;7:0&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF0</td>
<td>31:0</td>
<td>ADCx Result Word 0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF1</td>
<td>31:0</td>
<td>ADCx Result Word 1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF2</td>
<td>31:0</td>
<td>ADCx Result Word 2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF3</td>
<td>31:0</td>
<td>ADCx Result Word 3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF4</td>
<td>31:0</td>
<td>ADCx Result Word 4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF5</td>
<td>31:0</td>
<td>ADCx Result Word 5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF6</td>
<td>31:0</td>
<td>ADCx Result Word 6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF7</td>
<td>31:0</td>
<td>ADCx Result Word 7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF8</td>
<td>31:0</td>
<td>ADCx Result Word 8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF9</td>
<td>31:0</td>
<td>ADCx Result Word 9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF10</td>
<td>31:0</td>
<td>ADCx Result Word 10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF11</td>
<td>31:0</td>
<td>ADCx Result Word 11</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF12</td>
<td>31:0</td>
<td>ADCx Result Word 12</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF13</td>
<td>31:0</td>
<td>ADCx Result Word 13</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF14</td>
<td>31:0</td>
<td>ADCx Result Word 14</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF15</td>
<td>31:0</td>
<td>ADCx Result Word 15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF16</td>
<td>31:0</td>
<td>ADCx Result Word 16</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF17</td>
<td>31:0</td>
<td>ADCx Result Word 17</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF18</td>
<td>31:0</td>
<td>ADCx Result Word 18</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF19</td>
<td>31:0</td>
<td>ADCx Result Word 19</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF20</td>
<td>31:0</td>
<td>ADCx Result Word 20</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF21</td>
<td>31:0</td>
<td>ADCx Result Word 21</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF22</td>
<td>31:0</td>
<td>ADCx Result Word 22</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF23</td>
<td>31:0</td>
<td>ADCx Result Word 23</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF24</td>
<td>31:0</td>
<td>ADCx Result Word 24</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF25</td>
<td>31:0</td>
<td>ADCx Result Word 25</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF26</td>
<td>31:0</td>
<td>ADCx Result Word 26</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF27</td>
<td>31:0</td>
<td>ADCx Result Word 27</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF28</td>
<td>31:0</td>
<td>ADCx Result Word 28</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF29</td>
<td>31:0</td>
<td>ADCx Result Word 29</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF30</td>
<td>31:0</td>
<td>ADCx Result Word 30</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCxBUF31</td>
<td>31:0</td>
<td>ADCx Result Word 31</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Legend:**  
- *r* = Reserved bit; — = unimplemented, read as ‘0’.

**Note 1:** All registers have associated Clear, Set and Invert registers at an offset of 0x4, 0x8 and 0xC bytes, respectively. These registers have the same name with CLR, SET or INV appended to the end of the register name (e.g., ADxCON1CLR). Writing a ‘1’ to any bit position in these registers will clear, set or invert valid bits in the associated register. Reads from these registers should be ignored.
Register 25-1:  ADxCON1: ADCx Control Register 1

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>23:16</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>15:8</td>
<td>R/W-0</td>
<td>r-0</td>
<td>R/W-0</td>
<td>U-0</td>
<td>U-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>7:0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>HSC</td>
</tr>
</tbody>
</table>

**Legend:**
- **r** = Reserved bit
- **HSC** = Hardware Settable/Clearable bit
- **W** = Writable bit
- **U** = Unimplemented bit, read as '0'
- **-n** = Value at POR
- **‘1’** = Bit is set
- **‘0’** = Bit is cleared
- **C** = Clearable bit

**bit 31-16**  **Unimplemented:** Read as ‘0’
**bit 15**  **ON:** ADC Operating Mode bit
1 = ADC module is operating
0 = ADC is off
**bit 14**  **Reserved:** Used by the debugger
**bit 13**  **SIDL:** ADC Stop in Idle Mode bit
1 = Discontinues module operation when device enters Idle mode
0 = Continues module operation in Idle mode
**bit 12-11**  **Unimplemented:** Read as ‘0’
**bit 10-8**  **FORM<2:0>:** Data Output Format bits
For 12-Bit Operation (MODE12 bit = 1):
- 111 = Signed fractional 32-bit (DOUT = sddd dddd dddd 0000 0000 0000 0000)
- 110 = Fractional 32-bit (DOUT = dddd dddd dddd 0000 0000 0000 0000)
- 101 = Signed Integer 32-bit (DOUT = ssss ssss ssss ssss dddd dddd dddd)
- 100 = Integer 32-bit (DOUT = 0000 0000 0000 0000 0000 0000 0000)
- 011 = Signed fractional 16-bit (DOUT = 0000 0000 0000 0000 sddd dddd dddd 0000)
- 010 = Fractional 16-bit (DOUT = 0000 0000 0000 0000 dddd dddd dddd 0000)
- 001 = Signed integer 16-bit (DOUT = 0000 0000 0000 0000 ssss ssss ssss dddd dddd)
- 000 = Integer 16-bit (DOUT = 0000 0000 0000 0000 0000 0000 0000)

For 10-Bit Operation (MODE12 bit = 0):
- 111 = Signed fractional 32-bit (DOUT = sddd dddd dd00 0000 0000 0000 0000)
- 110 = Fractional 32-bit (DOUT = dddd dddd dd00 0000 0000 0000 0000)
- 101 = Signed integer 32-bit (DOUT = ssss ssss ssss ssss ssss ssss ssss dddd dddd)
- 100 = Integer 32-bit (DOUT = 0000 0000 0000 0000 0000 0000 0000)
- 011 = Signed fractional 16-bit (DOUT = 0000 0000 0000 0000 sddd dddd dd00 0000)
- 010 = Fractional 16-bit (DOUT = 0000 0000 0000 0000 dddd dddd dd00 0000)
- 001 = Signed integer 16-bit (DOUT = 0000 0000 0000 0000 ssss ssss ssss ssss dd00 0000)
- 000 = Integer 16-bit (DOUT = 0000 0000 0000 0000 0000 0000 0000)

**Note 1:** The trigger options listed in this document are often used, but the trigger sources are device-specific and can be different from device to device. Refer to the particular device data sheet for the trigger sources available.

**2:** The DONE bit is not persistent in Automatic modes. It is cleared by hardware at the beginning of the next sample.

**3:** The SAMP bit is cleared and cannot be written if the ADC is disabled (ON bit = 0).
Register 25-1:  ADxCON1: ADCx Control Register 1 (Continued)

bit 7-4  **SSRC<3:0>:** Conversion Trigger Source Select bits\(^{(1)}\)
- 1111-1101 = Reserved
- 1100 = CLC2 module event ends sampling and starts conversion
- 1011 = CLC1 module event ends sampling and starts conversion
- 1010 = SCCP3 module event ends sampling and starts conversion
- 1001 = SCCP2 module event ends sampling and starts conversion
- 1000 = MCCP1 module event ends sampling and starts conversion
- 0111 = Internal counter ends sampling and starts conversion (auto-convert)
- 0110 = Timer1 period match ends sampling and starts conversion (can trigger during Sleep mode)
- 0101 = Timer1 period match ends sampling and starts conversion (will not trigger during Sleep mode)
- 0100-0010 = Reserved
- 0001 = Active transition on INT0 pin ends sampling and starts conversion
- 0000 = Clearing the SAMP bit ends sampling and starts conversion

bit 3  **MODE12:** 12-Bit Operation Mode bit
- 1 = 12-bit ADC operation
- 0 = 10-bit ADC operation

bit 2  **ASAM:** ADC Sample Auto-Start bit
- 1 = Sampling begins immediately after last conversion completes; SAMP bit is automatically set
- 0 = Sampling begins when SAMP bit is set

bit 1  **SAMP:** ADC Sample Enable bit\(^{(3)}\)
- 1 = The ADC Sample-and-Hold Amplifier (SHA) is sampling
- 0 = The ADC Sample-and-Hold Amplifier is holding

bit 0  **DONE:** Analog-to-Digital Conversion Status bit\(^{(2)}\)
- 1 = Analog-to-Digital conversion is done
- 0 = Analog-to-Digital conversion is not done or has not started

Clearing this bit will not affect any operation in progress.

**Note 1:** The trigger options listed in this document are often used, but the trigger sources are device-specific and can be different from device to device. Refer to the particular device data sheet for the trigger sources available.

**2:** The DONE bit is not persistent in Automatic modes. It is cleared by hardware at the beginning of the next sample.

**3:** The SAMP bit is cleared and cannot be written if the ADC is disabled (ON bit = 0).
Register 25-2: ADxCON2: ADCx Control Register 2

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>23:16</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>15:8</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>7:0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>U-0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Bit</th>
<th>VCFG&lt;2:0&gt;</th>
<th>OFFCAL</th>
<th>BUFREGEN(2)</th>
<th>CSCNA</th>
</tr>
</thead>
<tbody>
<tr>
<td>7:0</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as '0'
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 31-16 Unimplemented: Read as ‘0’

bit 15-13 VCFG<2:0>: Voltage Reference Configuration bits

<table>
<thead>
<tr>
<th>VCFG&lt;2:0&gt;</th>
<th>VREFH</th>
<th>VREFL</th>
</tr>
</thead>
<tbody>
<tr>
<td>000</td>
<td>AVDD</td>
<td>AVSS</td>
</tr>
<tr>
<td>001</td>
<td>AVDD</td>
<td>External VREF- Pin</td>
</tr>
<tr>
<td>010</td>
<td>External VREF+ Pin</td>
<td>AVSS</td>
</tr>
<tr>
<td>011</td>
<td>External VREF+ Pin</td>
<td>External VREF- Pin</td>
</tr>
<tr>
<td>1xx</td>
<td>Unimplemented; do not use</td>
<td></td>
</tr>
</tbody>
</table>

bit 12 OFFCAL: Input Offset Calibration Mode Select bit
- 1 = Enables Offset Calibration mode: VINH and VINL of the SHA are connected to VREFL
- 0 = Disables Offset Calibration mode: The inputs to the SHA are controlled by ADxCHS or ADxCSS

bit 11 BUFREGEN: ADC Buffer Register Enable bit(2)
- 1 = Conversion result is loaded into the buffer location determined by the converted analog input
- 0 = ADC result buffer is treated as a FIFO

bit 10 CSCNA: Scan Mode bit
- 1 = Scans inputs
- 0 = Does not scan inputs

bit 9-8 Unimplemented: Read as ‘0’

bit 7 BUFS: ADC Buffer Fill Status bit
- Only valid when BUFM = 1 (ADC buffers split into 2 x N/2-word buffers).
- 1 = ADC is currently filling second buffer (from N/2 to (N-1)), user should access data in the first buffer (from 0 to (N/2-1))
- 0 = ADC is currently filling first buffer (from 0 to (N/2-1)), user should access data in the second buffer (from N/2 to (N-1))

Note 1: The number of conversions per interrupt is limited by the number of implemented ADC Result registers (ADCxBUFn). Refer to the specific device data sheet for the available options.

2: This bit only takes effect when the auto-scan feature is enabled (ASEN (ADxCON5<15>) = 1).
Register 25-2: ADxCON2: ADCx Control Register 2 (Continued)

bit 6-2  **SMPI<4:0>:** Sample/Convert Sequences Per Interrupt Selection bits(1)

<table>
<thead>
<tr>
<th>Value</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>11111</td>
<td>Interrupts at the completion of conversion for each 32\textsuperscript{nd} sample/convert sequence</td>
</tr>
<tr>
<td>11110</td>
<td>Interrupts at the completion of conversion for each 31\textsuperscript{st} sample/convert sequence</td>
</tr>
<tr>
<td>...</td>
<td></td>
</tr>
<tr>
<td>00001</td>
<td>Interrupts at the completion of conversion for each 2\textsuperscript{nd} sample/convert sequence</td>
</tr>
<tr>
<td>00000</td>
<td>Interrupts at the completion of conversion for each sample/convert sequence</td>
</tr>
</tbody>
</table>

bit 1  **BUFM:** ADC Result Buffer Mode Select bit

- 1 = The ADC Result registers, ADCxBUF\textsubscript{n}, are divided into 2 equal buffers
- 0 = The ADC Result registers, ADCxBUF\textsubscript{n}, are configured as one buffer

bit 0  **Unimplemented:** Read as ‘0’

**Note 1:** The number of conversions per interrupt is limited by the number of implemented ADC Result registers (ADCxBUF\textsubscript{n}). Refer to the specific device data sheet for the available options.

**Note 2:** This bit only takes effect when the auto-scan feature is enabled (ASEN (ADxCON5<15>) = 1).
### Register 25-3: ADxCON3: ADCx Control Register 3

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>23:16</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>15:8</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>U-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td></td>
<td>ADRC</td>
<td>EXTSAM</td>
<td></td>
<td>SAMC&lt;4:0&gt;</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7:0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
</tbody>
</table>

**Legend:**
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

#### bit 31-16 Unimplemented: Read as ‘0’

#### bit 15 ADRC: ADC Conversion Clock Source (TSRC) bit
- 1 = Clock derived from Fast RC (FRC) oscillator
- 0 = Clock derived from Peripheral Bus Clock (TPB)

#### bit 14 EXTSAM: Extended Sampling Time bit
- 1 = ADC is still sampling after SAMP bit = 0
- 0 = ADC stops sampling when SAMP bit = 0

#### bit 13 Unimplemented: Read as ‘0’

#### bit 12-8 SAMC<4:0>: Auto-Sample Time bits
- 11111 = 31 TAD
- 00001 = 1 TAD
- 00000 = 0 TAD (not allowed)

#### bit 7-0 ADCS<7:0>: ADC Conversion Clock Select bits
- 11111111 = 2 • TSRC • ADCS<7:0> = 510 • TSRC = TAD
- 00000001 = 2 • TSRC • ADCS<7:0> = 2 • TSRC = TAD
- 00000000 = 1 • TSRC = TAD

Where TSRC is a period of clock selected by the ADRC bit (ADxCON3<15>).
## Section 25. 12-Bit ADC with Threshold Detect

### Register 25-4: ADxCON5: ADCx Control Register 5

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>23:16</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>15:8</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>U-0</td>
<td>R/W-0</td>
<td>U-0</td>
<td>U-0</td>
<td>RW-0</td>
<td>RW-0</td>
</tr>
<tr>
<td>7:0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>RW-0</td>
<td>RW-0</td>
</tr>
</tbody>
</table>

#### Legend:
- **R** = Readable bit
- **W** = Writable bit
- **U** = Unimplemented bit, read as '0'
- **-n** = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- **x** = Bit is unknown

### bit 31-16
- **Unimplemented:** Read as ‘0’

### bit 15
- **ASEN:** Auto-Scan Enable bit
  - 1 = Auto-scan is enabled
  - 0 = Auto-scan is disabled

### bit 14
- **LPEN:** Low-Power Enable bit
  - 1 = Low power is enabled after scan
  - 0 = Full power is enabled after scan

### bit 13
- **Unimplemented:** Read as ‘0’

### bit 12
- **BGREQ:** Band Gap Request bit
  - 1 = Band gap is enabled when the ADC is enabled
  - 0 = Band gap is not enabled by the ADC

### bit 11-10
- **Unimplemented:** Read as ‘0’

### bit 9-8
- **ASINT<1:0>:** Auto-Scan (Threshold Detect) Interrupt Mode bits
  - 11 = Interrupt after Threshold Detect sequence has completed and a valid compare has occurred
  - 10 = Interrupt after valid compare has occurred
  - 01 = Interrupt after Threshold Detect sequence has completed
  - 00 = No interrupt

### bit 7-4
- **Unimplemented:** Read as ‘0’

### bit 3-2
- **WM<1:0>:** Write Mode bits
  - 11 = Reserved
  - 10 = Auto-compare only (conversion results are not saved, but interrupts are generated when a valid match occurs, as defined by the CM<1:0> and ASINT<1:0> bits)
  - 01 = Convert and save (conversion results saved to the ADCxBUFn registers when a match occurs, as defined by the CM<1:0> bits)
  - 00 = Threshold (Comparison) mode is disabled, legacy operation (conversion data saved to the ADCxBUFn registers)

#### Note 1:
- This bit is not implemented in all devices.

#### Note 2:
The ASINT<1:0> bits setting only takes effect when ASEN = 1 (ADxCON5<15>) and WM<1:0> (ADxCON5<3:2>) = 10 or 01. Otherwise, the interrupt generation is governed by the SMPI<4:0> bits (ADxCON2<6:2>).

#### Note 3:
When auto-scan is enabled (ASEN (ADxCON5<15>) = 1), the CSCNA (ADxCON2<10>) and SMPI<4:0> (ADxCON2<6:2>) bits are ignored.
Register 25-4: ADxCON5: ADCx Control Register 5 (Continued)

bit 1-0  **CM<1:0>:** Compare Mode bits

- **11:** Outside Window mode (valid match occurs if the conversion result is outside of the window defined by the corresponding buffer pair)
- **10:** Inside Window mode (valid match occurs if the conversion result is inside the window defined by the corresponding buffer pair)
- **01:** Greater Than mode (valid match occurs if the result is greater than the value in the corresponding buffer register)
- **00:** Less Than mode (valid match occurs if the result is less than the value in the corresponding buffer register)

**Note 1:** This bit is not implemented in all devices.

**2:** The ASINT<1:0> bits setting only takes effect when ASEN = 1 (ADxCON5<15>) and WM<1:0> (ADxCON5<3:2>) = 10 or 01. Otherwise, the interrupt generation is governed by the SMPI<4:0> bits (ADxCON2<6:2>).

**3:** When auto-scan is enabled (ASEN (ADxCON5<15>) = 1), the CSCNA (ADxCON2<10>) and SMPI<4:0> (ADxCON2<6:2>) bits are ignored.
### Register 25-5: ADxCHS: ADCx Input Select Register

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>23:16</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>15:8</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
<td>U-0</td>
</tr>
<tr>
<td>7:0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
</tbody>
</table>

**Legend:**
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as '0'
- -n = Value at POR
- '1' = Bit is set
- '0' = Bit is cleared
- x = Bit is unknown

**bit 31-8**  
**Unimplemented:** Read as ‘0’

**bit 7-5**  
**CH0NA<2:0>: Negative Input Select bits**
- 111 = Negative input is AN6
- 110 = Negative input is AN5
- 101 = Negative input is AN4
- 100 = Negative input is AN3
- 011 = Negative input is AN2
- 010 = Negative input is AN1
- 001 = Negative input is AN0
- 000 = Negative input is VREFL

**bit 4-0**  
**CH0SA<4:0>: Positive Input Select bits**
- 11111 = Positive input is AN31
- 11110 = Positive input is AN30
- 11100 = Positive input is AN29
- 11101 = Positive input is AN28
- 11000 = Positive input is AN27
- 10000 = Positive input is AN26
- 00001 = Positive input is AN1
- 00000 = Positive input is AN0

**Note 1:** The input selection options are device-specific and can be different from device to device. Refer to the particular device data sheet for the available options.

**Note 2:** The CH0SA<4:0> positive input selection is only used when CSCNA (ADxCON2<10>) = 0 and ASEN (ADxCON5<15>) = 0. The ADxCSS bits specify the positive inputs when CSCNA = 1 or ASEN = 1.
Register 25-6: ADxCSS: ADCx Input Scan Select Register\(^{(1,2)}\)

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>23:16</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>15:8</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>7:0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
</tbody>
</table>

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 31-0 CSS<31:0>: ADC Input Pin Scan Selection bits
- 1 = Adds ANx to positive input scan list
- 0 = Skips ANx for input scan

Note 1: The actual number of bits available depends on which analog inputs are implemented on a specific device. Refer to the device data sheet for details. Unimplemented bits are read as ‘0’.

Note 2: This register is only applicable when CSCNA (ADxCON2<10>) = 1 or ASEN (ADxCON5<15>) = 1.

Register 25-7: ADxCHIT: ADCx Compare Hit Register\(^{(1)}\)

<table>
<thead>
<tr>
<th>Bit Range</th>
<th>Bit 31/23/15/7</th>
<th>Bit 30/22/14/6</th>
<th>Bit 29/21/13/5</th>
<th>Bit 28/20/12/4</th>
<th>Bit 27/19/11/3</th>
<th>Bit 26/18/10/2</th>
<th>Bit 25/17/9/1</th>
<th>Bit 24/16/8/0</th>
</tr>
</thead>
<tbody>
<tr>
<td>31:24</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>23:16</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>15:8</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
<tr>
<td>7:0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
<td>R/W-0</td>
</tr>
</tbody>
</table>

Legend:
- R = Readable bit
- W = Writable bit
- U = Unimplemented bit, read as ‘0’
- -n = Value at POR
- ‘1’ = Bit is set
- ‘0’ = Bit is cleared
- x = Bit is unknown

bit 31-0 CHH<31:0>: ADC Compare Hit bits
- If CM<1:0> = 11:
  - 1 = ADC Result Buffer n has been written with data or a match has occurred
  - 0 = ADC Result Buffer n has not been written with data and no match has occurred
- For All Other Values of CM<1:0>:
  - 1 = A match has occurred on ANx
  - 0 = No match has occurred on ANx

Note 1: The actual number of bits available depends on which analog inputs are implemented on a specific device. Refer to the device data sheet for details. Unimplemented bits are read as ‘0’.
25.3 ADC TERMINOLOGY AND CONVERSION SEQUENCE

The ADC module operation consists of two steps: acquisition and conversion (see Figure 25-2). During acquisition, the selected analog input pin is connected to the Sample-and-Hold Amplifier (SHA). After the signal has been collected for a sufficient period, the sample voltage is equivalent to the input and the pin is disconnected from the SHA to provide a stable input voltage for the conversion process. Then, the analog sample voltage is converted to a binary representation.

An overview of the ADC module is presented in Figure 25-1. The 12-bit ADC has a single SHA. The SHA is connected to the analog input pins through the analog input multiplexer. The analog input multiplexer is controlled by the ADxCHS register. The ADC can also optionally scan through a series of analog inputs.

For single-ended measurements, the VINL input should be configured so that it connects to VREFL. The converted binary ADC output then directly specifies where, within the VREFH and VREFL voltage range, that the VINH signal is located.

For differential measurements, the converted binary value represents the VINH – VINL voltage difference. The ADC requires the differential voltage to be unipolar and the VINH – VINL voltage difference must always be positive for correct conversion codes at the output.

Acquisition time can be controlled manually or automatically. The acquisition may be started by setting the SAMP bit (ADxCON1<1>) and ended by clearing the SAMP bit in the software. The acquisition may be started automatically by the ADC hardware and ended automatically by a conversion trigger source. This auto-sample function is controlled by the ASAM bit (ADxCON1<2>). When the ASAM bit is set, the SHA is reconnected to the analog input pin at the end of the conversion in the sample/convert sequence. The ADC also has a mode when the conversions are started by hardware continuously. In this mode, the acquisition is set by the SAMC<4:0> bits (ADxCON3<12:8>).

Conversion time is the time required for the ADC to convert the voltage held by the SHA. The ADC requires one ADC clock cycle (TAD) to convert each bit of the result, plus two additional clock cycles. Therefore, a total of 14 TAD cycles are required to perform a complete 12-bit conversion. When the conversion time is complete, the result is written into one of the 32 ADC Result registers (ADCxBUF0 through ADCxBUF31). There are multiple input clock options for the ADC that are used to create the TAD clock.

The sum of the acquisition time and the Analog-to-Digital conversion time provides the total sample time (refer to Figure 25-2).

The sampling process can be performed once, periodically or based on a trigger, as defined by the module configuration.

**Figure 25-2: ADC Sample/Conversion Sequence**

- ADC Total Sample Time
- Acquisition Time
- Conversion Time
- Analog-to-Digital conversion complete, result is written into the ADC result buffer. Optionally, an interrupt is generated.
- SHA is disconnected from input and holds the signal. Analog-to-Digital conversion is started by the trigger.
- SHA is connected to the analog input pin for sampling.
The conversion trigger ends the sampling time and begins an Analog-to-Digital conversion. The conversion trigger source is selected by the SSRC<3:0> bits (ADxCON1<7:4>). The conversion trigger can be taken from a variety of hardware sources or can be controlled in software by clearing the SAMP bit. One of the conversion trigger sources is an auto-conversion timer. The time between auto-conversions is defined by a counter and the ADC clock period. The Auto-Sample mode and auto-conversion trigger can be used together to provide endless automatic conversions without software intervention.

An interrupt may be generated at the end of each sample sequence, or multiple sample sequences, as determined by the value of the SMPI<4:0> bits (ADxCON2<6:2>). The number of sample sequences between interrupts can vary and is limited by the number of implemented result buffers (ADCxBUFn). The user should note that the Analog-to-Digital conversion buffer holds the results of a single conversion sequence. The next sequence starts filling the buffer from the top, even if the number of samples in the previous sequence was less than the number of implemented ADCxBUFn registers. The total number of conversion results between interrupts is the SMPI<4:0> value. The total number of conversions between interrupts should not exceed the physical buffer depth.
25.4 ADC MODULE OPERATION

25.4.1 Analog Port Pins

The ANSELx and TRISx registers control the operation of the ADC port pins. ANSELx specifies the configuration of device pins to be used as analog inputs. A pin is configured as an analog input when the corresponding bit in the ANSELx register = 1. When the bit = 0, the pin is set to a digital input. When configured for analog input, the associated port I/O digital input buffer is disabled, so it does not consume current. The ANSELx registers are set at Reset, causing the ADC input pins to be configured for analog inputs by default.

The TRISx registers control the digital function of the port pins. The port pins that are desired as analog inputs must have their corresponding TRISx bit set, specifying the pin as an input. If the I/O pin associated with an ADC input is configured as an output (i.e., the TRISx bit is cleared), the port’s digital output level (VOH or VOL) will be converted. After a device Reset, all of the TRISx bits are set.

Since the analog inputs employ Electrostatic Discharge (ESD) protection, they have diodes to VDD and VSS. This requires that the analog input must be between VDD and VSS. If the input voltage exceeds this range by greater than 0.3V (in either direction), one of the diodes becomes forward-biased and it may damage the device if the input current specification is exceeded.

An external RC filter is sometimes added for anti-aliasing of the input signal. The R component should be selected to ensure that the acquisition time requirements are satisfied. Any external components connected (through high-impedance) to an analog input pin (capacitor, Zener diode, etc.) should have very little leakage current at the pin.

Note: When reading a PORTx register that shares pins with the ADC, any pin configured as an analog input reads as a ‘0’ when the PORTx latch is read. Analog levels on any pin that is defined as a digital input, but while not configured as an analog input, may cause the input buffer to consume current that is out of the device’s specification.

25.4.2 Analog Inputs

The ADxCHS register is used to select which analog input pin is connected for the conversion. The input analog multiplexer has two inputs, referred to as the positive and the negative input. The positive input is controlled by the CH0SA<4:0> bits (ADxCHS<4:0>) and the negative input is controlled by the CH0NA<2:0> bits (ADxCHS<7:5>).

The positive input can be selected from any one of the available analog input pins. The negative input can be selected as the ADC negative reference or an analog input from AN0 to AN6. The use of an analog input pin as the negative input allows the ADC to be used in Unipolar Differential mode.

Some devices include an option to measure a voltage of the device band gap circuit. To enable this feature, the BGREQ bit (ADxCON5<12>) must be set.

25.4.3 ADC Result Format

The data in the ADCxBUFn Result registers can be read as one of eight formats. The format is controlled by the FORM<2:0> bits (ADxCON1<10:8>). The user can select from integer, signed integer, fractional or signed fractional as a 16-bit or 32-bit result. Figure 25-3 and Figure 25-4 illustrate how a result is formatted.
Figure 25-3: ADC Output Data Formats, 10-Bit Mode (MODE12 Bit in ADxCON1 Register = 0)

Conversion Result:

Read to Bus:

Integer (FORM<2:0> = 000 or 100)

Signed Integer (FORM<2:0> = 001)

Fractional (FORM<2:0> = 010)

Signed Fractional (FORM<2:0> = 011)
Conversion Result:

<table>
<thead>
<tr>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>d9</th>
<th>d8</th>
<th>d7</th>
<th>d6</th>
<th>d5</th>
<th>d4</th>
<th>d3</th>
<th>d2</th>
<th>d1</th>
<th>d0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Read to Bus:

- **Signed Integer (FORM<2:0> = 101)**

<table>
<thead>
<tr>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>d0</th>
<th>d9</th>
<th>d8</th>
<th>d7</th>
<th>d6</th>
<th>d5</th>
<th>d4</th>
<th>d3</th>
<th>d2</th>
<th>d1</th>
<th>d0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

- **Fractional (FORM<2:0> = 110)**

  | S | S | S | S | S | S | d0 | d9 | d8 | d7 | d6 | d5 | d4 | d3 | d2 | d1 | d0 |
|---|---|---|---|---|---|----|----|----|----|----|----|----|----|----|----|----|----|
|   |   |   |   |   |   |    |    |    |    |    |    |    |    |    |    |    |    |    |

- **Signed Fractional (FORM<2:0> = 111)**

  | S | S | S | S | S | S | d0 | d9 | d8 | d7 | d6 | d5 | d4 | d3 | d2 | d1 | d0 |
|---|---|---|---|---|---|----|----|----|----|----|----|----|----|----|----|----|----|
|   |   |   |   |   |   |    |    |    |    |    |    |    |    |    |    |    |    |    |
Figure 25-4: ADC Output Data Formats, 12-Bit Mode (MODE12 Bit in ADxCON1 Register = 1)

<table>
<thead>
<tr>
<th>Conversion Result:</th>
<th>Read to Bus:</th>
</tr>
</thead>
<tbody>
<tr>
<td>d11</td>
<td>d10</td>
</tr>
<tr>
<td>Integer (FORM&lt;2:0&gt; = 000 or 100)</td>
<td></td>
</tr>
<tr>
<td>Signed Integer (FORM&lt;2:0&gt; = 001)</td>
<td></td>
</tr>
<tr>
<td>Fractional (FORM&lt;2:0&gt; = 010)</td>
<td></td>
</tr>
<tr>
<td>Signed Fractional (FORM&lt;2:0&gt; = 011)</td>
<td></td>
</tr>
</tbody>
</table>
Figure 25-4: ADC Output Data Formats, 12-Bit Mode (MODE12 Bit in ADxCON1 Register = 1) (Continued)

Conversion Result:

<table>
<thead>
<tr>
<th>d11</th>
<th>d10</th>
<th>d09</th>
<th>d08</th>
<th>d07</th>
<th>d06</th>
<th>d05</th>
<th>d04</th>
<th>d03</th>
<th>d02</th>
<th>d01</th>
<th>d00</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Read to Bus:

Signed Integer (FORM<2:0> = 101)

<table>
<thead>
<tr>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>S</th>
<th>d10</th>
<th>d09</th>
<th>d08</th>
<th>d07</th>
<th>d06</th>
<th>d05</th>
<th>d04</th>
<th>d03</th>
<th>d02</th>
<th>d01</th>
<th>d00</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Fractional (FORM<2:0> = 110)

<table>
<thead>
<tr>
<th>d11</th>
<th>d10</th>
<th>d9</th>
<th>d8</th>
<th>d7</th>
<th>d6</th>
<th>d5</th>
<th>d4</th>
<th>d3</th>
<th>d2</th>
<th>d1</th>
<th>d0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Signed Fractional (FORM<2:0> = 111)

<table>
<thead>
<tr>
<th>S</th>
<th>d10</th>
<th>d9</th>
<th>d8</th>
<th>d7</th>
<th>d6</th>
<th>d5</th>
<th>d4</th>
<th>d3</th>
<th>d2</th>
<th>d1</th>
<th>d0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
25.4.4 Number of Conversions per Interrupt

The SMPI<4:0> bits (ADxCON2<6:2>) select how many Analog-to-Digital conversions will take place before a CPU interrupt is generated. The maximum number of the conversions per interrupt is limited by the number of implemented ADCxBUFn registers, N. The SMPI<4:0> bits also define the number of locations that will be written in the result buffer, starting with ADCxBUF0 (ADCxBUF0 or ADCxBUF(N/2) for Dual Buffer mode). This can vary from one sample to N samples (one to N/2 samples for Dual Buffer mode). After the interrupt is generated, the sampling sequence restarts, with the result of the first sample being written to the first buffer location.

For example, if the SMPI<4:0> = 00000, the conversion results will always be written to ADCxBUF0. In this example, no other buffer locations will be used.

For example, if the SMPI<4:0> = 01110, 15 samples would be converted and stored in buffer locations, ADCxBUF0 through ADCxBUF14. An interrupt will be generated after ADCxBUF14 is written. After this, the next sample will be written to ADCxBUF0 again. In this example, buffers from ADCxBUF15 and above will not be used.

The data in the result registers will be overwritten by the next sampling sequence. The data in the result buffer must be read before the completion of the next sample, which targets the same buffer. The Buffer Fill mode can be used to increase the effective time software has to read a series of result buffers before hardware overwrites the same buffers with subsequent samples. Refer to Section 25.4.5 “Buffer Fill Mode”.

For the Split Buffer mode (BUFM bit (ADxCON2<1>) = 1), the number of conversions per interrupt must not exceed N/2 (SPMI<4:0> bits (ADxCON2<6:2>) < N/2).

25.4.5 Buffer Fill Mode

The ADC Output Result registers can be used as a single buffer or can be divided into 2 buffers. This option is controlled by the BUFM bit (ADxCON2<1>). The sizes of the buffers depend on the number of implemented result registers, N. When the BUFM bit = 0, a single, up to N words, buffer is used. This single buffer begins from the ADC1BUF0 register and has a size defined by the SMPI<4:0> bits (ADxCON2<6:2>). If the BUFM bit = 1, the ADC has two buffers, up to N/2 words each. The first buffer begins from the ADCxBUF0 register and the second buffer begins from the ADCxBUF(N/2) register. Both buffers have the same size, specified by the SMPI<4:0> bits.

When the Two Buffers mode is used (BUFM bit = 1), then the BUFS bit (ADxCON2<7>) indicates which buffer the ADC is currently filling. If the BUFS bit = 0, the ADC is filling the first buffer, starting from ADCxBUF0, and the application software should read conversion values from the second buffer, starting from ADCxBUF(N/2). If the BUFS bit = 1, the situation is reversed and the application software should read conversion values from the buffer starting from ADCxBUF0.

When the ADC Result Buffer Mode Select bit, BUFM (ADxCON2<1>), is ‘0’, the complete, up to N word buffer is used for all conversion sequences. Conversion results will be written sequentially in the buffer, starting at ADCxBUF0, until the number of samples as defined by the SMPI<4:0> bits (ADxCON2<6:2>) is reached. Then, the process is repeated and the next conversion result will be written to ADCxBUF0 again. If the ADC interrupt is enabled, an interrupt will be generated when the conversion result is written into the last buffer location.

When the BUFS bit is ‘1’, the ADC Result registers will be split into two N/2 word groups. Conversion results will be written sequentially into the first buffer, starting at ADCxBUF0, until the number of samples as defined by the SMPI<4:0> bits is reached. During this time, the BUFS bit (ADxCON2<7>) will be cleared. The ADC interrupt will be generated when the buffer is filled completely.

After the ADC interrupt flag is set, the following result will be written sequentially to the second buffer, starting at ADCxBUF(N/2). The next conversion result will be written to the second buffer, starting at ADCxBUF(N/2), until the number of samples as defined by the SMPI<4:0> bits is reached. During this time, the BUFS bit will be set. The ADC interrupt will be generated when the second buffer is filled completely. The process then restarts with BUFS = 0 and the results being written to the first buffer.

The decision of which Buffer Fill mode to use will depend upon how much time is available to move the buffer contents, after the Analog-to-Digital interrupt and the interrupt latency, as determined by the application. If the processor can unload a full buffer within the time it takes to sample and convert one analog input, the BUFM bit can be ‘0’ and up to N conversions may be done per interrupt. In case there are back-to-back continuous conversions, the processor will have one acquisition and conversion period before the first buffer location is overwritten.
For back-to-back conversions, if the processor cannot unload the buffer within the sample and conversion time, set the BUFM bit = 1 to prevent overwriting result data. For example, if the SMPI<4:0> bits = 00111, eight conversions will be written, loaded into the first buffer, following which, an interrupt will occur. The next eight conversions will be written to the second buffer. Therefore, the processor will have the entire time between interrupts to read the eight conversions out of the buffer.

25.4.6 Trigger Source

The ADC module may use different sources as a conversion trigger. The selection of the conversion trigger source is controlled by the SSRC<3:0> bits (ADxCON1<7:4>).

25.4.6.1 SOFTWARE TRIGGER

The ADC can be configured to end sampling and start a conversion when the SAMP bit (ADxCON1<1>) is cleared (= 0). This option is selected when the SSRC<3:0> bits are set to '0000'. To generate the software trigger, the time between setting and clearing the SAMP bit must be more than one ADC clock cycle (TAD). If this requirement is not met, the trigger will not be generated.

25.4.6.2 EXTERNAL TRIGGER

The ADC trigger can be generated using an event from another module. For example, the Timer1 period match event can trigger the ADC if the SSRC<3:0> bits are set to '0101'. There is a special option when the SSRC<3:0> bits equal '0110'. For this selection, the trigger can be generated by Timer1 when the device is in Sleep mode.

25.4.6.3 EXTERNAL INT0 PIN TRIGGER

To configure the ADC to begin a conversion on an active transition on the INT0 pin, the SSRC<3:0> bits should be set to '0001'. The INT0 pin may be programmed for either a rising edge input or a falling edge input to trigger the conversion process.

25.4.6.4 AUTO-CONVERSION TRIGGER

The ADC is configured to automatically perform sampling and conversion when the Conversion Trigger Source Select bits, SSRC<3:0>, are set to '0111'. In this mode, setting of the SAMP bit starts the sampling. The input sampling time is defined by the SAMC<4:0> bits (ADxCON3<12:8>). When sampling is finished, the SAMP bit is cleared automatically and the conversion begins.

25.4.7 Sampling Mode

Sampling can be started by software or automatically by hardware when the previous conversion is complete. This sampling option is controlled by the ASAM bit (ADxCON1<2>). Clearing the ASAM bit (ADxCON1<2>) disables the Auto-Sample mode. Acquisition will begin when the SAMP bit (ADxCON1<1>) is set by software. Acquisition will not resume until the SAMP bit is once again set.

Setting the ASAM bit (ADxCON1<2>) enables Auto-Sample mode. In this mode, the sampling will start automatically after the previous conversion has been completed. Clearing the ASAM bit (ADxCON1<2>) while in Auto-Sample mode will not terminate an ongoing acquire/convert sequence. However, sampling will not automatically resume after the current sample is converted. When the SAMP bit becomes zero, the analog input is disconnected from the Sample-and-Hold circuit. This behavior can be changed using the EXTSAM bit (ADxCON3<14>). When this bit is set, the ADC still continues to sample the input signal when the SAMP bit is zero.

When the auto conversion trigger is selected (SSRC<3:0> bits are set to '0111') or the auto scan feature is enabled (ASEN bit in ADxCON5 register is set), the analog input sampling time is defined by SAMC<4:0> bits (ADxCON3<12:8>).
25.4.8 Sampling Time Requirements

The analog input model of the 12-bit ADC module is shown in Figure 25-5. The total acquisition time for the Analog-to-Digital conversion is a function of the internal amplifier settling time and the holding capacitor charge time.

For the ADC module to meet its specified accuracy, the Charge Sample-and-Hold Capacitor (CHOLD) must be allowed to fully charge to the voltage level on the analog input pin. The Analog Output Source Resistance (Rs), the Interconnect Resistance (Ric) and the internal Sampling Switch Resistance (Rss) impedance combine to directly affect the time required to charge the CHOLD. The combined impedance of the analog sources must therefore be small enough to fully charge the holding capacitor within the chosen sample time. After the analog input is selected (changed), this acquisition function must be completed prior to starting the conversion.

Figure 25-5: 10-Bit ADC Analog Input Model

Note 1: The CPIN value depends on the device package and is not tested. The effect of the CPIN is negligible if Rs ≤ 5 kΩ.

Legend:

CPIN = Input Capacitance       VT = Threshold Voltage
RSS = Sampling Switch Resistance  Ric = Interconnect Resistance
Rs = Source Resistance       CHOLD = Sample-and-Hold Capacitor
ILEAKAGE = Leakage Current at the Pin due to Various Junctions
25.4.9 Voltage Reference Source

The VCFG<2:0> bits (ADxCON2<15:13>) select the voltage reference for Analog-to-Digital conversions. The higher voltage reference (VREFH) and the lower voltage reference (VREFL) may be the internal AVDD and AVSS voltage rails, or the VREF+ and VREF- input pins.

The external voltage reference pins may be shared with some ADC inputs on low pin count devices. The voltages applied to the external reference pins must meet certain specifications. Refer to the “Electrical Characteristics” section in the specific device data sheet for more information.

25.4.10 ADC Clock Source and Prescaler

The ADC module can use the Fast RC (FRC) oscillator or the Peripheral Bus Clock (TPB) as a conversion clock source (with period, TsRC). The clock source is controlled by the ADRC bit (ADxCON3<15>).

When the ADRC bit = 1, the Fast 8 MHz RC oscillator is used (TsRC = 1/8 MHz).

When the ADRC bit = 0, the Peripheral Bus Clock is used for the ADC (TsRC = TPB). For the correct operation, the ADC conversion clock (TAD) must meet the minimum TAD time requirement (see the specific device data sheet for the minimum TAD time). The ADC conversion clock (TAD) can be set using the prescaler specified by the ADCS<7:0> bits (ADxCON3<7:0>).

Equation 25-1 gives the TAD value as a function of the ADCS<7:0> bits and the source clock period, TsRC.

\[
TAD = 2 \cdot TsRC \cdot (ADCS<7:0> + 1)
\]

\[
ADCS<7:0> = \left( \frac{TAD}{2 \cdot TsRC} \right) - 1
\]

25.4.11 Scan Mode

The ADC module has a feature to scan several inputs. The CSCNA bit (ADxCON2<10>) enables the multiplexer input to be scanned across a selected number of analog inputs.

When Scan mode is enabled, the positive input is controlled by the contents of the ADxCSS register. Each bit in the ADxCSS register corresponds to an analog input. Bit 0 corresponds to AN0, bit 1 corresponds to AN1, and so on. If a particular bit in the ADxCSS register is ‘1’, the corresponding input is part of the scan sequence. The input is always scanned from the lower numbered input to the higher numbered input, starting at the lowest order bit that is enabled in ADxCSS. For scanning, one trigger must be generated for each channel included in the scan list (ADxCSS register). When Scan mode is enabled, the CH0SA<4:0> bits (ADxCHS<4:0>) are ignored. The number of samples per interrupt (defined by the SMPI<4:0> bits) must be set equal to the number of scanned inputs.

Note: If the number of scanned inputs selected is greater than the number of samples taken per interrupt (defined by the SMPI<4:0> bits), the higher numbered inputs will not be sampled. The ADxCSS register specifies only the input of the positive analog input. The CH0NA bits (ADxCHS<7:5>) select the input of the negative analog input during scanning.

When the CSCNA bit = 0, Scan mode is disabled and the positive input to the multiplexer is controlled by the CH0SA<4:0> bits.
25.4.12 Auto-Scan Mode

The ADC module Auto-Scan mode feature allows the scanning of a few inputs. Unlike the regular Scan mode controlled by the CSNA bit (ADxCON2<10>), the auto-scan requires only one initial trigger to convert all channels. The scan start is triggered by the trigger source programmed by the SSRC<4:0> bits (ADxCON1<7:4>). The ASEN bit (ADxCON5<15>) controls the overall operation of auto-scan; setting this bit enables the functionality.

For the Auto-Scan mode, an interrupt is generated after the scan sequence completion or the interrupt generation is controlled by the ASINT<1:0> bits (ADxCON5<9:8>) if the Threshold Detect feature is enabled (refer to Section 25.4.13 “Threshold Detect Operation” for details).

The ASEN bit enables the multiplexer input to be scanned across a selected number of analog inputs. When Auto-Scan mode is enabled, the positive input is controlled by the contents of the ADxCSS register. Each bit in the ADxCSS register corresponds to an analog input. Bit 0 corresponds to AN0, bit 1 corresponds to AN1, and so on. If a particular bit in the ADxCSS register is ‘1’, the corresponding input is part of the scan sequence. The input is always scanned from the lower numbered input to the higher numbered input, starting at the lowest order bit that is enabled in ADxCSS. When Auto-Scan mode is enabled, the CH0SA<4:0> (ADxCHS<4:0>), CSCNA (ADxCON2<10>) and SMPI<4:0>(ADxCON2<6:2>) bits are ignored. When the ASEN bit = 0, Auto-Scan mode is disabled and the positive input to the multiplexer is controlled by the CH0SA<4:0> bits, or by scan logic, if it is enabled by the CSCNA bit.

For the Auto-Scan mode, the result of the conversion can be stored in the ADCxBUFn registers by the channel number (Channel Indexed Buffer mode). This mode is controlled by the BUFREGEN bit (ADxCON2<11>). If this bit is set, the FIFO mode is disabled and each channel has its own corresponding ADC Result Buffer register. The result for the AN0 input will be stored in the ADCxBUF0 register, the result for the AN5 input will be stored in the ADCxBUF5 register, and so on.

The LPEN bit (ADxCON5<14>) allows the auto-scan feature to function in Sleep or Idle mode. Setting LPEN configures the ADC to enter into Low-Power mode between triggers after the scan is finished. If the Threshold Detect feature is enabled and the LPEN bit = 1, the ADC can operate in Sleep or Idle mode and wake the CPU (generate an interrupt) only when the specified threshold conditions are met (refer to Section 25.4.13 “Threshold Detect Operation” for details).

25.4.13 Threshold Detect Operation

Threshold Detect is an extension of the auto-scan feature described in the previous section. To use the Threshold Detect, the Auto-Scan mode must be enabled by setting the ASEN bit (ADxCON5<15>). In addition to being able to repeatedly sample a predefined sequence of analog channels, Threshold Detect allows the user to define match conditions based on the conversion results and generates an interrupt based on these conditions. During normal operation, this can potentially reduce the amount of CPU time spent on processing ADC interrupts. For low-power applications, this can allow the CPU to remain inactive for longer periods, waking only when specific analog conditions are met.

When selected by the user, Threshold Detect changes the operation of the ADC results buffer by making it a read/write array for both conversion results and comparison (threshold) values. It also brings into play the ADxCHIT register, which is used to indicate match conditions.
25.4.13.1 OPERATING MODES

The operation of Threshold Detect is controlled by the ADxCON5 register (Register 25-4). The Threshold Detect is enabled if the WM<1:0> bits (ADxCON5<3:2>) are set to a non-zero value (‘01’ or ‘10’).

The channels for comparison are selected using the ADxCSS register. Setting a particular bit in either register includes the corresponding channel in an automatic sequential scan. One or more channels may be selected. After the channels have been selected, set the ASEN bit to enable a scan of the designated channels. The scan itself is triggered by the trigger source programmed by the SSRC<3:0> bits.

The Compare Mode bits, CM<1:0> (ADxCON5<1:0>), select the type of comparison to be performed. Four types are available:

- The result of the current conversion is greater than a reference threshold
- The result of the current conversion is less than a reference threshold
- The result of the current conversion is between two predefined thresholds (“Inside Window”)
- The result of the current conversion is outside of the predefined thresholds (“Outside Window”)

The Write Mode bits, WM<1:0> (ADxCON5<3:2>), enable the Threshold Detect feature and determine the disposition of the conversion. Three options are available:

- Discard the conversion after the comparison has been performed
- Store the conversion after the comparison has been performed
- Store the conversion without comparison

25.4.13.1.1 Buffer Operation and Comparisons

For Buffer Write modes that involve storing conversions (WM<1:0> = 0x), the BUFM and BUFREGEN bits control how the buffer functions (as a channel indexed, single FIFO or split FIFO buffer). However, when the compare and store option is selected (WM<1:0> = 01), using a FIFO mode may overwrite the buffers of other channels and cause unpredictable comparison results. For that reason, always use Channel Indexed Buffer mode (BUFREGEN = 1) when using the compare and store option.

25.4.13.1.2 Buffer Operation in Windowed Comparisons (Channel Mirroring)

The use of windowed comparisons changes the available options for the results buffer. To accommodate the storage of two threshold values, the buffer of N registers is automatically split into two N/2 buffers, similar to Split FIFO mode. Buffer addresses in each half are paired with the lowest address in one buffer, matched to the buffer address in the upper half. (For example, in a 16-word buffer, ADCxBUF0 is paired with ADCxBUF8, ADCxBUF1 is paired with ADCxBUF9, and so on.) This pairing is referred to as “channel mirroring”.

Mirroring can obviously be applied only to the lower ADC channels; for most devices, this corresponds to the lower half of the external analog channels. This does not mean that those buffer locations cannot be used for other purposes. However, storing any other data in a particular buffer location, where channel mirroring is being used, may result in misleading comparison evaluations.

25.4.13.2 SETTING COMPARISON_THRESHOLDS

The comparison thresholds for Threshold Detect are set by writing the desired values to an appropriate location in the ADC results buffer. This can only be done when the module is deactivated (ADxCON1<15> = 0).

The location of the threshold is determined by the comparison type. For simple greater than, and less than, comparisons, the value is written to the buffer location corresponding to the input channel to be monitored. For example, if AN0 is to be monitored for a voltage over a certain level, the ceiling threshold is stored in ADCxBUF0.

The location of the thresholds for windowed comparisons are written to two addresses. The lower value is written to the address corresponding to the monitored channel. The upper value is stored in the corresponding mirrored address in the upper half of the buffer. To expand on the previous example with a 16-word buffer, if the conversion on AN0 is to be a windowed comparison, the floor threshold is stored in ADCxBUF0, while the ceiling threshold is stored in ADCxBUF8.
25.4.13.3 COMPARE HIT REGISTERS

To determine if a particular event has occurred, the ADC module uses the ADxCHIT register to record match events. This register maps its individual bits sequentially to each of the (up to) 32 analog channels. If a particular channel in a device is not implemented, the corresponding Compare Hit bit (CHHn) is not implemented.

Each bit serves as an event semaphore for its corresponding channel. When the programmed event occurs on that channel, the bit becomes set and stays set until it is cleared by the application. It is the user’s responsibility to clear the bits after the application has evaluated them.

Depending on the event, more than one compare hit bit may be set. The significance of a set bit must be interpreted by the application in the context of the Compare mode selected. Particular examples are covered in Section 25.4.13.5 “Comparison Mode Examples”.

25.4.13.4 THRESHOLD DETECT INTERRUPTS

The ADC module can generate an interrupt and set the ADxIF flag based on Threshold Detect operation. This is based on completion of a Threshold Detect sequence and/or the occurrence of a valid comparison. When Threshold Detect is enabled (ASEN = 1 and WM<1:0> ≠ 00), ADC module interrupt generation is governed by the ASINT<1:0> bits (ADxCON5<9:8>) and the SMPI<4:0> bits (ADxCON2<6:2>) are ignored.

The Threshold Detect interrupt is configured by the ASINT<1:0> bits. Options include interrupt after a scan sequence, interrupt after a scan sequence with a valid match, interrupt after a valid match (without waiting for the sequence to end) or no interrupt.

25.4.13.5 COMPARISON MODE EXAMPLES

The following examples show the effect of valid comparisons on the results buffer and the Compare Hit registers. In each figure, changes within the registers are indicated in bold.

For the sake of simplicity, the examples assume a device with only 16 ADC result buffers (from ADC1BUF0 to ADC1BUF15). Devices with a larger number of results buffers will function in a similar fashion.

**Note:** When using any comparison mode, always use channel indexed buffer storage (BUFREGEN = 1). Otherwise, the threshold values for other channels may be overwritten, resulting in unpredictable comparisons.
25.4.13.5.1 Simple Comparisons (Greater and Less Than Results)

When the Compare Mode bits, CM<1:0> (ADxCON5<1:0>), are programmed as ‘0x’, the converter compares the sampled value to see if it is greater than (CM<1:0> = 01), or less than (CM<1:0> = 00), the threshold value in the buffer location. If the condition is met, both of the following occur:

- The Compare Hit bit (CHHn) for the corresponding channel is set.
- If the Write Mode bits, WM<1:0> (ADxCON5<3:2>), are programmed to ‘01’, the converted value is written to the buffer, replacing the threshold value. If WM<1:0> = 10, the converted value is discarded.

The changes to the 16-word result buffer and the Compare Hit register are shown in Figure 25-6. Note that they are the same for both types of simple comparison.

**Figure 25-6: Simple Comparison Operations (Greater Than and Less Than)**

<table>
<thead>
<tr>
<th>Before Conversion and Comparison</th>
<th>After Conversion and Comparison</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCxBUF15 — —</td>
<td>ADCxBUF15 — —</td>
</tr>
<tr>
<td>ADCxBUF14 — —</td>
<td>ADCxBUF14 — —</td>
</tr>
<tr>
<td>ADCxBUF13 — —</td>
<td>ADCxBUF13 — —</td>
</tr>
<tr>
<td>ADCxBUF12 — —</td>
<td>ADCxBUF12 — —</td>
</tr>
<tr>
<td>ADCxBUF11 — —</td>
<td>ADCxBUF11 — —</td>
</tr>
<tr>
<td>ADCxBUF10 — —</td>
<td>ADCxBUF10 — —</td>
</tr>
<tr>
<td>ADCxBUF9 — —</td>
<td>ADCxBUF9 — —</td>
</tr>
<tr>
<td>ADCxBUF8 — —</td>
<td>ADCxBUF8 — —</td>
</tr>
<tr>
<td>ADCxBUF7 — —</td>
<td>ADCxBUF7 — —</td>
</tr>
<tr>
<td>ADCxBUF6 — —</td>
<td>ADCxBUF6 — —</td>
</tr>
<tr>
<td>ADCxBUF5 — —</td>
<td>ADCxBUF5 — —</td>
</tr>
<tr>
<td>ADCxBUF4 — —</td>
<td>ADCxBUF4 — —</td>
</tr>
<tr>
<td>ADCxBUF3 — —</td>
<td>ADCxBUF3 — —</td>
</tr>
<tr>
<td>ADCxBUF2 Threshold Value</td>
<td>ADCxBUF2 Threshold Value Conversion Value</td>
</tr>
<tr>
<td>ADCxBUF1 — —</td>
<td>ADCxBUF1 — —</td>
</tr>
<tr>
<td>ADCxBUF0 — —</td>
<td>ADCxBUF0 — —</td>
</tr>
</tbody>
</table>

ADxCHIT = 0x00000000

ADxCHIT = 0x00000004
25.4.13.5.2 Inside Window Comparison

When the Compare Mode bits, CM<1:0>, are programmed as '10', the converter compares the sampled value to see if it falls between the threshold values in the buffer and mirrored channel location. Since the value in the mirrored channel location is always the greater value of the two thresholds, the condition is met when:

\[ \text{Threshold 2} > \text{Converted Value} > \text{Threshold 1} \]

In this case, both of the following occur:

- The Compare Hit bit (CHHn) for the corresponding channel is set; the Compare Hit bit for the mirrored channel remains cleared.
- If the Write Mode bits, WM<1:0>, are programmed to '01', the converted value is written to the buffer, replacing the lower threshold value. If WM<1:0> = 10, the converted value is discarded.

The changes to the 16-word result buffer and the Compare Hit register are shown in Figure 25-7.

**Figure 25-7: Inside Window Comparison Operation**

<table>
<thead>
<tr>
<th>Before Conversion and Comparison</th>
<th>After Conversion and Comparison</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCxBUF15 — —</td>
<td>ADCxBUF15 — —</td>
</tr>
<tr>
<td>ADCxBUF14 — —</td>
<td>ADCxBUF14 — —</td>
</tr>
<tr>
<td>ADCxBUF13 — —</td>
<td>ADCxBUF13 — —</td>
</tr>
<tr>
<td>ADCxBUF12 — —</td>
<td>ADCxBUF12 — —</td>
</tr>
<tr>
<td>ADCxBUF11 — —</td>
<td>ADCxBUF11 — —</td>
</tr>
<tr>
<td>ADCxBUF10 Threshold 2</td>
<td>ADCxBUF10 Threshold 2 Threshold 2</td>
</tr>
<tr>
<td>ADCxBUF9 — —</td>
<td>ADCxBUF9 — —</td>
</tr>
<tr>
<td>ADCxBUF8 — —</td>
<td>ADCxBUF8 — —</td>
</tr>
<tr>
<td>ADCxBUF7 — —</td>
<td>ADCxBUF7 — —</td>
</tr>
<tr>
<td>ADCxBUF6 — —</td>
<td>ADCxBUF6 — —</td>
</tr>
<tr>
<td>ADCxBUF5 — —</td>
<td>ADCxBUF5 — —</td>
</tr>
<tr>
<td>ADCxBUF4 — —</td>
<td>ADCxBUF4 — —</td>
</tr>
<tr>
<td>ADCxBUF3 — —</td>
<td>ADCxBUF3 — —</td>
</tr>
<tr>
<td>ADCxBUF2 Threshold 1</td>
<td>ADCxBUF2 Threshold 1 Conversion Value</td>
</tr>
<tr>
<td>ADCxBUF1 — —</td>
<td>ADCxBUF1 — —</td>
</tr>
<tr>
<td>ADCxBUF0 — —</td>
<td>ADCxBUF0 — —</td>
</tr>
</tbody>
</table>

ADxCHIT = 0x00000000

ADxCHIT = 0x00000004
25.4.13.5.3 Outside Window Comparison

When the Compare Mode bits, CM<1:0>, are programmed as '11', the converter compares the sampled value to see if it falls outside of the threshold values in the buffer and mirrored channel location. Again, since the value in the mirrored channel location is always the greater value of the two thresholds, the condition is met when either:

\[ \text{Converted Value} > \text{Threshold 2} \]

or

\[ \text{Threshold 1} > \text{Converted Value} \]

In these cases, the following occurs:

- The Compare Hit bit (CHHn) for the corresponding channel is set.
- If the converted value is greater than Threshold 2, the CHHn bit for the mirrored channel is also set. If it is less than Threshold 1, the mirrored channel bit remains '0'.
- If the Write Mode bits, WM<1:0>, are programmed to '01':
  - If the converted value is above Threshold 2, the converted value is written to the mirrored channel address, replacing the upper threshold value.
  - If the converted value is below Threshold 1, the converted value is written to the channel address, replacing the lower threshold value.
- If WM<1:0> = 10, the converted value is discarded.

The changes to the 16-word result buffer and the Compare Hit register are shown in Figure 25-8 (over the upper threshold) and Figure 25-9 (under the lower threshold).

Note that when a Windowed Comparison mode is selected and channel mirroring is enabled, nothing prevents a conversion from another operation from being stored in the mirrored channel location. In the previous examples of windowed operation, if AN10 is included in a Threshold Detect operation, a conversion on AN10 might be tested against the upper threshold for AN2, stored in that location. This could result in the threshold value being overwritten and/or the CHH10 bit being set.

For this reason, users must always carefully consider the allocation and use of the upper analog channels (both external and internal) when using Windowed Compare modes. Wherever possible, exclude the upper analog channels for Threshold Detect operations, and convert and test those channels in a separate routine.
**Figure 25-8: Outside Window Comparison Operation (over Threshold 2)**

<table>
<thead>
<tr>
<th>Before Conversion and Comparison</th>
<th>After Conversion and Comparison</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCxBUF15</td>
<td>ADCxBUF15</td>
</tr>
<tr>
<td>ADCxBUF14</td>
<td>ADCxBUF14</td>
</tr>
<tr>
<td>ADCxBUF13</td>
<td>ADCxBUF13</td>
</tr>
<tr>
<td>ADCxBUF12</td>
<td>ADCxBUF12</td>
</tr>
<tr>
<td>ADCxBUF11</td>
<td>ADCxBUF11</td>
</tr>
<tr>
<td>ADCxBUF10 Threshold 2</td>
<td>ADCxBUF10 Threshold 2</td>
</tr>
<tr>
<td>ADCxBUF9</td>
<td>ADCxBUF9</td>
</tr>
<tr>
<td>ADCxBUF8</td>
<td>ADCxBUF8</td>
</tr>
<tr>
<td>ADCxBUF7</td>
<td>ADCxBUF7</td>
</tr>
<tr>
<td>ADCxBUF6</td>
<td>ADCxBUF6</td>
</tr>
<tr>
<td>ADCxBUF5</td>
<td>ADCxBUF5</td>
</tr>
<tr>
<td>ADCxBUF4</td>
<td>ADCxBUF4</td>
</tr>
<tr>
<td>ADCxBUF3</td>
<td>ADCxBUF3</td>
</tr>
<tr>
<td>ADCxBUF2 Threshold 1</td>
<td>ADCxBUF2 Threshold 1</td>
</tr>
<tr>
<td>ADCxBUF1</td>
<td>ADCxBUF1</td>
</tr>
<tr>
<td>ADCxBUF0</td>
<td>ADCxBUF0</td>
</tr>
</tbody>
</table>

ADxCHIT = 0x00000000

ADxCHIT = 0x00000044

**Figure 25-9: Outside Window Comparison Operation (under Threshold 1)**

<table>
<thead>
<tr>
<th>Before Conversion and Comparison</th>
<th>After Conversion and Comparison</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCxBUF15</td>
<td>ADCxBUF15</td>
</tr>
<tr>
<td>ADCxBUF14</td>
<td>ADCxBUF14</td>
</tr>
<tr>
<td>ADCxBUF13</td>
<td>ADCxBUF13</td>
</tr>
<tr>
<td>ADCxBUF12</td>
<td>ADCxBUF12</td>
</tr>
<tr>
<td>ADCxBUF11</td>
<td>ADCxBUF11</td>
</tr>
<tr>
<td>ADCxBUF10 Threshold 2</td>
<td>ADCxBUF10 Threshold 2</td>
</tr>
<tr>
<td>ADCxBUF9</td>
<td>ADCxBUF9</td>
</tr>
<tr>
<td>ADCxBUF8</td>
<td>ADCxBUF8</td>
</tr>
<tr>
<td>ADCxBUF7</td>
<td>ADCxBUF7</td>
</tr>
<tr>
<td>ADCxBUF6</td>
<td>ADCxBUF6</td>
</tr>
<tr>
<td>ADCxBUF5</td>
<td>ADCxBUF5</td>
</tr>
<tr>
<td>ADCxBUF4</td>
<td>ADCxBUF4</td>
</tr>
<tr>
<td>ADCxBUF3</td>
<td>ADCxBUF3</td>
</tr>
<tr>
<td>ADCxBUF2 Threshold 1</td>
<td>ADCxBUF2 Threshold 1</td>
</tr>
<tr>
<td>ADCxBUF1</td>
<td>ADCxBUF1</td>
</tr>
<tr>
<td>ADCxBUF0</td>
<td>ADCxBUF0</td>
</tr>
</tbody>
</table>

ADxCHIT = 0x00000000

ADxCHIT = 0x00000044
25.4.14 Turning On the ADC

When the ON bit (ADxCON1<15>) is ‘1’, the ADC module is in Active mode and is fully powered and functional.

When ON is ‘0’, the ADC module is disabled. The digital and analog portions of the circuit are turned off for maximum current savings. Clearing the ON bit during a conversion will abort the current conversion. The ADC Result registers will not be updated. That is, the corresponding result buffer location will continue to contain the value of the last completed conversion (or the last value written to the buffer).

In order to return to the Active mode from the Off mode, the user software must wait for the analog stages to stabilize. Refer to the “Electrical Characteristics” section in the specific device data sheet for the stabilization time.

**Note:** Writing to any ADC control bits other than the ON (ADxCON1<15>), SAMP (ADxCON1<1>) and DONE (ADxCON1<0>) bits is not recommended while the ADC module is running.

25.4.15 Offset Calibration

The ADC module provides a method of measuring the internal offset error. After this offset error is measured, it can be subtracted in software from the result of an Analog-to-Digital conversion. Use the following steps to perform an offset measurement:

1. Configure the ADC in the same manner as it will be used in the application.
2. Set the OFFCAL bit (ADxCON2<12>). This overrides the input selections and connects the SHA inputs to AVSS.
3. Enable the ADC and perform a single conversion. The value that is written to the ADC result buffer is the internal offset error.
4. Clear the OFFCAL bit to return the ADC to normal operation.

**Note:** Only positive ADC offsets can be measured with this method.

25.4.16 DONE Bit Operation

The DONE bit (ADxCON1<0>) is set when a conversion sequence is complete. In Manual mode, the DONE bit is persistent; it remains set until it is cleared by software. The DONE bit can be polled to determine when the conversion has completed.

In all Automatic Sample modes (ASAM bit = 1), the DONE bit is not persistent. It is set at the end of a conversion sequence and cleared by hardware when the next acquisition is started. Polling the DONE bit is not recommended when operating the ADC in Automatic Sample modes. The ADC interrupt flag bit is latched after a conversion sequence is completed and can therefore be polled.

Note: Only positive ADC offsets can be measured with this method.
25.5  APPLICATION EXAMPLES

The following configuration examples show the ADC operation in different sampling and buffering configurations. In each example, it is assumed that the device has one ADC with a 16-word buffer.

25.5.1  Software Conversion Control

When the SSRC<3:0> bits (ADxCON1<7:4>) = 0000, the conversion trigger is under software control. Clearing the SAMP bit (ADxCON1<1>) starts the conversion sequence.

Example 25-1 is an example where setting the SAMP bit initiates sampling, and clearing the SAMP bit terminates sampling and starts conversion. The user software must time the setting and clearing of the SAMP bit for at least one TAD cycle to ensure that the ADC will detect the SAMP bit state transition.

Example 25-1:  Conversion Code Using Software Controlled Sampling and Trigger

```c
#include <xc.h>

unsigned long ADCResult;

void ADCTest()
{
    // Set RB2/AN4 as an analog input
    ANSELBbits.ANSB2 = 1;
    TRISBbits.TRISB2 = 1;
    // Select RB2/AN4 input
    AD1CHSbits.CH0SA = 4;
    // Clock from peripheral clock TPB
    AD1CON3bits.ADRC = 0;
    // ADC clock TAD = 8 peripheral clock TPB
    AD1CON3bits.ADCS = 8;
    // Set software trigger
    AD1CON1bits.SSRC = 0;
    // Turn on the ADC
    AD1CON1bits.ON = 1;

    // Repeat continuously
    while (1)
    {
        // Start sampling...
        AD1CON1bits.SAMP = 1;
        // Delay at least 1 TAD
        Nop(); Nop(); Nop(); Nop();
        Nop(); Nop(); Nop(); Nop();
        Nop(); Nop(); Nop(); Nop();
        Nop(); Nop(); Nop(); Nop();
        Nop(); Nop(); Nop(); Nop();
        // Reset ADC interrupt flag
        IFS0CLR = _IFS0_AD1IF_MASK;
        // Start converting ...
        AD1CON1bits.SAMP = 0;
        // Wait for the result
        while (IFS0bits.AD1IF == 0);
        // Get ADC value
        ADCResult = ADC1BUF0;
    }
}
```
25.5.2 Automatic Acquisition

Example 25-2 is an example in which setting the ASAM bit (ADxCON1<2>) initiates automatic acquisition, and clearing the SAMP bit (ADxCON1<1>) terminates sampling and starts conversion. After the conversion completes, the module will automatically return to an acquisition state. The SAMP bit is automatically set at the start of the acquisition interval. The user software must time the clearing of the SAMP bit for at least one TAD cycle to ensure that the ADC will detect the SAMP bit state transition.

Example 25-2: Conversion Code Using Automatic Sampling and Software Trigger

```c
#include <xc.h>

unsigned long ADCResult;

void ADCTest()
{
   // Set RB15/AN10 as an analog input
   ANSELBbits.ANSB15 = 1;
   TRISBbits.TRISB15 = 1;
   // Select RB15/AN10 input
   AD1CHSbits.CH0SA = 10;
   // Clock from peripheral clock TPB
   ADICON3bits.ADRC = 0;
   // ADC clock TAD = 8 peripheral clock TPB
   ADICON3bits.ADCS = 8;
   // Enable sampling automatically after each conversion
   ADICON1bits.ASAM = 1;
   // Set software trigger
   ADICON1bits.SSRC = 0;
   // Turn on the ADC
   ADICON1bits.ON = 1;
   // Start the first sampling cycle
   ADICON1bits.SAMP = 1;

   // Repeat continuously
   while (1)
   {
      // Delay at least 1 TAD
      Nop(); Nop(); Nop(); Nop();
      Nop(); Nop(); Nop(); Nop();
      Nop(); Nop(); Nop(); Nop();
      Nop(); Nop(); Nop(); Nop();
      Nop(); Nop(); Nop(); Nop();
      Nop(); Nop(); Nop(); Nop();
      // Reset ADC interrupt flag
      IFS0CLR = _IFS0_AD1IF_MASK;
      // Start converting ...
      ADICON1bits.SAMP = 0;
      // Wait for the result
      while (IFS0bits.AD1IF == 0);
      // Get ADC value
      ADCResult = ADC1BUF0;
   }
}
```
25.5.3 Auto-Conversion Trigger

When the SSRC<3:0> bits (ADxCON1<7:4>) = 0111, the conversion trigger is under ADC clock control. The SAMC<4:0> bits (ADxCON3<12:8>) select the number of TAD clock cycles between the start of acquisition and the start of conversion. This trigger option provides the fastest conversion rates on multiple channels. After the start of acquisition, the module will count a number of TAD clocks specified by the SAMC<4:0> bits.

Equation 25-2: Clocked Conversion Trigger Time

\[ T_{SMP} = SAMC<4:0> \times T_{AD} \]

The SAMCx bits must always be programmed for at least one clock cycle. See Example 25-3 for a code example.

Example 25-3: Conversion Code Using Software Sampling Start and Auto-Conversion Trigger

```c
#include <xc.h>

unsigned long ADCResult;

void ADCTest()
{
    // Set RB12/AN7 as an analog input
    ANSELBbits.ANSB12 = 1;
    TRISBbits.TRISB12 = 1;
    // Select RB12/AN7 input
    AD1CHSbits.CH0SA = 7;
    // Clock from peripheral clock TPB
    AD1CON3bits.ADRC = 0;
    // ADC clock TAD = 8 peripheral clock TPB
    AD1CON3bits.ADCS = 8;
    // Set sample time to 5 TAD
    AD1CON3bits.SAMC = 5;
    // Set auto conversion trigger
    AD1CON1bits.SSRC = 7;
    // Turn on the ADC
    AD1CON1bits.ON = 1;

    // Repeat continuously
    while (1)
    {
        // Reset ADC interrupt flag
        IFS0CLR = _IFS0_AD1IF_MASK;
        // Start sampling and after 5 TAD go to conversion
        AD1CON1bits.SAMP = 1;
        // Wait for the result
        while (IFS0bits.AD1IF == 0);
        // Get ADC value
        ADCResult = ADC1BUF0;
    }
}
```
25.5.4 Free-Running Sample/Conversion Sequence

As shown in Example 25-4, using the Auto-Conversion Trigger mode (SSRC<3:0> = 0111) in combination with the Automatic Sampling Start mode (ASAM = 1), allows the ADC module to schedule acquisition/conversion sequences with no intervention by the user or other device resources. This Automatic mode allows continuous data collection after module initialization.

Example 25-4: Conversion Code Using Auto-Sampling and Auto-Conversion Start

```c
#include <xc.h>

unsigned long ADCResult;
void ADCTest()
{
  // Set RB12/AN7 as an analog input
  ANSELBbits.ANSB12 = 1;
  TRISBbits.TRISB12 = 1;
  // Select RB12/AN7 input
  AD1CHSbits.CH0SA = 7;
  // Clock from peripheral clock TPB
  AD1CON3bits.ADRC = 0;
  // ADC clock TAD = 8 peripheral clock TPB
  AD1CON3bits.ADCS = 8;
  // Set sample time to 5 TAD
  AD1CON3bits.SAMC = 5;
  // Enable sampling automatically after each conversion
  AD1CON1bits.ASAM = 1;
  // Set auto conversion trigger
  AD1CON1bits.SSRC = 7;
  // Turn on the ADC
  AD1CON1bits.ON = 1;
  // Start the first sampling cycle
  AD1CON1bits.SAMP = 1;

  // Repeat continuously
  while (1)
  {
    // Reset ADC interrupt flag
    IFS0CLR = _IFS0_AD1IF_MASK;
    // Wait for the result
    while (IFS0bits.AD1IF == 0);
    // Get ADC value
    ADCResult = ADC1BUF0;
  }
}
```
25.5.5 Analog-to-Digital Conversions While Scanning Through Analog Inputs

Example 25-5 illustrates a typical setup where all available analog inputs are sampled and converted. Setting the CSCNA bit (ADxCON2<10>) specifies scanning of the ADC inputs.

Initially, the AN4 input is acquired and converted. The result is stored in the ADC buffer. Then the AN7 and AN10 inputs are acquired and converted.

Example 25-5: Conversion Code Using Inputs Scanning

```c
#include <xc.h>

unsigned long ADCResultAN4;
unsigned long ADCResultAN7;
unsigned long ADCResultAN10;

void ADCTest()
{
    // Set RB2/AN4 as an analog input
    ANSELBbits.ANSB2 = 1;
    TRISBbits.TRISB2 = 1;
    // Set RB12/AN7 as an analog input
    ANSELBbits.ANSB12 = 1;
    TRISBbits.TRISB12 = 1;
    // Set RB15/AN10 as an analog input
    ANSELBbits.ANSB15 = 1;
    TRISBbits.TRISB15 = 1;
    // Add 3 inputs above to the scan list
    AD1CSS = (1<<4)|(1<<7)|(1<<10);
    // Enable scan
    AD1CON2bits.CSCNA = 1;
    // Set number conversion per interrupt to the number of inputs (3)
    AD1CON2bits.SMPI = 3-1;
    // Clock from peripheral clock TPB
    AD1CON3bits.ADRC = 0;
    // ADC clock TAD = 8 peripheral clock TPB
    AD1CON3bits.ADCS = 8;
    // Enable sampling automatically after each conversion
    AD1CON1bits.ASAM = 1;
    // Set external trigger (from TIMER 1)
    AD1CON1bits.SSRC = 5;
    // Turn on the ADC
    AD1CON1bits.ON = 1;
    // Start the first sampling cycle
    AD1CON1bits.SAMP = 1;
    // Reset ADC interrupt flag
    IFS0CLR = _IFS0_AD1IF_MASK;
    // Set TIMER 1 period
    PR1 = 0x2000;
    // Enable TIMER 1
    T1CONbits.ON = 1;

    // Repeat continuously
    while (1)
    {
        // Wait for the result
        while (IFS0bits.AD1IF == 0);
        // Reset ADC interrupt flag
        IFS0CLR = _IFS0_AD1IF_MASK;

        // Get ADC values
        ADCResultAN4 = ADC1BUF0;
        ADCResultAN7 = ADC1BUF1;
        ADCResultAN10 = ADC1BUF2;
    }
}
```
25.5.6 Using Dual 8-Word Buffers

Example 25-6 demonstrates using dual 8-word buffers and alternating the buffer fill. Setting the BUFM bit (ADxCON2<1>) enables dual 8-word buffers. The BUFM bit setting does not affect other operational parameters. First, the conversion sequence starts filling the buffer at ADC1BUF0. After the first interrupt occurs, the buffer begins to fill at ADC1BUF8. The BUFS bit (ADxCON2<7>) is alternately set and cleared after each interrupt to show which buffer is being filled. In this example, three analog inputs are sampled and an interrupt occurs after every third sample.

Example 25-6: Conversion Code Using Dual Buffers

```c
#include <xc.h>

unsigned long ADCResultAN4;
unsigned long ADCResultAN7;
unsigned long ADCResultAN10;

void ADCTest()
{
    // Set RB2/AN4 as an analog input
    ANSELBbits.ANSB2 = 1;
    TRISBbits.TRISB2 = 1;
    // Set RB12/AN7 as an analog input
    ANSELBbits.ANSB12 = 1;
    TRISBbits.TRISB12 = 1;
    // Set RB15/AN10 as an analog input
    ANSELBbits.ANSB15 = 1;
    TRISBbits.TRISB15 = 1;
    // Add 3 inputs above to the scan list
    AD1CSS = (1<<4)|(1<<10)|(1<<12);
    // Enable scan
    AD1CON2bits.CSCNA = 1;
    // Set number conversion per interrupt to the number of inputs (3)
    AD1CON2bits.SMPI = 3-1;
    // Split buffer in 2
    AD1CON2bits.BUFM = 1;
    // Clock from peripheral clock TPB
    AD1CON3bits.ADRC = 0;
    // ADC clock TAD = 8 peripheral clock TPB
    AD1CON3bits.ADCS = 8;
    // Enable sampling automatically after each conversion
    AD1CON1bits.ASAM = 1;
    // Set external trigger (from TIMER 1)
    AD1CON1bits.SSRC = 5;
    // Turn on the ADC
    AD1CON1bits.ON = 1;
    // Start the first sampling cycle
    AD1CON1bits.SAMP = 1;
    // Reset ADC interrupt flag
    IFS0CLR = _IFS0_AD1IF_MASK;
    // Set TIMER1 period
    PR1 = 0x2000;
    // Enable TIMER1
    T1CONbits.ON = 1;
    // Repeat continuously
    while (1)
    {
```
Example 25-6: Conversion Code Using Dual Buffers (Continued)

```c
// Wait for the result
while (IFS0bits.AD1IF == 0);
// Reset ADC interrupt flag
IFS0CLR = _IFS0_AD1IF_MASK;
// Read current buffer number
if(ADICON2bits.BUFS == 1)
{
  // ADC is currently filling Buffers 8-10, read data from 0-2
  ADCResultAN4 = ADC1BUF0;
  ADCResultAN7 = ADC1BUF1;
  ADCResultAN10 = ADC1BUF2;
}
else{
  // ADC is currently filling Buffers 0-2, read data from 8-10
  ADCResultAN4 = ADC1BUF8;
  ADCResultAN7 = ADC1BUF9;
  ADCResultAN10 = ADC1BUF10;
}
```
25.5.7 Analog-to-Digital Conversions in Sleep Mode Using Threshold Detect

Example 25-7 demonstrates the ADC operation in Sleep mode. The Auto-Scan with the Threshold Detect feature is used to wake-up the device if the voltage level on any of the three inputs exceeds the programmed threshold.

Example 25-7: Code Using Threshold Detection in Sleep Mode

```c
#include <xc.h>

void ADCTest()
{
    // Set RB2/AN4 as an analog input
    ANSELBbits.ANSB2 = 1;
    TRISBbits.TRISB2 = 1;
    // Set RB12/AN7 as an analog input
    ANSELBbits.ANSB12 = 1;
    TRISBbits.TRISB12 = 1;
    // Set RB15/AN10 as an analog input
    ANSELBbits.ANSB15 = 1;
    TRISBbits.TRISB15 = 1;
    // Add 3 inputs above to the scan list
    AD1CSS = (1<<4)|(1<<7)|(1<<10);
    // Enable auto scan
    AD1CON5bits.ASEN = 1;
    // Low power mode after conversion sequence
    AD1CON5bits.LPEN = 1;
    // Enable Threshold Detect, discard the conversion result
    AD1CON5bits.WM = 2;
    // Set compare mode to "Greater Than"
    AD1CON5bits.CM = 1;
    // Generate interrupt to wake up only if a valid compare has occurred
    AD1CON5bits.ASINT = 2;
    // Set thresholds for all inputs
    ADC1BUF4 = 3072;
    ADC1BUF10 = 3072;
    ADC1BUF12 = 3072;
    // Clock from Fast RC oscillator to operate in Sleep
    AD1CON3bits.ADRC = 1;
    // ADC clock TAD = 8 RC oscillator cycles = 1uS
    AD1CON3bits.ADCS = 8;
    // Set sample time to 5 TAD
    AD1CON3bits.SAMC = 5;
    // Enable sampling automatically after each conversion
    AD1CON5bits.ASAM = 1;
    // Set external trigger (from TIMER 1 in Sleep mode)
    AD1CON5bits.SSRC = 6;
    // Turn on the ADC
    AD1CON1bits.ON = 1;
    // Start the first sampling cycle
    AD1CON1bits.SAMP = 1;
    // Enable ADC interrupt
    IPC3bits.AD1IP = 3;
    IEC0bits.AD1IE = 1;
    // Initialize timer to generate triggers in Sleep mode
    // Set TIMER 1 period
    PR1 = 0x1000;
    // Set LPSC as a clock source (active in Sleep mode)
    T1CONbits.TECS = 2;
    T1CONbits.TCS = 1;
    // Enable TIMER 1
    T1CONbits.ON = 1;
}```
Example 25-7:  Code Using Threshold Detection in Sleep Mode (Continued)

```c
// Repeat continuously
while (1)
{
    // Enter Sleep mode
    SYSKEY = 0xAA996655;
    SYSKEY = 0x556699AA;
    OSCCONbits.SLPEN = 1;
    asm volatile("wait");

    // Here device will wake up if conversion result
    // on AN4, AN7 or AN10 will be greater than 3072,
    // toggle RB7 to indicate
    TRISBbits.TRISB7 = 0;
    LATBbits.LATB7 ^= 1;
}

void __attribute__ ((vector(_ADC_VECTOR), interrupt(IPL3SOFT)))
ADCSoftwareHandler(void)
{
    // Reset ADC interrupt flag
    IFS0CLR = _IFS0_AD1IF_MASK;
}
```
25.6 INTERRUPTS

The ADC module has a dedicated interrupt bit, ADxIF bit, and a corresponding interrupt enable/mask bit, ADxIE bit. These bits are used to determine the source of an interrupt and to enable or disable an individual interrupt source.

The ADxIF bit is set when the condition set by the Samples Per Interrupt bits, SMPI<4:0> (ADxCON2<6:2>), is met. The ADxIF bit will then be set without regard to the state of the corresponding ADxIE bit. The ADxIF bit can be polled by software if desired.

The ADxIE bit controls the interrupt generation. If the ADxIE bit is set, the CPU will be interrupted whenever an event defined by SMPI<4:0> occurs and the corresponding ADxIF bit will be set (subject to the priority and subpriority as outlined below).

It is the responsibility of the routine that services a particular interrupt to clear the appropriate interrupt flag bit before the service routine is complete.

The priority of the ADC interrupt can be set independently through the ADxIP<2:0> bits. This priority defines the priority group that the interrupt source will be assigned to. The priority groups range from a value of 7, the highest priority, to a value of 0, which does not generate an interrupt. An interrupt being serviced will be preempted by an interrupt in a higher priority group.

The subpriority bits allow setting the relative priority of an interrupt source within a priority group. The values of the subpriority, ADxIS<1:0> bits, range from 3, the highest priority, to 0 the lowest priority. An interrupt with the same priority group, but having a higher subpriority value, will preempt a lower subpriority interrupt that is in progress.

The priority group and subpriority bits allow more than one interrupt source to share the same priority and subpriority. If simultaneous interrupts occur in this configuration, the subpriority of the interrupt sources within a priority/group determine the interrupt generated. If multiple interrupts of the same priority and subpriority are pending, the natural priority based on the vector numbers of the interrupt sources is used to determine which interrupt is serviced first. The lower vector number has a higher priority of interrupt.

After an enabled interrupt is generated, the CPU will jump to the vector assigned to that interrupt. The vector number for the interrupt is the same as the natural order number. The CPU will then begin executing code at the vector address. The users code at this vector address should perform any operations required, such as reading the converted samples, clearing the interrupt flag and then exiting. Refer to the “Interrupt Controller” section in the device data sheet for vector address table details and for more information on interrupts.
25.7  OPERATION DURING SLEEP AND IDLE MODES

Sleep and Idle modes are useful for minimizing conversion noise because the digital activity of the CPU, buses and other peripherals is minimized.

When the device enters Sleep mode, all clock sources to the module are shut down and stay at logic ‘0’.

If Sleep occurs in the middle of a conversion, the conversion may be aborted unless the ADC module is clocked from its internal RC oscillator. If the converter resumes a partially completed conversion on exiting from Sleep mode, the converted results should be discarded as the Sample-and-Hold capacitor will not maintain the acquired voltage.

ADC register contents are not affected by the device entering or leaving Sleep mode with the exception of the SAMP bit (ADxCON1<1>). After leaving Sleep mode, the SAMP bit will be cleared.

The ADC module can operate during Sleep mode only if the ADC clock source is set to the Fast RC (FRC) oscillator (ADRC (ADxCON3<15>) = 1). The operation in Sleep reduces the digital switching noise from the conversion. When the conversion is completed, the DONE bit (ADxCON1<0>) will be set and the result loaded into the ADC result buffer.

If the ADC interrupt is enabled (ADxIE bit = 1), the device will wake-up from Sleep when the ADC interrupt occurs. Program execution will resume at the ADC Interrupt Service Routine (ISR) if the ADC interrupt is greater than the current CPU priority. Otherwise, execution will continue from the instruction after the WAIT instruction that placed the device in Sleep mode.

25.7.1 ADC Operation During CPU IDLE Mode

For the ADC, the SIDL bit (ADxCON1<13>) specifies whether the module will stop on Idle or continue on Idle. If the SIDL bit = 0, the ADC module will continue normal operation when the device enters Idle mode. If the ADC interrupt is enabled (ADxIE bit = 1), the device will wake-up from Idle mode when the ADC interrupt occurs. Program execution will resume at the ADC ISR if the ADC interrupt is greater than the current CPU priority. Otherwise, execution will continue from the instruction after the WAIT instruction that placed the device in Idle mode.

If the SIDL bit = 1, the ADC module will stop in Idle mode and internal analog biasing circuitry will be shut down, reducing Idle current. If the device enters Idle mode in the middle of a conversion, the conversion is aborted. The converter will not resume a partially completed conversion on exiting from Idle mode.

25.8  EFFECT OF RESET

Following a Reset, all of the ADC Control registers (ADxCON1, ADxCON2, ADxCON3, ADxCON5, ADxCHIT, ADxCHS, ANSELx and ADxCSS) are reset to a value of ‘0x00000000’. This disables the ADC module and sets the analog input pins to Analog Input mode. Any conversion that was in progress will terminate and the result will not be written to the result buffer.

The values in the ADCxBUFn registers are initialized to zero during a Reset.
25.9 RELATED APPLICATION NOTES

This section lists application notes that are related to this section of the manual. These application notes may not be written specifically for the PIC32 device family, but the concepts are pertinent and could be used with modification and possible limitations. The current application notes related to the 12-Bit Analog-to-Digital Converter (ADC) with Threshold Detect module are:

<table>
<thead>
<tr>
<th>Title</th>
<th>Application Note #</th>
</tr>
</thead>
<tbody>
<tr>
<td>Using the Analog-to-Digital (A/D) Converter</td>
<td>AN546</td>
</tr>
<tr>
<td>Four-Channel Digital Voltmeter with Display and Keyboard</td>
<td>AN557</td>
</tr>
<tr>
<td>Understanding A/D Converter Performance Specifications</td>
<td>AN693</td>
</tr>
</tbody>
</table>

Note: Please visit the Microchip web site (www.microchip.com) for additional Application Notes and code examples for the PIC32 family of devices.
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