AN17644: Getting Started with AVR® Microcontroller

Prerequisites

- Hardware Prerequisites
  - ATmega328PB Xplained Mini board
  - Two Micro-USB Cables (Type-A/Micro-B)
  - Atmel Power Debugger kit
  - Three female to male wires. One male to male wire.

- Software Prerequisites
  - Atmel Studio 7.0

- Estimated Completion Time: 60 minutes

Introduction

This hands-on will demonstrate how to develop AVR® applications in Atmel Studio 7 along with the rich user interface and other great development tools that it provides.

The ATmega328PB Xplained Mini evaluation kit is a hardware platform for evaluating the Atmel ATmega328PB microcontroller. A fully integrated embedded debugger is included in the kit, which provides seamless integration with Atmel Studio 6.2 or later. Easy access to the features of the ATmega328PB is enabled by the kit, facilitating easy integration of the device in a custom design.

This training module also demonstrates how to save power in applications. The power consumption will be measured using the power debugger board and the ‘Data Visualizer’, which is a new feature in Atmel Studio 7.

The training will start with creating an application on the ATmega328PB Xplained Mini board. The initial power consumption of the microcontroller will be measured. After this, different peripherals will be turned off, and the power consumption will be measured to show how much power is saved.
The following topics are covered:

- Creating basic application with GPIO, timer, and ADC
- Debugging and programming with Atmel Studio 7, breakpoints, single stepping, and I/O view
- Measuring the power consumption with Power Debugger and Data Visualizer
- Optimizing the power consumption, applying power saving techniques
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1. **Icon Key Identifiers**

The following icons are used in this document to identify different assignment sections and to reduce complexity.

- **Info:** Delivers contextual information about a specific topic.

- **Tip:** Highlights useful tips and techniques.

- **To do:** Highlights objectives to be completed.

- **Result:** Highlights the expected result of an assignment step.

- **Warning:** Indicates important information.

- **Execute:** Highlights actions to be executed out of the target when necessary.
2. Assignment 1: Project Creation

To do:  Create a new Project.

1. Open Atmel Studio 7.
2. Select File → New → Project.
3. The New project window appears. Select GCC C executable Project and give the project 'Name' "HANDS-ON_Assignment1_LED_TOGGLE". Set the 'Location' (any path on the PC) and click OK.
4. Now the Device Selection window appears as shown in the following image. In the search bar, type 328p then select the device Atmega328PB and click OK.

Figure 2-1. Device Selection

Result:  The AVR project is created.

2.1 Application Development: GPIO

An application that controls the LED using the push-button on the board will be created here. The LED will be OFF on pressing the button. Default state is LED ON.
On the ATmega328PB Xplained Mini board, LED0 is connected to pin PB5 and the pushbutton (SW0) is connected to pin PB7.

The data sheet section **Configuring the pins** under **I/O ports** describes the pin configuration.

1. Each I/O port has three registers: DDRx, PORTx, and PINx where x is I/O port B,C,D,E. The DDRx register is used to configure the port pin direction. 1 - Output; 0 - Input.
2. If the I/O pin is configured as an output pin and if the respective bit in PORTx is written to logic one, the respective port pin is driven high. If the same bit is written to logic zero, the pin will be driven low.
3. The PINx register is used to return the logic level available on the pin.
4. In this code, the direction of PB7 (SW0) should be configured as input and the direction of pin PB5 (LED0) should be configured as output.
5. Here the LED is controlled by the push-button status. As long as SW0 is pushed down - state (0): LED0 will be OFF (0). As long as SW0 is released - state (1): LED0 will be ON.

**To do:** Refer to the **Register Description** section in the data sheet as shown in the following image to set the necessary port pin configurations.

**Figure 2-2. Data sheet: Register Description**

To do: Add missing code in the main.c file, in function main ( ).

1. For configuring the direction bit of pin PB5, write the DDB5 bit to logic 1 in the DDRB register before `while(1), in the main.c file, in function main ( ).
Tip: Example: How to configure bits to logic 1 or logic 0 in register is shown below. Here, direction bit of PB5 is written to 1 and status of pin PB5 is written to 0 (LED0 is turned off):

```c
DDRB |= 1<<DDRB5; // direction bit of pin PB5 is written to 1.
PORTB &= ~(1<<PORTB5); // pin PB5 is 0
```

Info: PORTB5 is defined as 5 in iom328pb.h. All the register bit definitions can be found in iom328pb.h. In Atmel Studio, right-click on PORTB5 and select Goto Implementation, to check the PORTB5 definition.

2. Read the PB7 bit from the PINB register in while(1) and add the code to turn LED0 ON and OFF as per the status mentioned below.
   When Pin PB7 = 0, Button (SW0) is pushed down and LED0 should be OFF.
   When Pin PB7 = 1, Button (SW0) is released and LED0 should be ON.
3. After completion of the code, in the file menu, select Build → Build Solution. The build should finish successfully with no errors.

Result: The application 'LED control on pushbutton' is created.

The code should look like the image shown below.

**Figure 2-3. Code: LED Control on Pushbutton**

```c
#include <avr/io.h>

int main(void)
{
    DDRB |= 1<<DDRB5; // Direction of pin PB5 set as Output
    while(1)
    {
        if(!(PINB & (1<<PINB7))) // read PIN PB7
        {
            PORTB &= ~(1<<PORTB5); // PB7 is low so LED OFF
        }
        else
        {
            PORTB |= 1<<PORTB5; // By default PB7 is high, so LED ON
        }
    }
}
```
2.2 Debugging the Application

**To do:** Debug the application 'LED control on pushbutton'.

**Warning:** If any error message is displayed while debugging, refer the Appendix B: Troubleshooting Guide.

1. Power the ATmega328PB Xplained Mini board by connecting Micro-USB cable to the PC.
2. In the **Solution Explorer**, right-click the project and select **Properties**.
3. Under **Tool**, select **mEDBG** and **debugWIRe** as interface as shown below.
Info: Here the embedded debugger is used on the ATmega328PB Xplained Mini board to debug the ATmega328PB via debugWIRE.

Info: The debugWIRE interface uses a one-wire, bi-directional interface to control the program flow, execute AVR instructions in the CPU, and to program the different non-volatile memories. When the debugWIRE Enable (DWEN) fuse is programmed and Lock bits are unprogrammed, the debugWIRE interface within the target device is activated.

Info: Limitations of debugWIRE: debugWIRE communication pin (dW) is physically located on the same pin as external reset (RESET). An external reset source is therefore not supported when the debugWIRE is enabled.

4. Select Debug → Start Debugging and Break.
Info: If the firmware on the on-board debugger is lower than the one in Atmel Studio installation, it will be asked to upgrade the firmware.

Select Upgrade and when the progress bar is complete, select Close.

Now, start debugging by selecting Debug → Start Debugging and break.

Warning: If the DWEN fuse is not enabled, an error message is displayed. Click Yes and Atmel Studio 7 will use the SPI to set the fuse as shown below.
5. Wait until Atmel Studio 7 completes the programming and the status is **Ready** (at the bottom left corner of Atmel Studio 7 window).

**Figure 2-9. Programming Status**

![Programming Status](image)

**Result:** The debugger is started and breaks in main. Debugging can now be started.

**Info:** Different debug options are available in the **Debug** menu.

6. Insert the breakpoint where LED goes OFF. Go to the line in the source code where LED goes OFF and to insert a breakpoint, click on the margin, as shown below.

**Figure 2-10. Breakpoint Inserted**

```c
int main(void)
{
    DORB |= 1<<DORBS; // Direction of pin PB5 set a
    while(1)
    {
        if(!(PINB & (1<<PINB7)))  // read PIN F
            PORTB &= ~(1<<PORTB5); // PB7 is low
    else
            {     
            PORTB |= 1<<PORTB5;   // By default F
    
    7. Run to Breakpoint by clicking **Debug → Continue**.

**Tip:** Find the Play button on top of the Atmel Studio 7 or find it in the **Debug** menu.
8. Press the SW0 pushbutton and observe that the execution stops at the breakpoint.
9. To check the status of all the PORTB pins, open the I/O view window by selecting **Debug → Windows → I/O** and click on the PORTB register group, as shown in the image below.

![I/O View](image)

**Info:** In the I/O view, the status of all the peripherals can be observed. Pin status is indicated for PB0 to PB7 from right to left under the **Bits** column. As shown in the image below, pin PB5 status is 1 (filled square). The empty square indicates that the bit status is zero.

**Figure 2-11. I/O View**

10. Do single-step debugging by pressing F10 and observe the status of PB7 and PB5.

**Info:** PB7 is leftmost bit and PB0 is rightmost bit in the PORTB register.

11. In the I/O view, select bit 5 and click on it. When the status of the bit gets changed from high to low, LED0 on the board is turned OFF. Click bit 5 once more to toggle the status and observe the LED0 status on the board.
12. Remove the breakpoint by clicking on the breakpoint and run the code by clicking Debug → Continue.

Result: The application is successfully programmed to the ATmega328PB Xplained Mini board.

13. Press the SW0 pushbutton and observe the LED0 toggle.
14. Exit safely from debug mode by disabling debugWIRE. Select Debug → Disable debugWIRE and Close.

Result: The AVR project is successfully completed.
**Warning:** It is important to disable debugWIRE. If debug mode is not exited by selecting "Disable debugWIRE and Close" in the Debug menu, the DWEN fuse will be enabled and the target will still be in debug mode, i.e. it will not be possible to program the target using the ISP interface. An error message will be displayed while programming, as shown below. In this case, the user will have to open the project and select **Debug → Start Debugging and Break** or **Debug → Continue**. Then, exit the debug mode by selecting **Debug → Disable debugWIRE and Close**.

Figure 2-12. Device Programming

![Device Programming](image.png)
Assignment 2: Application Development: Timer

The ATmega328PB has three 16-bit Timer/Counter instances: TC1, TC3, and TC4. Here, an application will be developed to generate the PWM using TC1. It will be verified with the LED dimming application.

The mode of operation, i.e. the behavior of Timer/Counter and Output Compare pins, is defined by the combination of the Waveform Generation mode and Compare Output mode. The double buffered Output Compare Registers (OCRnA/B) are compared with the Timer/Counter value at all time. The result of the compare can be used by the Waveform Generator to generate a PWM or variable frequency output on the Output Compare pin (OCnA/B).

In this application, Fast PWM Mode will be used to generate PWM.

In the data sheet, from section Pin Configurations, it can be seen that pin PB1 is the OC1A pin. The TC1 PWM output will be generated on pin PB1, which is for Compare Output Mode for Channel A.

To do: Create an application for LED dimming using PWM with TC1.

1. Open the Assignment 2 project from Assignment2_TC1_PWM\Assignment2_TC1_PWM.atsln, provided with this training.
   In the main.c file some of the code is already completed. Initialization of TC1 is done in the function init_TC1_pwm(). Some missing code needs to be added in the function init_TC1_pwm().
2. Refer to the data sheet section Register Description and take a look at the registers TCn Control Register A and TCn Control Register B.
3. Take a look at the init_TC1_pwm() function and verify the compare output mode configuration, as described below.
   **Compare output mode:**
   For the TCCR1A register, bits COMA[1:0] and COMB[1:0] control the Output Compare pins (OC1A and OC1B respectively). Here, the output should be generated on the OC1A pin only. So, for the register TCCR1A, the bits are COMA1=1 and COMA0=0 (non-inverting mode from data sheet table Compare Output Mode, Fast PWM).
   The TCCR1A register is configured as below,
   ```
   TCCR1A = (1<<COM1A1);
   ```
4. **Waveform Generation mode:**
   Add the missing code in the init_TC1_pwm() function for configuration of 'Bits 1:0 – WGM[1:0]: Waveform Generation Mode'. Refer to table Waveform Generation Mode Bit Description in the data sheet, and configure the bits accordingly for Fast PWM, 8-bit mode.

**Tip:** Configure the WGM10 and WGM11 in the TCCR1A register and WGM12 in the TCCR1B register according to table Waveform Generation Mode Bit Description in the data sheet.
5. Take a look at the `init_TC1_pwm()` function and verify the configuration for the clock source and prescaler to be used by the Timer/Counter, which decides the frequency of the PWM. The internal clock source divided by 1024 is configured as below. This is done by writing 1 to 'Bits 2:0 – CS[2:0]: Clock Select' in the TCCR1B register.

   ```
   TCCR1B |= (1 << CS10)|(1 << CS12); // 1024 prescaler
   ```

   **Info:** The frequency of the PWM is calculated by \( F_{PWM} = \frac{F_{CLK}}{N \cdot (1 + TOP)} \). Here \( N = 1024 \), \( TOP = 0xFF \) (Fast PWM 8-bit mode), and \( F_{CLK} = 16 \text{ MHz} \).

6. Take a look at the `init_TC1_pwm()` function and verify the enabling of the Timer/Counter Output Compare A Match interrupt. This is done by configuring the Timer/Counter 1 Interrupt Mask Register (TIMSK1) as below.

   ```
   TIMSK1 |= (1 << OCIE1A);
   ```

7. The OC1RA register decides the duty cycle of PWM. For LED dimming, gradually decrease in duty cycle is needed. Now, add the missing code in interrupt ISR to assign the duty cycle to the OC1RA register.

8. Configure the direction bit for PB1 as output, which is done in the DDRB direction register by writing 1 to bit DDRB1. Add the missing code in the `main()`.

9. On the ATmega328PB Xplained Mini board, LED0 is connected to PB5 and PWM is generated on PB1. To view the LED dimming, connect the wire from PB5 to PB1 on the ATmega328PB Xplained Mini board, as shown below.

   **Info:** PB5 and PB1 are connected as shown with a red arrow in the figure below.
Figure 3-1. Connection PB5 to PB1
10. After completion of the code, in the file menu, select **Build → Build Solution** or press the **F7** key. The build should finish successfully with no errors.

**Result:** The code should look like the image shown below.
11. Program the application by selecting **Debug → Continue** and observe the dimming of LED0.

12. Exit from the debug mode by disabling debugWIRE. Select **Debug → Disable debugWIRE and Close**.
Result: Assignment 2: ‘LED dimming using PWM’ is successfully completed.
4. **Assignment 3: Application Development: ADC**

In this assignment, an application will be created to read ADC channel 0 after every 500 ms. ADC channel 0 is pin PC0.

The ATmega328PB device features a 10-bit successive approximation ADC. The ADC contains a Sample and Hold circuit, which ensures that the input voltage to the ADC is held at a constant level during conversion. By default, the successive approximation circuitry requires an input clock frequency between 50 kHz and 200 kHz to get maximum resolution.

The ADC has a separate analog supply voltage pin, AVCC. AVCC or an internal 1.1V reference voltage may be connected to the AREF pin by writing to the REFSn bits in the ADMUX register.

The analog input channel is selected by writing to the MUX bits in the ADC Multiplexer Selection register ADMUX.MUX[3:0].

The ADC is enabled by writing a ‘1’ to the ADC Enable bit in the ADC Control and Status Register A (ADCSRA.ADEN).

The ADC generates a 10-bit result, which is presented in the ADC Data registers; ADCH and ADCL.

A single conversion is started by writing a ‘1’ to the ADC Start Conversion bit in the ADC Control and Status Register A (ADCSRA.ADSC). ADCS will stay high as long as the conversion is in progress, and will be cleared by hardware when the conversion is completed.

---

**To do:** Create an application to read the ADC after every 500 ms.

1. Open the Assignment 3 project from **Assignment3_ADC/Assignment3_ADC.atsln**, provided with this training.
   - In the main.c file some of the code is already completed. Initialization of ADC is done in the `initADC()` function. Some missing code needs to be added in the `initADC()` function.

2. Refer to the data sheet section **Register Description** and take a look at the registers ADC Multiplexer Selection Register and ADC Control and Status Register A.
Info: ADC Multiplexer Selection Register and ADC Control and Status Register A are shown in the image below.

Figure 4-1. Data sheet: ADC Registers

29.9.1. ADC Multiplexer Selection Register

| Name: ADMUX |
|---|---|---|---|---|---|---|---|
| Bit 7 | Bit 6 | Bit 5 | Bit 4 | Bit 3 | Bit 2 | Bit 1 | Bit 0 |
| REF31 | REF30 | ADLAR | MUX3 | MUX2 | MUX1 | MUX0 |

<table>
<thead>
<tr>
<th>Access</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reset</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**REFE[1:0] Voltage Reference Selection**

- 00: AREF, Internal Vref turned off
- 01: AVCC with external capacitor at AREF pin
- 10: Reserved
- 11: Internal 1.1V Voltage Reference with external capacitor at AREF pin

**Bits 3:0 – MUXn: Analog Channel Selection [n = 3:0]**
The value of these bits selects which analog inputs are connected during a conversion; the change will not go in effect until this bit is written.

<table>
<thead>
<tr>
<th>MUX[3:0]</th>
<th>Single Ended Input</th>
</tr>
</thead>
<tbody>
<tr>
<td>0000</td>
<td>ADC0</td>
</tr>
<tr>
<td>0001</td>
<td>ADC1</td>
</tr>
</tbody>
</table>

29.9.2. ADC Control and Status Register A

| Name: ADCSRA |
|---|---|---|---|---|---|---|---|---|---|---|
| Bit 7 | Bit 6 | Bit 5 | Bit 4 | Bit 3 | Bit 2 | Bit 1 | Bit 0 |
| ADEN | ADCC | ADLAR | ADATE | ADIF | ADIE | ADPS2 | ADPS1 | ADPS0 |

<table>
<thead>
<tr>
<th>Access</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
<th>R/W</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reset</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

**Bits 2:0 – ADPSn: ADC Prescaler Select [n = 2:0]**

These bits determine the division factor between the system clock frequency and the input clock to the ADC.

<table>
<thead>
<tr>
<th>ADPS[2:0]</th>
<th>Division Factor</th>
</tr>
</thead>
<tbody>
<tr>
<td>000</td>
<td>2</td>
</tr>
<tr>
<td>001</td>
<td>2</td>
</tr>
<tr>
<td>010</td>
<td>4</td>
</tr>
<tr>
<td>011</td>
<td>8</td>
</tr>
<tr>
<td>100</td>
<td>16</td>
</tr>
<tr>
<td>101</td>
<td>32</td>
</tr>
<tr>
<td>110</td>
<td>64</td>
</tr>
<tr>
<td>111</td>
<td>128</td>
</tr>
</tbody>
</table>

**Bit 7 – ADEN: ADC Enable**

Writing this bit to one enables the ADC. By writing it to zero, the ADC is turned off. Turning the ADC off while a conversion is in progress, will terminate this conversion.

3. Add missing code to configure ADC Voltage Reference Selection to \( V_{REF} = AVCC \), in `initADC()`. Refer to the ADCMUX register in the image above and complete the code below.

Select \( V_{REF} = AVCC \):

```c
ADMUX |= (1<<xxx);
```
Tip: Configure the REFS0 to 1 in the ADCSRA register.

4. Refer to the ADCSRA register in the image above and configure the prescaler to 128 and enable the ADC. Complete the code below:

```
ADCSRA |= (1<<xxxx) | (1<<xxxx) | (1<<xxxx) |(1<<xxxx);
```

Tip: Configure ADPS2, ADPS1, ADPS0, and ADEN to 1 in the ADCSRA register.

5. Take a look at the ReadADC() function and verify the ADC channel selection, as described below. The ADC channel is selected with safety mask.

```
ADMUX = (ADMUX & 0xF0) | (ADCchannel & 0x0F);
```

6. Take a look at the ReadADC() function and verify how the ADC start of conversion and ADC read is done, as described below.

```
//single conversion mode
ADCSRA |= (1<<ADSC);
// wait until ADC conversion is complete
while( ADCSRA & (1<<ADSC) );
return ADC;
```

7. Now, build the solution by pressing the F7 key. The build should finish successfully with no errors. Now, the final code should look like the image shown below.

Info: Code for 500 ms delay and LED toggle is already added in while(1).
8. Connect a wire from PC0 to 3V3 on the ATmega328PB Xplained Mini board.

```c
#define F_CPU 16000000UL  //16 MHz
#include <avr/io.h>
#include <util/delay.h>

uint16_t adc_res=0;

void InitADC()
{
    // Select Vref=AVcc
    ADMUX |= (1<<REFS0);
    //set prescaler to 128 and enable ADC
    ADCSRA |= (1<<ADPS2)|(1<<ADPS1)|(1<<ADPS0)|(1<<ADEN);
}

uint16_t ReadADC(uint8_t ADCchannel)
{
    //select ADC channel with safety mask
    ADMUX = (ADMUX & 0xF0) | (ADCchannel & 0x0F);
    //single conversion mode
    ADCSRA |= (1<<ADSC);
    // wait until ADC conversion is complete
    while( ADCSRA & (1<<ADSC) );
    return ADC;
}

int main(void)
{
    DORB &= ~(1<<DDB7); //Set PORTB7 as input
    DORC &= ~(1<<DDC0); //Set PORTC0 as input
    DORB |= (1<<DDB5);   //Set PORTB5 as output

    InitADC();

    while (1)
    {
        _delay_ms(500);
        PINB |= 1<<PINB5;  // toggle LED
        adc_res=ReadADC(0);
    }
}
```
9. Insert the breakpoint at `adc_res=ReadADC(0);` by clicking on the margin on the line of the code.

10. Program the code by selecting Debug → Continue and observe the execution stop at the breakpoint.

11. Do the single step debugging by pressing F10.

12. Observe the ADC result in the variable 'adc_res' by placing the cursor on 'adc_res'.

13. Add a watch window by right-clicking on 'adc_res' and select Add Watch.

**Result:** The Watch1 window will be displayed as below.
14. To display the 'Value' in decimal or hexadecimal, select 'adc_res' in the **Watch1** window and **Right click → Hexadecimal Display**. Click to remove or add the check mark as shown below.

**Figure 4-5. Hexadecimal Display**

**Result:** The check mark will be removed and the value will be displayed in decimal in the **Watch1** window.

**Note:** Here, $V_{REF} = AV_{CC} = 5V$ and ADC0 (PC0) is connected to 3.3V.

15. Open the I/O view by selecting **Debug → Windows → I/O**. Click on the ADC module as shown with red marked square.
Result: All the registers in the ADC module will be listed in the bottom window. Register 'ADC' with blue marked square shows the ADC result.

Figure 4-6. I/O View

16. Remove the breakpoint (by clicking on the breakpoint) and continue the execution by selecting Debug → Continue.
17. Exit the debugging by selecting Debug → Disable debugWIRE and Close.

Result: Assignment 3: ADC read with 500 ms delay is completed successfully.
5. **Assignment 4: Measuring Power Consumption using Power Debugger**

The Power Debugger is a CMSIS-DAP compatible debugger, which works with Atmel Studio 7.0 or later. The Power Debugger streams power measurements and the application debug the data to Atmel Data Visualizer for real-time analysis.

The Power Debugger has two independent current sensing channels for measuring and optimizing the power consumption of a design.

The ‘A’ channel is the recommended channel for accurately measuring low currents.

The ‘B’ channel is the recommended channel for measuring higher currents with lower resolution.

**Info:** A quick start guide is included in Power Debugger kit for convenience.

**Info:** Frequent updates of the Power Debugger firmware are provided in order to improve its features but also to give support to new MCUs. If required, look at Appendix A to upgrade the Power Debugger firmware.

Here, the Power Debugger board needs to be connected to the ATmega328PB Xplained Mini board.

The ‘A’ and ‘B’ channel current measurement ports on the ‘Power Debugger’ board depicted with ammeter symbols on the silkscreen. The voltage supply is connected to the input of the ammeter, and the load (target) is connected to the output. With the following setup, the power debugger board measures the consumption on the AVR core.

**To do:** Refer to the following table and image, and make the required connections to connect the Power Debugger board and the ATmega328PB Xplained Mini board.
Table 5-1. Power Debugger and ATmega328PB Xplained Mini Board Connections

<table>
<thead>
<tr>
<th>Power Debugger</th>
<th>ATmega328PB Xplained Mini</th>
</tr>
</thead>
<tbody>
<tr>
<td>Port A input:</td>
<td>5V</td>
</tr>
<tr>
<td>Blue wire</td>
<td></td>
</tr>
<tr>
<td>Port A output:</td>
<td>V_{CC}</td>
</tr>
<tr>
<td>Green wire</td>
<td></td>
</tr>
<tr>
<td>GND:</td>
<td>GND</td>
</tr>
<tr>
<td>Yellow wire</td>
<td></td>
</tr>
</tbody>
</table>

**To do:** Connect the Power Debugger board to the PC using a Micro-USB cable on the Debug port. Also, connect the ATmega328PB Xplained Mini board to the PC using a Micro-USB cable.

**Result:** Visual representation of the HW setup is as below.
5.1 Measuring Power Consumption

To do: Measure the power consumption for the application 'Read ADC' from Assignment 3.

1. Make sure that the debugging for the application 'Read ADC' from Assignment 3 is exited by selecting Debug → Disable debugWire and Close.
Info: If debugWIRE is not disabled, a programmed DWEN Fuse enables some parts of the clock system to be running in all sleep modes. This will increase the power consumption while in sleep. Thus, the DWEN Fuse should be disabled when debugWIRE is not used.

2. Power up both boards; the ATmega328PB Xplained Mini and Power Debugger.
3. In Atmel Studio 7, open the menu Tools → Data Visualizer.
4. The Power Debugger Data Gateway should be selected by default in the DGI Control Panel. Select it if not. Click on the Connect.

Figure 5-3. Data Visualizer

Info: If the DGI Control panel tab has not appeared, it can be opened from the Configuration tab at the left-hand side under Modules by selecting External Connection → DGI Control panel.

5. Select Power and then Start.

Figure 5-4. DGI Control Panel

Result: The Data Visualizer will now show real-time power analysis of the microcontroller (MCU), as shown below.
Figure 5-5. Power Analysis

Info: The red color graph is the B channel current measurement of the power debugger. We can disable it here. Channel B is additional current measurement channel with range up to 1A, but with a lower accuracy.

6. Open the Control Panel on the right-hand side of Power Analysis and uncheck the Channel B Current.

Info: Alternatively, it can be disabled in the configuration panel for the DGI before starting the measurement. Press the cogwheel next to the power interface and uncheck B channel from there. Press OK.
5.2 Enabling Current Measurement on the Xplained Mini Board

The mEDBG debugger on the Xplained Mini board has control of the target device's V<sub>CC</sub> so that it can toggle its power.

By opening the switch on the Xplained Mini board the user can reroute power to the target device through an external current measuring probe. It enables to feed the target voltage externally and provide accurate power measurements.

Basically, the block diagram is as shown below.

**Figure 5-8. Block Diagram Power Switch**

![Block Diagram Power Switch](image)

By default, on power-up, the switch is closed (power is on).

**To do:** Use Atmel Studio 7 to open the switch.

1. In Atmel Studio 7 select **Tools → Device Programming**.
2. Select **Tool**, **Device**, and **Interface** as shown below and click **Apply**.
3. Select **Tool settings** and click on **Set target power switch off**, as shown below.

**Figure 5-10. Set Target Power Switch Off**

4. Close the **Device Programming** window.

**Info:** Note that this is required to run at every power-cycle of the board. (Run it every time the board has lost its power and is powered up again.)
**Result:** The Data Visualizer will show the Window Average and the instant power consumption for Channel A.

From the figure below it can be seen that the average power consumption is approximately 16.3 mA for the setup. The power consumption is high when LED0 is ON and power consumption is low when LED0 is OFF.

**Info:** Power consumption of the board may differ from board to board. It also depends upon the temperature.
6. **Assignment 5: Reducing the Power Consumption**

There are several clever methods one can apply to reduce the power consumption on the AVR microcontroller. Some of the methods will be implemented here.

Power consumption optimization techniques will be implemented in the function `optimize_power_consumption()` and then the function `optimize_power_consumption()` will be called from `main()`.

---

**Info:** In this assignment it is required to configure some of the registers, which are defined in the header files: `#include <avr/power.h>` and `#include <avr/sleep.h>`. These files will be included from the Atmel Studio installation folder `C:\Program Files (x86)\Atmel\Studio 7.0\toolchain\avr8\avr8-gnu-toolchain\avr\include\avr`. Atmel Studio 7 project includes all of them and other dependency files. These are listed under **Dependencies** in **Solution Explorer**.

---

![Solution Explorer](image)

Figure 6-1. Solution Explorer

---

**To do:** Add function `void optimize_power_consumption()` before `main()`.

```c
void optimize_power_consumption()
{
}
```

---

6.1 **Disable Digital Input Buffers and Analog Comparator**

For analog input pins, the digital input buffer should be disabled.

The digital input buffer measures the voltage on the pin to check if it should be interpreted as a logical one or zero. An analog signal level close to \(V_{\text{CC}}/2\) on an input pin can cause significant additional current consumption, even in active mode. This is due to the frequent switching of the state of the pin between being a logical one and zero. If the pin is used as an analog pin, there is no need to know if the analog signal's digital value would be a one or a zero, and this conversion should, therefore, be disabled.

The only time digital input buffers enabled are needed, is when the pin is used as a digital pin. A digital input buffer on pins AIN0D and AIN1D also needs to be disabled. These are connected to an analog comparator.
Info: Digital input buffers can be disabled by writing to the Digital Input Disable Registers (DIDR1 and DIDR0).

To do: Add mentioned code described in the steps below in function optimize_power_consumption.

1. Disable the digital input buffer on the Analog to Digital Converter (ADC) pins. This is done by configuring the corresponding bits in the DIDR0 register to logic 1.

```c
/* Disable digital input buffer on ADC pins */
DIDR0 = (1 << ADC5D) | (1 << ADC4D) | (1 << ADC3D) | (1 << ADC2D) | (1 << ADC1D) | (1 << ADC0D);
DIDR0 |= 0xC0;  /*ADC7D and ADC6D are undefined in header file so set bits this way*/
```

2. Disable digital input buffer on AIN0D and AIN1D pins. This is done by configuring the corresponding bits to logic 1 in the DIDR1 register.

```c
/* Disable digital input buffer on Analog comparator pins */
DIDR1 |= (1 << AIN1D) | (1 << AIN0D);
```

3. Disable the analog comparator. This is done by writing 1 to the ACD bit of the ACSR register.

```c
/* Disable Analog Comparator */
ACSR |= (1 << ACD);
```

6.2 Turning Off Unused Peripherals

The next step is to take a look at the peripherals, and disable those which are not used in the application.

The Power Reduction Register (PRR0) and (PRR1) provides a method to stop the clock to individual peripherals to reduce the power consumption. The current state of the peripheral is frozen and the I/O registers can not be read or written. Resources used by the peripheral when stopping the clock will remain occupied, hence the peripheral should in most cases be disabled before stopping the clock.

Waking up a module, which is done by clearing the bit in PRR, puts the module in the same state as before shutdown. Module shutdown can be used in Idle mode and Active mode to significantly reduce the overall power consumption.

In all other sleep modes, the clock is already stopped.

Below is the image from the datasheet for PRR0. Writing a logic one to this bit shuts down the respective peripheral by stopping the clock to the module.
To do: Add the mentioned code described in the steps below.

1. Add the following file inclusion at the top of the file. The header file from the AVR library, `<avr/power.h>` gives us easy access to disabling and enabling peripherals.

   ```c
   #include <avr/power.h>
   ```

2. Add the below code in `optimize_power_consumption()`.

   ```c
   *Power shutdown to unused peripherals*
   PRR0 = 0xFE;
   PRR1 = 0x3F;
   ```

3. Add the following file inclusion at the top of the file. The header file from the AVR library, `<avr/wdt.h>`, gives easy access to functions related to WDT.

   ```c
   #include <avr/wdt.h>
   ```

4. Turning off the Watchdog Timer:

   ```c
   /*Watchdog Timer OFF*/
   /* Disable interrupts */
   cli();
   /* Reset watchdog timer */
   wdt_reset();
   /* Clear WDRF in MCUSR */
   MCUSR &= ~(1<<WDRF);
   /* Turn off WDT */
   WDTCSR = 0x00;
   ```

6.3 Applying Pull-Up Resistors

   One thing to notice is that when the pins of the microcontroller are not in use and not connected to anything, they are floating.

   This means that the pins are not set to a specific voltage, and if one measures the voltage over the pins, it can vary a lot.
This consumes a lot of extra power that can be avoided by setting all unused pins as inputs with pull-up resistors. This will keep the power consumption to a minimum.

Port pin can be set to input pull-up by setting DDxn bit to 0 and PORTxn bit to 1. (x is PORT B,C,D,E, and n is 0 to 7.)

**Info:** Pins are needed to be set as pull-up only when they are floating pins. On the ATmega328P Xplained Mini board some of the pins are connected, e.g. PTC pins, UART, SPI, LED0, and SW0 pins. For more information, refer to schematic ‘ATmega328PB_Xplained_Miniset_Design_Documentation’. Pins are needed to be configured with direction input and pull-up resistor activated when they are floating pins. On the ATmega328P Xplained Mini board some of the pins are connected, e.g. PTC pins, UART, SPI, LED0, and SW0 pins. For more information, refer to schematic ‘ATmega328PB_Xplained_Miniset_Design_Documentation’. The other pins are configured with direction input and pull-up resistor activated.

---

**To do:** Add the below code in optimize_power_consumption() to configure unused port pins as input with pull-up resistors.

```c
/* Unused pins set as input pull up */
DDRB &= 0xE0;
DDRC &= 0xC9;
DDRD &= 0x03;
DDRE &= 0xF3;
PORTB |= ~(0xE0);
PORTC |= ~(0xC9);
PORTD |= ~(0x03);
PORTE |= ~(0xF3);
```

---

### 6.4 Use Sleep Function

Sleep modes enable the application to shut down unused modules in the MCU, thereby saving power. The AVR provides various sleep modes allowing the user to tailor the power consumption to the application’s requirements.

**To do:** Add the code below.

1. Include the `<avr/sleep.h>` header file from the AVR library at the top of the file.
   ```c
   #include <avr/sleep.h>
   ```

2. Set the desired sleep mode in the `optimize_power_consumption()` function by configuring the microcontroller to use the sleep mode SLEEP_MODE_PWR_DOWN for minimum power consumption.
   ```c
   /* Set sleep mode */
   set_sleep_mode(SLEEP_MODE_PWR_DOWN);
   ```
3. Now, call the function `sleep_mode()` in `main()`, in `while(1)` so that the microcontroller enters sleep. To minimize the power consumption, disable the ADC and shut down the power to the ADC before entering sleep and after wake-up from sleep, enable the module again.

Add the code below in `while(1)`

```c
ADCSRA &= ~(1 << ADEN);    //disable ADC
power_adc_disable();       //shutdown power to ADC
sleep_mode();              
ADCSRA |= (1 << ADEN);     //after wake up enable ADC
power_adc_enable();        //enable the module
```

4. Comment out the delay function and LED toggle. The code should look as shown below.

**Figure 6-2. Code Block: Sleep mode**

```c
while (1)
{
    ADCSRA &= ~(1 << ADEN);    //disable ADC
    power_adc_disable();       //shutdown power to ADC
    sleep_mode();              
    ADCSRA |= (1 << ADEN);     //after wake up enable ADC
    power_adc_enable();        //enable the module
    __delay_ms(500);           //delay function
    PINB |= 1<<PINB5;          //toggle LED
    adc_res=ReadADC(0);        
}
```

5. And finally, call the `optimize_power_consumption()` function before the `while(1)` loop.

```c
optimize_power_consumption();
```

6.5 Using Pin Change Interrupt

To wake up the microcontroller from SLEEP_MODE_PWR_DOWN sleep mode, Pin Change interrupt is used.

On the ATmega328PB Xplained Mini board, the switch (SW0) is connected to PB7. Pin PB7 will be used as the source for the pin change interrupt.

1. File inclusion to access interrupt related functions:

```c
#include <avr/interrupt.h>
```

2. Configuring bit PCINT7 and PCICR register:

The PCINT7 bit is part of the PCMSK0 (Pin change Mask Register 0) register.

```
Info: In the data sheet, the section "Alternate Functions of Port B", describes the alternate functions of PORTB. Here it is mentioned that PB7 has the alternate function of "Pin change interrupt 7", as shown in the following figure.
```
Figure 6-3. Data Sheet: PORT B Pins Alternate Functions

<table>
<thead>
<tr>
<th>Port Pin</th>
<th>Alternate Functions</th>
</tr>
</thead>
<tbody>
<tr>
<td>PB7</td>
<td>XTI2 (Chip Clock Oscillator pin 2)</td>
</tr>
<tr>
<td></td>
<td>TOSC2 (Timer Oscillator pin 2)</td>
</tr>
<tr>
<td></td>
<td>PCINT7 (Pin Change Interrupt 7)</td>
</tr>
</tbody>
</table>

Also, the pin change interrupt is enabled on the corresponding I/O pin if PCICR (Pin Change Interrupt Control Register) is configured accordingly.

**To do:** Enable the PCINT7 by including the following lines in the code in `main()` before `while(1)` and enable the global interrupt.

```
PCMSK0 |= (1<<PCINT7); //Enable Pin Change Interrupt 7
PCICR |= (1<<PCIE0); //Enable the interrupt enable bit for PCINT
sei();
```

**Info:** Each PCINT[7:0] bit selects whether pin change interrupt is enabled on the corresponding I/O pin. If PCINT[7:0] is set and the PCIE0 bit in PCICR is set, the pin change interrupt is enabled on the corresponding I/O pin.

3. **Interrupt service routine:**
   In order to enable the ISR routines, the vector name for the PCINT7 is `ISR (PCINT0_vect)`, defined in the device header file.

**To do:** Add the code below before the `main()` to turn LED0 OFF and ON with switch (SW0) pressed and released.

```
ISR (PCINT0_vect)
{
    if (!(PINB & (1<<PINB7))) // if PINB7 is low (Switch pressed)
    {
        PORTB |= (1<<PORTB5); // Turn ON LED
    } else
    {
        PORTB &= ~(1<<PORTB5); // Turn OFF LED
    }
}
```
Result: Implementing the different low-power techniques in the application is completed. Now the code should look as shown below.

```
#define F_CPU 16000000UL
#include <avr/io.h>
#include <util/delay.h>
#include <avr/sleep.h>
#include <avr/power.h>
#include <avr/interrupt.h>
#include <avr/wdt.h>

uint16_t adc_res=0;

void InitADC()
{
    // Select Vref=AVcc
    ADMUX |= (1<<REFS0);
    // set prescaler to 128 and enable ADC
    ADCSRA |= (1<<ADPS2)|(1<<ADPS1)|(1<<ADPS0)|(1<<ADEN);
}

uint16_t ReadADC(uint8_t ADCchannel)
{
    //select ADC channel with safety mask
    ADMUX = (ADMUX & 0x0F) | (ADCchannel & 0x0F);
    //single conversion mode
    ADCSRA |= (1<<ADSC);
    // wait until ADC conversion is complete
    while( ADCSRA & (1<<ADSC) );
    return ADC;
}
```
```c
#include 

void optimize_power_consumption()
{
    /* Disable digital input buffer on ADC pins */
    DIDR0 = (1 << ADC5D) | (1 << ADC4D) | (1 << ADC3D) | (1 << ADC2D) | (1 << ADC1D) | (1 << ADC0D);
    DIDR0 |= 0x00;  // ADC7D and ADC6D are undefined in header file so set bits this way

    /* Disable digital input buffer on Analog comparator pins */
    DIDR1 |= (1 << AIN1D) | (1 << AIN0D);
    /* Disable Analog Comparator */
    ACSR |= (1 << ACD);

    /* Power shutdown to unused peripherals*/
    PRR0 = 0xFE;
    PRR1 = 0x3F;
    /* Unused pins set as input pull up*/
    DDRB &= 0x00;
    DDRC &= 0xC9;
    DDRC &= 0x03;
    DDRC &= 0x83;
    DDRC &= 0xF3;
    PORTB |==(0xE0);
    PORTC |==(0xC9);
    PORTD |==(0x03);
    PORTE |==(0xF3);

    /*Watchdog Timer OFF*/

    /* Disable interrupts */
    cli();
    /* Reset watchdog timer */
    wdt_reset();
    /* Clear WDRF in MCUSR */
    MCUSR &= ~(1<<WDRF);
    /* Turn off WDT */
    WDTCR = 0x00;
    /* Set sleep mode */
    set_sleep_mode(SLEEP_MODE_PWR_DOWN);
}
```
6.6 Program and Measure Power Consumption

To do: Program the implemented code from Assignment 5 and measure the power consumption.

1. Program the code by selecting **Debug → Continue**.
2. Wait till the application gets programmed. The message at the bottom of the window appears as **Running**.
3. Exit the debugging by selecting **Debug → Disable debugWire and Close**.
4. Open the window **Data Visualizer** and check the power consumption as shown below.

   **Figure 6-5. Power Analysis**

![Power Analysis Graph]

5. Press the SW0 switch on the ATmega328PB board and observe that the device will wake up, power consumption will be increased, and again the device will enter sleep().

   **Figure 6-6. Power Analysis**

![Power Analysis Graph]

**Info:** It is required to enable current measurement on the ATmega328P Xplained Mini if the board has lost its power and is powered up again; look at section **Enabling Current Measurement on the Xplained Mini Board.**

**Result:** After applying the different low-power techniques, it can be seen that the power consumption of the application has been significantly reduced.
7. **Conclusion**

This training demonstrated many different techniques, which can be applied to an application to lower the power consumption. The power consumption can be significantly reduced by:

- Intelligent design
- Using sleep modes
- Switching off unused peripherals

With Atmel Studio 7, it is easier to run real-time debugging of an application and use I/O view, which provides registers view and allows to modify the microcontroller's registers in real-time. It is possible to debug the application using various debugging methods such as:

- Switching off unneeded peripherals
- Breakpoints
- Single Stepping
- I/O view

With the new feature of Atmel Studio 7: Data Visualizer and using Power debugger board, it is very easy to measure the power consumption of the application.
8. **Appendix A: Firmware Upgrade on Power Debugger Board**

- Connect the Power Debugger board to the PC by using a Micro-USB cable on the DEBUG port on the board.
- In Atmel Studio 7, from the menu, select **Tools → Device Programming**.
- From the **Tool** tab, select **Power Debugger**, then select **Device** as **ATmega328PB**, and click **Apply**.

![Image of Device Programming window]

**Info:** The user will be asked to upgrade the firmware if it is not the latest.

![Image of Firmware Upgrade window]

- Select **Upgrade**. Once the progress bar is completed, click **Close**. Also, close the **Device Programming** window.

**Result:** The power debugger firmware upgrade is successful.
9. **Appendix B: Troubleshooting Guide**

1. **Error message: Unable to Connect.** If the connected tool is not recognized by Atmel Studio, the following error message appears.
   
   ![Figure 9-1. Unable to Connect](image)

   **Workaround:** Disconnect and re-connect the USB cable from Xplained Mini board and try to program again.

2. **Error message: Launch Failed.**
   
   The following error message is displayed if the DWEN FUSE is not disabled. That means the Xplained Mini board is left in 'debugWIRE' mode (programming/debugging interface as 'debugWIRE') and if an attempt is made to program the board using 'ISP' interface.

   ![Figure 9-2. Launch Failed](image)
**Info:** Refer Figure 2-5 and check the **Interface**.

**Workaround:** Open the project. Check the interface. Change it to **DebugWIRE** and do programming by selecting **Debug->Start Debugging and break** or **Debug->Continue**. Don’t forget to exit debugwire by selecting **Debug -> Disable debugWIRE and Close**.

**Tip:** Above Workaround is also applicable for error message displayed in Figure 2-12.

3. **Error message: Launch Failed.**
The following error message is displayed if Atmel Studio could not read the target voltage.

**Figure 9-3. Launch Failed**

![Launch Failed](image)

**Workaround:** Disconnect and re-connect the USB cable from Xplained Mini board and try to program again.
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<td><strong>The Netherlands</strong></td>
<td>Tel: 31-416-690399, Fax: 31-416-690340</td>
</tr>
<tr>
<td><strong>Hungary</strong></td>
<td>Tel: 36-1-30-60-70-00</td>
</tr>
<tr>
<td><strong>India</strong></td>
<td>Tel: 91-11-4160-8632, Fax: 91-11-4160-8632</td>
</tr>
<tr>
<td><strong>Korea</strong></td>
<td>Tel: 852-2401-3431</td>
</tr>
<tr>
<td><strong>Japan</strong></td>
<td>Tel: 886-25-8473-2460, Fax: 886-25-8473-2470</td>
</tr>
<tr>
<td><strong>65 Malaysia</strong></td>
<td>Tel: 65-6334-8870, Fax: 65-6334-8850</td>
</tr>
<tr>
<td><strong>Taiwan</strong></td>
<td>Tel: 886-2-2508-8600, Fax: 886-2-2508-0102</td>
</tr>
<tr>
<td><strong>Vietnam</strong></td>
<td>Tel: 84-2-6201-9859, Fax: 84-2-6201-9859</td>
</tr>
<tr>
<td><strong>Europe</strong></td>
<td>Tel: 49-89-627-144-0, Fax: 49-89-627-144-44</td>
</tr>
<tr>
<td><strong>Israel</strong></td>
<td>Tel: 972-9-744-7705</td>
</tr>
<tr>
<td><strong>Italy</strong></td>
<td>Tel: 39-0331-746117, Fax: 39-0331-466781</td>
</tr>
<tr>
<td><strong>Poland</strong></td>
<td>Tel: 48-22-3325737</td>
</tr>
<tr>
<td><strong>Romania</strong></td>
<td>Tel: 40-21-407-87-50</td>
</tr>
<tr>
<td><strong>Spain</strong></td>
<td>Tel: 34-91-708-08-90, Fax: 34-91-708-08-91</td>
</tr>
<tr>
<td><strong>Sweden</strong></td>
<td>Tel: 46-31-704-60-40, Fax: 46-8-5090-4654</td>
</tr>
<tr>
<td><strong>UK</strong></td>
<td>Tel: 44-118-921-5800, Fax: 44-118-921-5820</td>
</tr>
</tbody>
</table>
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