Introduction

Cost reduction has always been a factor considered when designing a control system, especially for motor control applications. In DC motor control, sensors such as optical encoders, Hall effect sensors and current sense transformers are used to identify speed and position, which increases the total number of components, thus the overall system cost. To eliminate the use of such sensors, a drive technique such as sensorless motor control that uses motor output voltage and current feedback is commonly used in motor control drive.

Aside from the economic factor, the advantages of sensorless techniques include decreased maintenance, a smaller number of fragile connections and easier miniaturization of the system. However, one of the challenges with the implementation of sensorless techniques is software complexity, which can be lessened by the MCU peripherals by handling other system processes.

This project aims to provide an alternative solution to the traditional and expensive methods of using sensors to obtain and identify the motor position in precision control applications. Examples of such applications can be found in car seat adjustments, mirror control, power windows and car flaps. Using PIC® MCUs and Core Independent Peripherals (CIPs), the ripple counting technique based on the current drawn by the motor, can be used. These CIPs are utilized to drive the motor with minimum CPU intervention.

This application note describes three different Brushed DC (BDC) motor ripple counting solutions. Each solution has utilized a particular PIC MCU device family. The first solution is a low-complexity position control for a single BDC motor using a low-cost PIC18FXXQ10 device family, and external current filtering and conditioning components. The second solution is a low-cost, single-chip capable of controlling two motors nonsynchronously using the PIC16F177X device family. The third solution is a dual-simultaneous BDC motor control using the PIC16F188XX device family. The BDC motor used in testing these solutions is NIDEC COPAL MG16B-240-AB-00.

The three solutions described have the following key features:

- Full-Bridge Motor Control
- Bidirectional Motor Movement
- 5°-180° Configurable Angle Increment
- Motor Stall Detection and Recovery
- Overcurrent Detection for PIC16F177X
Figure 1 shows the block diagram of the ripple counting system based on PIC18FXXQ10. The PIC18FXXQ10 devices are inexpensive, robust and general purpose, making them suitable for this application. This solution uses CIPs to control the motor.

The CIPs used in the design are: Complementary Waveform Generator (CWG), Hardware Limit Timer (HLT) and Configurable Logic Cell (CLC). Integrating CIPs with other on-chip peripherals such as Pulse-Width Modulation (PWM), Analog-to-Digital Converter (ADC), Capture, Compare and PWM (CCP) and timers give the system the capacity to be fully functional.
# Table of Contents

Introduction.............................................................................................................................................. 1

1. Sensorless Method of BDC Motor Control.......................................................................................... 5
   1.1. Brushed DC Motor Current Ripple.................................................................................................. 6
   1.2. PWM Effects on the Ripple............................................................................................................. 9

2. Ripple to Pulse Conversion.................................................................................................................... 10
   2.1. Current Sensing Stage.................................................................................................................... 11
   2.2. Signal Conditioning Stage A.......................................................................................................... 12
   2.3. Signal Conditioning Stage B.......................................................................................................... 13
   2.4. Comparator Stage.......................................................................................................................... 16

3. Ripple Counting Solutions.................................................................................................................... 17
   3.1. PIC18FXXQ10 Solution.................................................................................................................... 17
   3.2. PIC16F177X Solution....................................................................................................................... 22
   3.3. PIC16F188XX Solution.................................................................................................................... 27

4. Motor Safety Features.......................................................................................................................... 31
   4.1. Motor Stall Detection..................................................................................................................... 31
   4.2. Overcurrent Detection................................................................................................................... 32

5. Ripple Counting Performance................................................................................................................ 33

6. Conclusion.......................................................................................................................................... 36

7. Appendix A: Circuit Schematic............................................................................................................ 37

8. Appendix B: MPLAB® Code Configuration (MCC) Peripheral Initialization................................. 40
   8.1. PIC18FXXQ10 Solution MCC Initialization.................................................................................... 40
   8.2. PIC16F177X Solution MCC Initialization....................................................................................... 42
   8.3. PIC16F188XX Solution MCC Initialization.................................................................................... 44

9. Appendix C: Source Code Listing........................................................................................................ 46

The Microchip Web Site............................................................................................................................ 47

Customer Change Notification Service.................................................................................................. 47

Customer Support.................................................................................................................................. 47

Microchip Devices Code Protection Feature.......................................................................................... 47

Legal Notice............................................................................................................................................ 48

Trademarks............................................................................................................................................. 48

Quality Management System Certified by DNV..................................................................................... 49
1. Sensorless Method of BDC Motor Control

The sensorless motor control is a type of drive technique that does not rely on sensors to determine the actual motor position or speed. It determines the position of the motor based on electrical parameters such as Back-EMF or motor current feedback, which is present during the motor run-time.

The current feedback is used for circuit protection, motor speed estimation or position control. The motor current can be monitored by placing a current sense resistor in a series with the motor. Using a current sense amplifier tapped on the resistor terminals, the current detected is converted to a measurable voltage that acts as a position or speed feedback signal to a closed-loop motor control. In this application, the periodic variations in current feedback, due to BDC motor electro-mechanical construction, are observed.

The displacement taken by the motor rotation can be identified by counting the number of those periodic variations during motor operation. The method of using motor current feedback to determine motor position and speed is referred to as the ripple counting technique and will be discussed and utilized in this application note. The periodic variations in a current feedback are shown in Figure 1-1.

Figure 1-1. Periodic Variation in a Current Feedback

Figure 1-2. Current Sense Configuration

(a) HIGH-SIDE CURRENT SENSE  (b) LOW-SIDE CURRENT SENSE  (c) BRIDGE-ORIENTED CURRENT SENSE
The ripple counting technique primarily depends on the motor current feedback to implement a sensorless drive. Different current sense configurations based on sensing resistor placement can be used to monitor current feedback and are shown in Figure 1-2.

High-side current sensing and bridge-oriented current sensing shown in Figure 1-2 (b) and Figure 1-2 (c) respectively, are commonly used for functional safety requirements. Though proven effective, these configurations require a high-end current sense amplifier with high Common-mode voltage and more complex circuitry, which is not ideal for this application.

The current sensing configuration where the current sense resistor is placed between the motor and the ground, as shown in Figure 1-2 (a), is referred to as low-side current sensing. It has the simplest and most cost-effective implementation of the sensing configurations based on amplifier selection and circuit complexity. The average voltage in the sensing resistor is near zero since it is ground referenced. It does not require high-input Common-mode voltage, making it easier to select devices for its design and implementation. It is also immune to voltage spikes or surges, which makes it suitable for high-voltage motor applications.

Low-side current sensing has its own limitations. The placement of the current sense resistor causes the load not to be ground referenced. The resistance introduced by the sensing elevates the low side of the load several millivolts above the ground. Without ground reference, the short circuit between load and ground cannot be detected. Despite this disadvantage, it is still a good choice for the ripple counting application because its simplicity and load are not required to be ground referenced. The current sensing method will be discussed later in the subsequent sections.

1.1 Brushed DC Motor Current Ripple

There are several types of ripple in a spinning motor. They can be classified as torque ripple, speed ripple and current ripple. The torque ripple is characterized by undesirable variation of torque production during shaft revolution, preventing smooth motor rotation and is observable mostly in Low-Frequency mode. The speed ripples, also known as speed fluctuations, are induced by parasitic torque pulsations that vary periodically with rotor position.

The current ripple is produced during motor rotation and defined as the low-amplitude current alternation, riding on the DC voltage supply. This current ripple is a periodic variation in current created by the rotor movement when it connects and disconnects rotor coils to the power supply via the brushes. The produced current ripple gives an insight about the commutation process happening in a BDC motor. Figure 1-3 shows how a three-commutator segment motor rotates and how the rotation produces current ripples or commutator spikes.
When the BDC motor is turning, the brushes short-out adjacent commutator segments that result in a current circulating between the segments. This causes the Back-EMF of the commutator segments to be shorted out, thus producing short duration high-voltage pulses on the motor terminals. The high-voltage pulses lower the impedance of the armature, thus causing the overall current to rise and generate a
current ripple. The periodic shifting of a brush from one coil to another produces a periodic current ripple. Also, it can be observed that the ripple waveforms are different from each other.

As shown in Figure 1-3, when the signal coming from a rotating motor is displayed on a measuring instrument, the DC component will be immediately observed. The AC component or current ripple will only be seen when this DC component is closely examined. The rotating direction of the DC motor in Figure 1-3 is assumed as counterclockwise as indicated by the black arrow inside Figure 1-3 (a). Brush 1 is connected to a positive supply and Brush 2 is connected to a negative supply. The branch circuit 1, which is composed of Coil 1 and Coil 2, has current flow in a clockwise direction from Brush 1 to Brush 2 as indicated by the red arrow. Meanwhile, the branch circuit 2, which is composed of Coil 3, has a counterclockwise current flow from Brush 1 to Brush 2. The flowing current occurred on Branch 1 is defined as $i_1$, while the flowing current on Branch 2 is defined as $i_2$. The total current of the DC motor follows the Kirchhoff's current law, $i = i_1 + i_2$.

At the moment when Coil 1 aligns with Brush 1 as shown in Figure 1-3 (b), it will make the voltage across Branch 1 decrease because the branch is only composed of Coil 2. Since the supply voltage across the two brushes is always kept constant, the shorting out of Coil 1 will suddenly increase the current value in Branch 1, while the current in Branch 2 stays the same. The effect will be the total current flowing into the DC motor, which will rapidly increase.

After the sudden shorting out, the next event is shown in Figure 1-3-c). Branch 1 will only be composed of Coil 2 while Branch 2 will be composed of Coil 1 and Coil 3. The current flow direction in Coil 2 stays the same as well as the voltage across it. Meanwhile, the current value in Branch 2 abruptly decreases when the process of commutation ends. In this manner, the current ripple is produced as shown in the lower left corner of Figure 1-3, with a single ripple waveform subdivided into sections to reflect what is happening during the commutation process from Figure 1-3 (a) to (c).

The succeeding ripples are created by the same process of coil and brush contact. Note that each coil must touch the two brushes to complete a rotation. Furthermore, every coil and brush contact produces a distinct ripple waveform. The reason behind this is that coils are constructed differently, and the brushes of the motor are also different from each other.

The number of brushes and commutator poles are fixed in a specific motor. This is why the number of ripples in a complete rotation is constant. The ripple repeats in every rotation and the number of ripples per revolution can be calculated using the equation below.

**Equation 1-1. Number of Ripples per Revolution**

$$No.\text{of ripples}_{Rev} = \text{brush} \times \text{commutator segment}$$

When dealing with a geared motor, the equation above will be multiplied by the gear ratio to get the number of ripples per revolution. The equation below shows the calculation of ripple in a geared motor.

**Equation 1-2. Number of Ripples per Revolution Using Geared Motor**

$$No.\text{of ripples}_{Rev} = \text{brush} \times \text{commutator segment} \times \text{gear ratio}$$

Knowing the number of ripples in a single rotation is important to determine the total number of ripples needed to rotate a certain degree of an angle. Applying Equation 1-1 in the example in Figure 1-3 can be used to calculate that six ripples are produced in a single revolution of three-commutator poles with two brushes. The current ripples need to be filtered, conditioned and converted to logic level series of rising and falling edges in order to be countable by an MCU.
### 1.2 PWM Effects on the Ripple

The simplest way to control the speed of a BDC motor is by controlling its supply voltage. The higher the voltage, the higher the resulting speed of the motor. The PWM on the low-side MOSFET of the full-bridge driver is used in many DC motor speed control applications. The ratio of ‘ON’ and ‘OFF’ time determines the motor speed.

Since the current ripple is characterized by a low amplitude, high-frequency periodic signal, any modulation that periodically changes the driving voltage causes the system not to clearly recognize the ripple or lower its signal integrity. Figure 1-4 shows the ripple produced by different PWM speed modulations. The PWM speed modulation affects the visibility of the ripple depending on the degree of modulation. Since this solution focuses on precision control applications, the speed modulation is set at 100% modulation.

**Figure 1-4. Ripples Produced at Different PWM Duty Cycles**

![Ripples Produced at Different PWM Duty Cycles](https://via.placeholder.com/150)

- Ripples produced at 80% PWM
- Ripples produced at 90% PWM
- Ripples produced at 100% PWM
2. **Ripple to Pulse Conversion**

To effectively count and convert current ripple into PIC MCU readable pulses, the current flowing through the BDC motor undergoes various signal conditioning and filtering stages. Chronologically, the stages are: current sensing stage, band-pass filter stage, differential amplifier stage and the comparator stage.

Figure 2-1 illustrates the output signals of each ripple conversion stage from the raw current signal up to the digital pulses that will be used as an input to PIC MCUs.

**Figure 2-1. Ripple Conversion Stages Output Signals**

![Diagram of ripple conversion stages]

Signal amplification is needed in the first three stages since the current signal is too small to be detected by the comparator. Depending on the solution, the signal conditioning stages and comparator stage can be external or internal with respect to the PIC MCU family used.

All passive components and amplifiers are powered by a 5V supply. For the external-based filtering solutions (PIC16F188XX and PIC18FXXQ10), MCP6024, a quad in the package operational amplifier (op amp) integrated circuit, is used. It features a wide bandwidth (10 MHz) and low noise feature that are suitable for small signal processes. For the comparator stage, an MCP6541, a push-pull output sub-microamp comparator is used. While PIC16F177X promotes a cheap single-chip solution, PIC18FXXQ10 promotes a simple and flexible solution where the signal conditioning and comparator stage are external.

The output of the current sense is fed to the microcontroller for the signal conditioning. The internal op amp peripheral has a 2 MHz gain bandwidth product and an open loop voltage gain of 90 db. It also operates from 0V to $V_{DD}$, which is 5V in this application. By utilizing these peripherals, the Bill of Materials (BOM) costs for hardware designs, size and system noise can be reduced. The external current sensing stage was designed using MCP6022. For a more detailed schematic diagram, refer to 7. Appendix A: Circuit Schematic.
2.1 Current Sensing Stage

Since the application requires a simple and cost-effective implementation, the low-side current sense configuration is used in this application. The current through the bridge driver is detected by tapping a differential amplifier across the terminals of the current sense resistor R1, which is placed before the ground as shown in Figure 2-2.

The current sense resistor at the low-side of the driver allows ripple conversion to operate bidirectionally since the current flow direction will not change when triggered. If the current sense resistor is placed within the load terminals of a bridge configuration, a more complex and more expensive circuit configuration is required.

Figure 2-2. Current Sense Amplifier Configuration

The value of R1 depends on the maximum current that could flow throughout the bridge. In this design, the current is not expected to exceed 5A. The value of the current sense resistor can be calculated using Equation 2-1. Another consideration when picking the right resistor is its power rating, which also determines the package size. For this application, a 2W resistor with a 2512 package size is chosen.

Equation 2-1. Current Sense Resistor Value

\[ R_{\text{SENSE}} = \frac{V_{\text{DD}} - V_{\text{REF}}}{I_{\text{Max}} \cdot A_v} \]
Aside from the current sense amplifier, the configuration for the current sense voltage biasing is needed. Since all stages use a single supply operational amplifier, this is more susceptible to saturation during the negative signal swing. It might cause clipping that will affect the original signal. Figure 2-3 shows a stable voltage bias, with \( V_{\text{REF}} \) established by using a unity gain configuration op amp fed by a voltage divider. To obtain the maximum voltage signal swing allowed before saturation, the \( V_{\text{REF}} \) is centered between the voltage source and the ground. \( V_{\text{REF}} \) is set at 2.5V on all succeeding stages.

The current that flows through the current sense resistor is so small that it requires high-gain amplification. Because of this, the gain is set to 110V/V. The \( V_{\text{OUT}} \) can be solved using the equation below.

**Equation 2-2. Current Sense Resistor Value**

\[
V_{\text{OUT}} = V_{\text{REF}} + (I \times R_{\text{SENSE}} \times A_v)
\]

### 2.2 Signal Conditioning Stage A

After the current sensing stage, the signal will undergo in a two-stage signal conditioning. The first signal conditioning stage is implemented using an active band-pass filter. Figure 2-4 shows the band-pass filter configuration used in this application. This stage is used to eliminate the DC component of the signal and the added external noise from the previous stage. It is also designed to allow frequency within approximately 100 Hz to 1500 Hz, which is based on the ripple frequency range. The ripple frequency can be identified by the number of commutator poles, gear ratio and the rated speed of the motor as shown in Equation 2-3. Different rated speeds of different motors affect the frequency range to be set.

**Equation 2-4** shows the gain and cut-off frequencies calculation of the band-pass filter. The desired gain is calculated by \( R_2 \) and \( R_3 \) depending on the maximum voltage swing before the op amp saturation. \( C_2 \) and \( C_3 \) capacitors can be calculated using the resistor values selected and frequency range. An inverting amplifier topology is used to retain the biasing from the previous stage to the next stage of ripple conversion.
Equation 2-3. Ripple Frequency

\[ f_{\text{ripple}} = \frac{\text{RPM} \times \text{GearRatio} \times \text{no.of.poles}}{30} \]

Ex: 960 Hz = \( \frac{40 \times \text{rpm} \times 240 \times 3}{30} \)

Equation 2-4. Band-Pass High and Low Cut-Off Frequency and Gain

\[ f_{c1} = \frac{1}{2\pi R_2 C_2}; \quad f_{c2} = \frac{1}{2\pi R_3 C_3}; \quad G_1 = \frac{R_3}{R_2} \]

Ex: 106.39 Hz = \( \frac{1}{2\pi (220k\Omega) (6.8nF)} \); 1560.34 Hz = \( \frac{1}{2\pi (1.5M\Omega) (68pF)} \); 6.8 = \( \frac{1.5M\Omega}{220k\Omega} \)

2.3 Signal Conditioning Stage B

The output of the active band-pass filter provides a clean amplified AC signal that is biased along the reference voltage. This allows the comparator to detect ripples and convert it to pulse with a frequency equal to the current ripple frequency. Although the output is a clean amplified AC signal, an initial current spike that is further discussed in this section has not been filtered out during this process. This condition leads to the addition of another signal conditioning stage while maintaining the proper biasing for the comparator.
Inrush Current

During motor start-up, motor windings behave as a low-resistance closed circuit causing the system to draw a large amount of current. This large amount of current during motor start-up is referred as the inrush current. It refers to the electrical current usually flowing through the motor in fractions of a second after the motor’s power is turned on. In this brief time interval, the current rapidly increases and decreases to its steady state as the motor begins to rotate.

Figure 2-5 illustrates the current produced during motor start-up. This current spike is too large and too slow not to be filtered out by the previous stage. In addition, the high pass part of the band-pass filter has been set to 100 Hz at the previous stage. This configuration produces a fairly large time constant that prohibits the DC signal components to stabilize quickly.

Since the motor is already running and generating ripple at this point, this causes the comparator to miss those start-up ripples. The blue and green signals in Figure 2-5 represent the current sense stage and band-pass filter stage, respectively. Failure to detect and convert the start-up ripple current into comparator pulses will result in a missed pulse and inaccuracy on the ripple count. The problem about the start-up current ripple is addressed by using a differential amplifier stage for the second signal conditioning stage.
At this stage, the output of the band-pass filter is fed to both the positive and negative inputs of a differential amplifier with a capacitor (C9) and tapped in the positive input as shown in Figure 2-6. This capacitor acts as a low-pass filter that introduces a small amount of delay with respect to the original signal. This delay highly affects the output of the differential amplifier since the common voltage between inputs are being negated. The effect of the high-current spike is eliminated while retaining the ripple frequency component. The signal is amplified with a differential gain of approximately 68V/V for wide signal swing and rebiased at 2.5V for the comparator stage.

Figure 2-7 illustrates the difference between the comparator outputs when the differential amplifier output is used or not. If the band-pass filter is used as input for the comparator, the initial ripples might not be converted to pulses because of the inrush current. The greater and faster the change in the amplitude during the start-up, the greater the possibility of a missed pulse. The differential amplifier solves this issue.
2.4 Comparator Stage

This stage follows an inverting hysteresis topology that generates an output of either 0 or 5V signal pulses. These output pulses are used as an input to the counting algorithm of the firmware. The comparator hysteresis function moves the threshold level up or down with respect to the input signal. This prevents the output pulse from oscillating and avoids switching noise during level transition caused by small amounts of parasitic feedback.

The reference voltage used on the comparator depends on the behavior of the signal. Since different motors have different current rating and brush construction, the reference voltage signal varies depending on the motor used. Typically, the reference is set near the center, between the voltage source and the ground. The voltage reference can be configured using a voltage divider tapped to a feedback resistor. This determines the high and low voltage threshold the comparator will accept. Figure 2-8 shows the comparator circuit with hysteresis using MCP6541. For the PIC16F177X solutions, the internal comparator peripheral is utilized.

Figure 2-8. Comparator Stage Schematic

The value of the voltage thresholds depends on the values of the resistor applied. For the calculation of $V_{TL}$ and $V_{TH}$, refer to Equation 2-5. R18 and R19 are set similarly since $V_{TL}$ and $V_{TH}$ are centered at $V_{REF}$ as well.

Equation 2-5. Voltage Threshold Range

$$V_{TL} = \left( \frac{R_{19}R_{20}}{R_{19} + R_{20}} \right) \left( \frac{V_{CC}}{R_{19}R_{20} + R_{18}} \right) + \left( \frac{R_{19}R_{18}}{R_{19} + R_{18}} \right) \left( \frac{V_{OL}}{R_{19}R_{18} + R_{20}} \right)$$

$$V_{TH} = \left( \frac{R_{19}R_{20}}{R_{19} + R_{20}} \right) \left( \frac{V_{CC}}{R_{19}R_{20} + R_{18}} \right) + \left( \frac{R_{19}R_{20}}{R_{19} + R_{18}} \right) \left( \frac{V_{HL}}{R_{19}R_{18} + R_{20}} \right)$$
### Ripple Counting Solutions

The previous section introduced the method of converting current ripple into readable pulses by either the external comparator or the PIC MCU’s comparator module. The next step is to count these converted ripples and to learn how these ripples are processed using the PIC MCU. Three ripple counting solutions using PIC MCU families will be discussed thoroughly in this section. Each of these solutions offer different pros and cons; the user will decide which solution best fits their design.

#### 3.1 PIC18FXXQ10 Solution

This solution gives flexibility to the user to choose the desired current filtering and conditioning components. The value of the external components can be easily adjusted to suit the motor specifications for the accurate conversion of ripples to digital pulses. The PIC MCU is used to count the digital pulses and translate the number of pulses into equivalent motor positions. Furthermore, the use of a PIC MCU in a solution gives better performance due to added intelligence in the system.

#### 3.1.1 PIC18FXXQ10 Ripple Counting Implementation

The counting implementation is achieved through the integration of firmware and peripherals. The firmware commands to initiate the drive and to start the counting of pulses. It also facilitates the recording and storage of the motor’s position in the memory. On the other hand, the peripherals carry out the counting of pulses and their comparison to the expected number of ripples that are initialized in the beginning.

**Figure 3-1. PIC18FXXQ10 Control Diagram**

#### 3.1.2 Input References

*Figure 3-1* shows the complete signal flow in the system. The solution is designed with an analog potentiometer for selecting the desired angle and four buttons for the motor direction control as an input to the system. Two buttons were assigned per direction. In the forward direction, one button is for a normal incremental movement and another button is for moving to the endpoint, while in the reverse direction, there is a button for normal movement and another one for going back to home position. The
range of the incremental angle that the system can handle effectively is from 5° to 180° with 5° increment per potentiometer adjustment. The input angle is processed by the firmware and undergoes a series of calculations using equations.

Equations were developed for calculating the needed parameters in the firmware depending on the given motor specification. Motors may differ in the number of commutator poles and gear ratio. Equation 3-1 is developed to determine the number of ripples per degree in the movement of a geared motor. Meanwhile, Equation 3-2 is used to calculate the expected number of ripples to rotate a certain degree of an angle. Lastly, the compare load value in Equation 3-3 computes the value to be loaded into the CCP peripheral where the TIMER1 register data will be continuously compared to determine if the target position has been reached.

Equation 3-1. Ripple Count per Angle

\[ \text{rippleCountPerAngle} = \frac{\text{Gear Ratio} \times \text{Commutator Segment}}{180°} \]

Equation 3-2. Expected Ripple Count

\[ \text{expectedRippleCount} = \text{angleDesired} \times \text{rippleCountPerAngle} \]

Equation 3-3. Compare Load Value

\[ \text{compareLoadValue} = ((\text{expectedRippleCount} - \text{CALIBRATION VALUE}) >> 1) + \text{INITIAL TIMER VALUE} \]

3.1.3 Motor Drive Signal

The PWM generates a full-bridge signal with 100% duty cycle to supply the CWG. The PWM is set to 100% duty cycle, since this application does not require the modulation of the motor speed. The PWM signal is directed by the CWG peripheral to its specific channels depending on the chosen CWG mode. The CWG has the capacity to drive the motor in forward and reverse directions, which enables the motor to be driven bidirectionally. The signal coming from the CWG controls the full-bridge driver circuit, which accomplishes the actual driving of the motor. For the complete discussion of this peripheral operation, refer to TB3118: Complementary Waveform Generator. Aside from driving using CWG, if the device has no CWG, the user can also use the CLC peripheral for creating a combination of signals from the PWM output to drive the motor bidirectionally. When the motor is already spinning, it is the right time to control its position and dictate when to stop it. This will be discussed further in the next section.

3.1.4 Counting the Current Ripple

The counting implementation is achieved through the integration of firmware and peripherals. The firmware commands to initiate the drive and to start the counting of pulses. The conditioned ripple enters the PIC MCU and is fed to the TIMER1 peripheral.

3.1.5 Timer1 Configuration

The TIMER1 peripheral is a 16-bit timer/counter that can be configured in different modes. To learn more about the function of the TIMER1 peripheral refer to the discussion of TIMER1 in the device data sheet. This application used the TIMER1 module in Gate Toggle mode. The TIMER1 module is set to capture data every high pulse of the signal. The diagram in Figure 3-2 illustrates the operation of TIMER1 in this application.
The input to the TMR1 gate and to the TIMER1 clock source is the same because the pulses counted will come from the clock source and the indicator that needs to be captured is rendered by the pulses coming from the gate. In the first full-cycle of gate signal, the TxGVAL value goes high and low to the succeeding full-cycle of the ripple signal. If this happens alternately, the two ripples of the original signal will be equivalent only to a full cycle of TxGVAL.

Only when TxGVAL is high the TIMER1 increments its register value, and whenever TxGVAL is low the TIMER1 register holds the value accumulated previously. In this way, two ripples are reduced into a single pulse in which the TIMER1 register value counts. That is the reason why during the setting of compareLoadValue in Equation 3-3 it is shifted once to the right to resemble that the expected number of ripples is divided into half. The initial value loaded to the TMR1 register is equivalent to half of its maximum for a wider range of the desired angle that the TIMER1 can accommodate. The TIMER1 counts the number of ripples, but without any position indicator it will not be known if the desired position has been reached. The CCP peripheral serves as an indicator when the position is reached.

### 3.1.6 CCP Operation

The Capture/Compare/PWM module is a peripheral that allows the user to time and control different events, and to generate PWM signals. This application uses this peripheral in Compare mode, which allows the user to trigger an event after a predetermined amount of time has expired. TIMER1 is the chosen timer to adjust the Compare trip point. This mode has a Compare register where the user can put the value to which the TIMER1 register data will be compared. For the TIMER1 and CCP to function properly, the TIMER1 register and CCP register must have the same initial value. In CCP, this initial value will be added to the expected ripple count to establish the correct reference count.

While retrieving the actual ripple count, the period timer value equal to the initial value is added to the content of the TIMER1 register to get the actual number of ripples that the motor rotated. In Equation 3-3, the variable compareLoadValue has an added constant INITIAL_TIMER_VALUE to indicate that the TIMER1 register has an initial value from where it will start counting. The CALIBRATION_VALUE is a constant that is being deducted from the total count of expected ripples to compensate for the excess movement of the motor due to inertia. It is dependent on the type of motor used and is obtained by counting the excess ripples of the motor running in its rated voltage. These excess ripples can no longer

---

**Figure 3-2. Timer1 Diagram**

<table>
<thead>
<tr>
<th>TMR1GE</th>
<th>T1GPOL</th>
<th>T1GTM</th>
</tr>
</thead>
<tbody>
<tr>
<td>TMR1 Gate Input/ Ripple Pulse</td>
<td>T1CKI/ Ripple Pulse</td>
<td>T1GVAL</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>TMR1 Register Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>N</td>
</tr>
</tbody>
</table>

- **TMR1GE**: TMR1 Gate Enable
- **T1GPol**: T1 Gate Polarity
- **T1GTm**: T1 Gate Trigger
- **TMR1 Register Value**: N, N + 1, N + 2, N + 3
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be converted into digital pulses because of their very small amplitude. When the TIMER1 value and CCP value became equal, the CCP generates an interrupt that triggers the motor to stop and retrieve the ripple count.

3.1.7 Getting the Ripple Count

The actual ripple count in Equation 3-4 comes from the TIMER1 register added to the period timer value; subsequently, the combined value is shifted once to the left. This equation reverses the previous operation made in the setting of the expected number of ripples in Equation 3-3. This operation is needed in order to properly count the ripples and compensate for the limitation of the Gate Toggle mode.

Equation 3-4. Actual Ripple Count

\[
\text{actualRippleCount} = ((\text{TMR1\_ReadTimer()} + \text{PERIOD\_TIMER1\_VALUE}) << 1)
\]

Equation 3-5. Angle Turned

\[
\text{angleTurned} = (\text{actualRippleCount} / \text{rippleCountPerAngle})
\]

The actual angle that the motor turned is calculated using Equation 3-5. All computations are performed by the firmware. After getting all the values, EUSART is used to display the actual number of ripples and actual angle. It is important that the position is displayed for the user to know if the desired angle has been rotated.

3.1.8 Braking Mechanism

Just as starting the motor is important, stopping the motor in this application has been very critical, too. The H-Bridge driver must be considered to avoid current shoot-through, which may take place if the two switches on the same side turned on simultaneously. The braking mechanism of the motor is accomplished through the firmware. The CWG is configured to Steer mode and a specific value is written to CWG1STR to turn on the full-bridge driver low-side switches.

In this manner, the motor is shorted to ground by turning off the two high-side switches and turning on the two low-side switches. When the motor terminals are shorted to ground, the BEMF across the motor will cause the current to flow to the lower potential which is the ground that immediately drains the energy across the motor. This braking mechanism is applicable to both forward and reverse motor drive.

3.1.9 Motor Positioning

There are two functions created for processing the angle: one for Forward mode and another for Reverse mode of the motor. This is necessary for establishing the home and endpoint of the motor’s position. From home, the motor can only move using the Forward mode. The motor may turn several times before reaching the endpoint depending on the incremental angle chosen or the user can press the endpoint button to immediately reach the endpoint. Upon reaching the endpoint, an LED will light up to indicate that the motor has reached the endpoint.

If the user insists on pressing the button that causes forward motion, the motor will not rotate and will stay still. This time the user can use the reverse button to turn backward depending on the desired angle set or home button to go back home. Similar with Forward mode, upon reaching home an indicator LED will light up to signify that the home is already reached and the button that triggers reverse movement will be disabled. After every motor movement, the position will be recorded and stored in the EEPROM address. This EEPROM address is read at the beginning of the next motor movement of the motor’s position in order to be kept updated.
Figure 3-3 shows the firmware flowchart of the solution. The firmware is developed through the aid of the MPLAB® Code Configurator (MCC). The instructions for setting up the peripheral configurations used in this application can be found in 8. Appendix B: MPLAB® Code Configuration (MCC) Peripheral Initialization.

The firmware flow starts with a `SYSTEM_Initialize()` routine. This routine initializes pin configuration, oscillator and all the peripherals used in the application. After system initialization, it is necessary to enable interrupts to address the functions requiring interrupts such as `Stall_ISR()` and `Compare_ISR()`.

The `Compare_ISR()` routine initializes the `Compare_ISR()` as the Compare interrupt handler. `Compare_ISR()` is the function that will be executed whenever compare peripheral generates an interrupt. `StallDetection_Initialize()` routine sets up the protection feature of this application.
When all the initialization is done, the firmware will be in a continuous loop executing the tasks as follows: 

The `ReadMotorPositionFromEEPROM()` routine is responsible for reading the motor’s position which is necessary for the firmware to be kept updated on the motor’s current position before another rotation begins. The next routine is `ReadInput()`, which gets the data from the potentiometer to select the desired angle that the motor will turn and computes the equivalent number of expected ripples for a specific desired angle. Check buttons are composed of four subroutines responsible for monitoring if a particular button is pressed and it initiates the movement in a specific direction. After pressing a button, the motor rotation and counting of pulses will start at the same time and continue rotation until a specific rotational position is reached.

When the position is reached, the `getCountDone` value will be set to ‘1’ (which will be tested in the main loop) and if the condition is satisfied, the program will proceed to `GetAngleTurned()` and `MotorPosition()`. The `GetAngleTurned()` routine obtains the actual ripple count and calculates the corresponding actual angle turned. While `MotorPosition()` routine adds the angle turned to the previous position and stores the combined latest and previous position to the EEPROM. The condition with a `motorStalled` test variable will only be satisfied if the motor is stalled (see the 4.1 Motor Stall Detection section). The position of the motor will be stored through `GetAngleTurned()` and `MotorPosition()` and will proceed to the position recovery through `ResumeMotor()` after a 5s delay. The `ResumeMotor()` routine is responsible for the motor to return to its home position. The loop will be continuously running, executing the tasks mentioned above. Refer to 9. Appendix C: Source Code Listing for the complete source code.

### 3.2 PIC16F177X Solution

This solution uses the integration of analog and digital peripherals of the PIC16F177X device family to create a one-chip solution. The PIC16F177X has a higher cost than all the PIC MCUs used in this application, but it has built-in analog peripherals capable of internally converting the ripple signal to digital pulses. Due to the elimination of the external op amp and comparators, the overall cost of the system decreased. However, by using an internal comparator, the capacity to convert ripple signals into digital pulses is limited by the internal comparator hysteresis. Furthermore, one constraint of this solution is represented by the fixed I/O pins of the analog modules, which means that rerouting the analog signal to other pins is not possible.
The block diagram of the solution based on PIC16F177X is shown in Figure 3-4. The PIC16F177X device family is created to support highly integrated applications. Through the integration of analog and digital peripherals, a single device can drive a single motor at a time. Similar to the PIC18FXXQ10 solution, it also uses CIPs in the design of the system such as: Complementary Output Generator (COG) and Hardware Limit Timer (HLT).

In contrast with the previous solution, the signal filtering and conditioning is done using on-board op amp and comparator peripherals. The use of on-board peripherals decreased the number of external components, hence lowering the cost of the overall system. Furthermore, the use of a single chip to reliably control the position of two motors reduced the system cost. Though this solution can address the control of two motors, it is required that those motors must not operate simultaneously.

### 3.2.1 Internal Op Amp for Signal Filtering and Conditioning

The PIC16F177X family of devices have built-in op amp peripherals. In this application, the internal op amp modules are used on an inverting configuration. The first internal op amp has the same functionality as the first external op amp in the PIC18FXXQ10 solution. It is used for eliminating the signal's DC component and external noises. The second op amp is used in the differential amplifier configuration to ensure that the signal will be detected by the comparator to prevent missed pulses during the motor start-up. After these two stages, the signal is fed to the comparator for digital conversion.
3.2.3 Input References

*Figure 3-5* shows the complete signal flow of the solution based on the PIC16F177X devices. The manner of setting the desired angle and calculation of expected ripples are similar to the first solution. The range of the angle that this system can handle is also from 5-180° with a 5° configurable angle increment. For the direction control, there are four buttons used as an input to the system (two buttons per motor for bidirectional control). This solution utilized all the equations used in PIC18FXXQ10 for getting the ripple count per angle (Equation 3-1), expected ripple count (Equation 3-2) and compare load value (Equation 3-3) that will be loaded into the CCP register. After processing all the inputs, the motor is setup to be driven.

3.2.4 Motor Drive Signal

The drive signal of the motor is provided by the COG peripheral. COG is built in the functionality of CWG with improved performance and additional features. For more information on the operation of the COG peripheral refer to TB3119: Complementary Output Generator. Each motor is driven by a dedicated COGx. The signal coming from the COGx controls the full-bridge driver circuit, which accomplishes the actual driving of the motors. After successfully driving the motor, the BEMF signal is fed to the series of internal operational amplifiers for filtering and conditioning. The processed signal is internally connected to the comparator for ripple conversion.

3.2.5 Counting the Current Ripple

When the ripples are transformed to rectangular pulses, they can already be counted by TIMER1 but there is no comparator option in the TIMER1 clock input source and TIMER1 gate input. The comparator output cannot be connected internally to the TIMER1 input. To address this issue, the comparator output is channeled externally and then fed back to the TIMER1 clock input and TIMER1 gate input through another input pin. The counting of the pulses followed the same principle implemented in the Q10 solution. The TIMER1 and CCP modules have the same configuration with the first solution.

Only a pair of TIMER1 and CCP is used for counting the ripple because the motors will only be driven one at a time. The expected ripple count is initially loaded to CCP, then the TIMER1 started its counting at...
the same time as the motor is driven. When the TIMER1 register value equates the CCP register value, the actual ripple count is retrieved in the firmware using Equation 3-4. Afterwards, the angle turned is computed from the actual ripple count value using Equation 3-5. The values are displayed through EUSART and managed for the home and endpoint establishment. Since motors are treated independently, they also have separate memory addresses for storing the motor’s position. After every measurement, the value is stored in the motor memory address and retrieve at the beginning of every motor movement. The High Endurance Flash (HEF) memory, which is available in the PIC16F177X family, is used for storing the position data.

3.2.6 Braking Mechanism

The braking mechanism used in this solution is similar to the one in the first solution. The COGx is configured to Steer mode and a specific value is written to COGxSTR to turn on the full-bridge driver low-side switches. In this manner, the motor is shorted to ground by turning off the two high-side switches and turning on the two low-side switches. When the motor terminals are shorted to ground, the BEMF across the motor will cause the current to flow to the lower potential, which is the ground that immediately drains the energy across the motor. This braking mechanism is applicable to both forward and reverse motor drive.
Figure 3-6 shows the firmware flow of the solution based on the PIC16F177X devices. The functions used are almost similar to the routines used in the PIC18FXXQ10 solution. But there are some additional routines like\texttt{OvercurrentDetection\_Initialize()}, which initializes the Overcurrent\_ISR as the comparator interrupt handler and will be triggered if an overcurrent occurred in the system. Two separate routines were created for motor positioning\texttt{Motor01Position()} and \texttt{Motor02Position()} to handle the position of two motors individually and save them to their specific HEF address. The test variable \texttt{faultDetected} will only be satisfied if stall or overcurrent occurred. It has similar functionality
with the `motorStall` in the PIC18FXXQ10 solution, but it addresses two Faults. Similar to the first solution, after the Fault detection took place the actual ripple count is retrieved through `GetActualRippleCount()`, stored position depending on what motor rotated through `Motor01Position()` or `Motor02Position()` and returned the motor to home through `ResumeMotor()` after a 5s recovery period. Refer to 9. Appendix C: Source Code Listing for the complete source code.

### 3.3 PIC16F188XX Solution

This solution is created for applications requiring simultaneous motor drives such as car mirrors or mud flaps. This solution is also developed to control the position of a single motor or two motors concurrently. The highlight of this solution is its capacity to drive two motors and control their positions simultaneously.

**Figure 3-7. PIC16F188XX Block Diagram**

The block diagram of the solution based on PIC16F188XX is illustrated in Figure 3-7. The PIC16F188XX family is composed of full-featured devices for general purpose and low-power applications. Similar to the previous solutions, the drive is accomplished through CIP–CWG and the functionality of the whole solution is achieved through the integration of on-chip peripherals and CIPs. The conversion of the ripple signal to digital pulses is accomplished externally similar to the PIC18FXXQ10 implementation.

The pulses from two motors are fed to a dedicated SMTx for counting. The **Signal Measurement Timer (SMT)** peripheral is used for counting the ripple pulses. The use of SMT made the simultaneous position control possible because there will be a dedicated hardware counter for each motor. SMT is a 24-bit counter/timer with advanced clock and gating logic. Refer to 3.3.4 Counting the Current Ripple section to learn how this peripheral is implemented in this application. The succeeding section will discuss the counting implementation of the solution.
3.3.1 PIC16F188XX Ripple Counting Implementation

Figure 3-8. PIC16F188XX Control Diagram

3.3.2 Input References

Figure 3-8 shows the complete signal flow of the solution based on the PIC16F188X devices. The manner of setting the desired angle and calculation of expected ripples are similar to the previous solutions. The range of angle that this system can handle is also from 5-180° with a 5° configurable angle increment. There are four buttons used as input to the system: two buttons were used for direction control (forward and reverse), one of them is used as a motor selector, and the other one is used for setting the angle desired for a specific motor in dual motor drive.

This solution used all the equations in PIC18FXXQ10 for getting the ripple count per angle (Equation 3-1) and the expected ripple count (Equation 3-2). The expected ripple count is initially loaded to the SMTx Period register in which the SMTx Timer register value will be continually compared. The SMT peripheral has an advantage of performing the counting functionality of both CCP and TIMER. It is a core independent peripheral that reduces the burden on the main core. After completing the parameter initialization, the motor is setup to be driven.

3.3.3 Motor Drive Signal

This solution is created to drive motors individually or simultaneously. The integration of the firmware and hardware made it possible to select a specific motor or motors to rotate. Similar to the first solution, the PWM generates a full-bridge signal with 100% duty cycle to supply the specific CWG. The PWM is set to 100% duty cycle, since this application does not require the modulation of motor speed. The PWM signal is directed by the CWGx peripheral to its specific channels depending on the chosen CWGx mode. Each motor has an independent CGWx driver that provides full-bridge drive signal to the driver circuit. The signal coming from the CWGx controls the full-bridge driver circuit, which accomplishes the actual driving of the motor. The feedback signal from the motor is processed to obtain a series of digital pulses that are supplied to the SMTx signal input for counting. The next segment will show how the ripple pulses are handled by SMT peripheral.
3.3.4 Counting the Current Ripple

The main goal of this counting implementation is to count all the ripples until the number of expected ripples is reached. To accomplish this, the SMTx is configured to Counter mode because this mode enables the ripple pulses to be continuously counted without requiring a window signal. The input polarity of the signal is set to rising edge, which means that in every rising edge of the signal the SMTx Timer register value increases.

**Figure 3-9. SMTx Counting Diagram**

![Diagram showing ripple counting](image)

Figure 3-9 shows the diagram that describes how counting is performed by SMT. The ripples are fed to the SMTx signal input. The SMTx Timer register value increments with every rising edge of the signal. When the SMTx period equates the value of the SMTx timer, an interrupt will occur. This match interrupt will trigger the capture of the SMTx timer value that contains the actual ripple count. The interrupt will also trigger the stopping of the motor, which is accomplished using the braking mechanism discussed in the first solution. The actual ripple count will then be converted to the corresponding angle turned using **Equation 3-5**.

After getting the angle turned the data will be handed to the functions managing the position of the motors. The position is stored in the EEPROM after every motor rotation. The stored position will be retrieved before another rotation begins for the motors’ position to be kept updated and monitored.
Figure 3-10 shows the firmware flow of the solution based on the PIC16F188XX devices. The process of initializing the device through the `SYSTEM_Initialize()` routine and enabling interrupts is similar to the PIC18FXXQ10 solution. In the continuous loop, the `CheckMotorSelectorButton()` routine is used to check the button to select the motor that will be driven in the switch-case statements. The `MotorDrive01()` routine drives motor 1, controls its position and saves it to EEPROM, while the `MotorDrive02()` routine drives motor 2, controls its position and saves it to EEPROM as well. The `DualMotorDrive()` routine performs the drive and position control of both motors and stores the position to the motors’ specific addresses. Those are the sequences of the routines that the program has continuously executed. Refer to 9. Appendix C: Source Code Listing for the complete source code.
4. Motor Safety Features

It is of prime importance that the system’s performance will not be adversely affected when it encounters a problem and it must recover after the Fault took place. Two safety features used to secure the motor in the Fault event are discussed below.

4.1 Motor Stall Detection

When the motor is spinning freely, the ripple pulses are continuously being fed back to the system. If the motor halts, the trail of digital pulses will also stop. The peripheral used for detecting the stall is the Hardware Limit Timer (HLT) mode in TIMER2/4/6. The primary function of HLT is to monitor any changes in the periodic pulses, and its controlled mode is set to roll over pulse.

When the signal is absent for resetting the value of HLT, it will generate an interrupt which will be used as a trigger to shut down the COG/CWG depending on the device family. The diagram in Figure 4-1 shows the HLT implementation in this application.

![Figure 4-1. HLT Implementation](image)

The comparator output, which produces the digital pulses serves as an external reset source to HLT. The desired period of HLT is set depending on the rated speed of the motor. In this application, the motor used has a rated speed of 40 RPM. This speed expressed in RPM must be converted to a value that will be loaded to HLT period register which is done using the equation below.

Equation 4-1. RPM to T4PR Conversion

\[
T4PR > \frac{RPM \times TMR4ClockSource}{60 \times \text{PrescalerValue} \times \text{PostscalerValue}} \\
= \frac{40 \times \text{MFINTOSC}}{60 \times 128 \times 1} > \frac{40 \times 31250}{60 \times 128} > 162 \text{ or } 0xA2
\]

Note: T4PR register value must be greater than 162 or 0xA2.
4.2 Overcurrent Detection

Overcurrent is a condition where there is an excessive current flow in the motor windings, hence exceeding the rated current in which the motor is designed to carry safely and efficiently. It can be caused by excessive torque loading, short-circuit conductors or an excessive voltage supply. To prevent motor damage, there must be a way to detect Fault when overcurrent occurs. The implementation of this protection feature using PIC16F177X is discussed below.

Figure 4-2. PIC16F177X Overcurrent Implementation

In Figure 4-2, the input is taken from the conditioned signal after the operational amplifier stages. The conditioned signal is fed to the inverting input of the comparator and compared to a reference voltage. This reference voltage results from the product of the current shunt resistance, the maximum allowable motor stall current and gain of the amplifiers used. The reference voltage is provided by the FVR. When overcurrent occurs, the conditioned signal voltage will exceed the reference voltage and the comparator will generate a signal to trigger the COG auto-shutdown feature.
5. **Ripple Counting Performance**

The results below show the waveforms, desired angle, calculated expected ripple count, actual ripple count, angle turned and percentage error at different angles tested using NIDEC COPAL MG16B-240-AB-00 with the gear ratio of 256. In the motor data sheet, it is indicated that the gear ratio is 240. But the results were inaccurate using this number, so it was carefully inspected and the real gear ratio came out to be 256.

Figure 5-1. 5° Angular Movement

\[
\text{angleDesired} = 5 \quad \text{Expected Ripple Count} = 20 \\
\text{actual Ripple Count} = 21 \quad \text{AngleTurned} = 5
\]

\[
\text{Percentage Error} = \left| \frac{\text{Actual Ripple Count} - \text{Expected Ripple Count}}{\text{Expected Ripple Count}} \right| \times 100 \% \\
= \left| \frac{21-20}{20} \right| \times 100 \% = 5\% \text{ error}
\]
Figure 5-2. 60° Angular Movement

\[
\text{Percentage Error} = \left| \frac{\text{Actual Ripple Count} - \text{Expected Ripple Count}}{\text{Expected Ripple Count}} \right| \times 100 \%
\]

\[
= \left| \frac{257 - 256}{256} \right| \times 100 \% = 0.3906\% \text{ error}
\]

Figure 5-3. 90° Angular Movement

\[
\text{Percentage Error} = \left| \frac{\text{Actual Ripple Count} - \text{Expected Ripple Count}}{\text{Expected Ripple Count}} \right| \times 100 \%
\]

\[
= \left| \frac{385 - 384}{384} \right| \times 100 \% = 0.2604\% \text{ error}
\]
The difference between the motor operation with and without load has also been observed. Figure 5-4 shows the signal difference between those conditions. At the same 12V of motor voltage, the ripple current is greater when there is a load causing a higher voltage swing as the ripple frequency decreases. The higher voltage swing makes the comparator easily recognize the high/low voltage transition.

Figure 5-4. Ripple Conversion with/without Loading Condition
6. Conclusion
This application note discusses how the ripples were successfully converted to pulses countable by the Microchip PIC devices. These pulses are counted and processed to estimate the position of the motor. The highly-flexible solution is achieved through the PIC18FXXQ10 family, the one chip solution is attained through the PIC16F177X family and the dual motor simultaneous BDC motor control is achieved through the PIC16F188XX family. The implementation of ripple counting in BDC positioning has considerably lowered the total system cost and the motor is protected by safety features in case of Fault event.
7. **Appendix A: Circuit Schematic**

Figure 7-1. PIC18FXXQ10 Schematic Diagram
Figure 7-2. PIC16F177X Schematic Diagram
8. Appendix B: MPLAB® Code Configuration (MCC) Peripheral Initialization

MPLAB® Code Configurator is an easy-to-use plugin tool for MPLAB® X IDE that generates codes for controlling the peripherals of Microchip microcontrollers, based on the settings made in its Graphical User Interface (GUI). MPLAB Code Configurator is utilized to easily configure the peripherals used in this motor control application. Refer to the MPLAB® Code Configurator User’s Guide (DS40001725) for further information on how to install and set up the MCC in MPLAB X IDE.

The step-by-step process of using MCC in each of the three solutions of this motor control positioning application is discussed in this section.

8.1 PIC18FXXQ10 Solution MCC Initialization

1. In the System Module, set the clock to HFINTOSC with 32 MHz frequency.
2. Set the ADCC module to Basic_mode, with FOSC/ADCLK clock source configured to FOSC/32.
3. For providing drive signal to the motor, three peripherals are needed to be configured: CCP2, TIMER2 and CWG. Prior to setting the CCP2 in PWM mode, the Timer 2 must be enabled with FOSC/4 clock source. In the CCP2 module, choose the PWM mode and select TIMER 2 as the assigned timer and also set the duty cycle to 100%. Enable the CCP2. The CWG must be configured with CCP2_OUT as an input source, with Output mode in Forward Full-Bridge mode and HFINTOSC as the selected clock source. Enable the CWG.
4. In counting the digital pulses, three peripherals are utilized: CLC1, CCP1 and TIMER1. The CLC1 is used for rerouting the input to TMR1 clock source and gate signal source. Configure CLC1 in 4-input AND mode, with one gate having the input pulses and the rest of the three AND gates inverted to produce an output 1 so that CLC1 acts as a buffer. Enable the CLC1. The CCP1 must be set to Compare mode with TIMER1 as the assigned timer for adjusting its trip point. Set COMPARE in Toggle mode. Enable the CCP interrupt and the CCP module. Choose the CLC1OUT as a TIMER1 clock source, enable the gate and enable Gate Toggle mode with CLC1OUT as the gate signal source and gate polarity as HIGH. Put an initial period count of 0x7FFF being half of the maximum count. Enable the Timer Gate interrupt, but do not enable the TIMER1 yet. The TIMER1 will be enabled in the program.
5. For displaying the data, EUSART1 is configured in Asynchronous mode with Transmit enabled, and a baud rate of 9600. Under its software settings, tick the box next to Redirect STDIO to USART.
6. The MEMORY is added to store the data. From the Device Resources, find the MEMORY and double click so that it will be added to the application.
7. TIMER4 is configured to its Hardware Limit Timer mode to be used for stall detection. The clock source used is MFINTOSC_31.25 kHz with a Prescaler value of 1:128 to extend the period range and Timer Period set to 100 ms. CLC1_OUT is used as an input to the external reset source, with Roll Over Pulse Control mode and TIMER4 resets its count every rising of signal on its reset source. Enable the Timer interrupt, but do not enable the TIMER4 yet, it will be enabled in the program.
8. In the PIN MANAGER configuration, set up the input/output pins of all the peripherals as shown in Figure 8-1.
9. After configuring all the peripherals, click the ‘Generate Code’ button next to the Project Resources tab name in the top left corner. This will generate a main.c file to the project automatically. It will also initialize the module and leave an empty while(1) loop for custom code entry.
Figure 8-1. PIC18FXXQ10 Pin Manager Configuration

![Pin Manager Configuration Diagram]

<table>
<thead>
<tr>
<th>Module</th>
<th>Function</th>
<th>Direction</th>
<th>Port A</th>
<th>Port B</th>
<th>Port C</th>
<th>Port D</th>
<th>Port E</th>
</tr>
</thead>
<tbody>
<tr>
<td>ADCC</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCC</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCC</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ADCC</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ANx</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>VREF+</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>VREF-</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CCP1</td>
<td>CCP1</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CCP2</td>
<td>CCP2</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1OUT</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1DIN</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N0</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N1</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N2</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N3</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N4</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N5</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N6</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC1</td>
<td>CLC1N7</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2OUT</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2DIN</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N0</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N1</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N2</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N3</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N4</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N5</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N6</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CLC2</td>
<td>CLC2N7</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CW5</td>
<td>CW5</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CW5</td>
<td>CW5A</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CW5</td>
<td>CW5B</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CW5</td>
<td>CW5C</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>CW5</td>
<td>CW5D</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>EUSART1</td>
<td>RXD</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>EUSART1</td>
<td>TXD</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>OSC</td>
<td>CKOUT</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>GROD</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>GROD</td>
<td>output</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>MCLR</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>TMR1</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>TMR1</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>TMR2</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>TMR2</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Pin Module</td>
<td>TMR4</td>
<td>input</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
8.2 PIC16F177X Solution MCC Initialization

1. In the System Module, set the clock to INTOSC with 16 MHz frequency.
2. Set the ADC Clock to FOSC/16 clock source.
3. Three peripherals are needed to be configured for each motor drive. TIMER2 is common to both driving motors since it is used for adjusting the frequency of the PWMx. The TIMER2 clock source is set to FOSC/4 before it is enabled. For driving motor 1: PWM3, TIMER2 and COG1 are used. In the PWM3 module, select the TIMER2 as the assigned timer and set the duty cycle to 100%. Enable the PWM. The COG1 must be configured with PWM3 output as an input source to rising and falling event, with Output mode in Forward Full-Bridge mode and HFINTOSC is selected as the clock source. Enable the COG1. For driving motor 2: PWM9, TIMER2 and COG3 are used. In the PWM9 module, select the TIMER2 as the assigned timer and set the duty cycle to 100%. Enable the PWM. The COG3 must be configured with PWM9 output as an input source to the rising and falling event, with Output mode in Forward Full-Bridge mode and HFINTOSC is chosen as the clock source. Enable the COG3.
4. In converting ripples to digital pulses, analog peripherals are used. OPA1 is used for signal filtering, the positive channel is taken from OPA1IN0+ and the negative channel is supplied from OPA1IN1-. OPA4 is used for signal conditioning, the positive channel is taken from OPA4IN0+ and the negative channel is supplied from OPA4IN1-. Enable each op amp after setting up the module. CMP1 is used for converting the conditioned signal to digital pulses with inverted output polarity. The chosen channel for positive input is CIN1+ and for the negative input is CIN0-. Enable the module after choosing the desired configuration.
5. In counting the digital pulses, two peripherals are utilized: CCP1 and TIMER1. The CCP1 must be configured to Compare mode with TIMER1 as the assigned timer for adjusting its trip point. Select Toggle mode. Enable the CCP interrupt and enable the CCP module. Choose External as the TIMER1 clock source, enable the gate and enable Gate Toggle mode with T1G_ pin as the gate signal source and gate polarity as HIGHS. Put an initial period count of 0x7FFF being half of the maximum count. Enable the Timer Gate interrupt, but do not enable the TIMER1 yet. The TIMER1 will be enabled in the program.
6. For displaying the data, EUSART1 is configured in Asynchronous mode with Transmit enabled, and baud rate of 9600. Under its software settings, tick the box next to Redirect STDIO to USART. Another peripheral used for display is MSSP; this peripheral is used to communicate with an LCD. Choose the SPI Master mode, with Clock Polarity (Idle:Low, Active:High) and Clock Edge set to Active to Idle. The SPI clock source is FOSC/64.
7. The MEMORY is added to store the data. From the Device Resources, look for the MEMORY module and double click it so that it will be added to the application.
8. This application is equipped with safety features: Stall Detection and Overcurrent Detection. For Stall Detection, TIMER4 is configured to its Hardware Limit Timer mode. The clock source used is MFINTOSC_31.25 kHz with a Prescaler value of 1:128 to extend the period range and Timer Period set to 100 ms. C1OUT is used as an input to the external reset source, with Roll Over Pulse Control mode and TIMER4 resets its count every rising of signal on its reset source.
9. In the PIN MANAGER configuration, set up the input/output pins of all the peripherals as shown in Figure 8-2.
10. After configuring all the peripherals, click the Generate Code button next to the Project Resources tab name in the top left corner. This will generate a main.c file to the project automatically. It will also initialize the module and leave an empty while(1) loop for custom code entry.
Figure 8-2. PIC16F177X Pin Manager Configuration
8.3 PIC16F188XX Solution MCC Initialization

1. In the System Module, set the clock to HFINTOSC with 32 MHz frequency.
2. Set the ADCC module to Basic_mode, with FOSC/ADCLK clock source configured to FOSC/32.
3. Three peripherals are needed to be configured for each motor drive. TIMER2 is common to both motor drives since it is used for adjusting the frequency of the PWMx. The clock source is set to FOSC/4, afterwards TIMER2 is enabled. For driving motor 1: CCP1, TIMER2 and CWG1 are used. In the CCP1 module, choose the PWM mode and select TIMER 2 as the assigned timer and also set the duty cycle to 100%. Enable the CCP1. The CWG1 must be configured with CCP1_OUT as an input source, with Output mode in Forward Full-Bridge mode and HFINTOSC as the selected clock source. Enable the CWG1. For driving motor 2: CCP2, TIMER2 and CWG2 are used. In CCP2 module, choose the PWM mode and select TIMER 2 as the assigned timer and also set the duty cycle to 100%. Enable the CCP2. The CWG2 must be configured with CCP2_OUT as an input source, with Output mode in Forward Full-Bridge mode and HFINTOSC as the selected clock source. Enable the CWG2.
4. In counting the digital pulses, the signal measurement timer is used. Since this solution is created to drive two motors simultaneously, each motor has a dedicated SMT counter. SMT1 is used for counting the pulses from Motor 1. It is configured to Counter mode with Repeated Data Acquisition. The signal input is taken from SMT1SIGPPS with high/rising edge input polarity and the period count is initialized with the value of 0x7FFFFF. Tick the box next to Enable the Match Interrupt and Enable SMT, but do not tick the box next to Data Acquisition After Init. The Data Acquisition will be enabled in the program. While SMT2 is used for counting the pulses from Motor 2. It is configured to Counter mode with Repeated Data Acquisition. The Signal input is taken from SMT2SIGPPS with high/rising edge input polarity and the period count is initialized with the value of 0x7FFFFF. Tick the box next to Enable the Match Interrupt and Enable SMT, but do not tick the box next to Data Acquisition After Init. The Data Acquisition will be enabled in the program as well.
5. For displaying the data, EUSART1 is configured in Asynchronous mode with Transmit enabled, and baud rate of 9600. Under its software settings, tick the box next to Redirect STDIO to USART. Another peripheral used for display is MSSP; this peripheral is used to communicate with an LCD. Choose the SPI Master mode, with Clock Polarity(Idle:Low, Active:High) and Clock Edge set to Active to Idle. The SPI clock source is FOSC/64.
6. The MEMORY is added to store the data. From the Device Resources, find the MEMORY module and double click it so that it will be added to the application.
7. For safety features, each motor has a dedicated timer for stall detection. TIMER4 is configured to its Hardware Limit Timer mode and used for detecting stall in motor 1. The clock source used is MFINTOSC_31.25 kHz with a Prescaler value of 1:128 to extend the period range and Timer Period set to 100 ms. The T4CKIPPS pin is used as an input to the external reset source, with Roll Over Pulse Control mode and TIMER4 resets its count every rising of signal on its reset source. Enable the Timer interrupt, but do not enable the TIMER4 yet, it will be enabled in the program. While TIMER6 is configured to its Hardware Limit Timer mode and used for detecting stall in motor 2. The clock source used is the same with TIMER4. The T6CKIPPS pin is used as an input to the external reset source, with Roll Over Pulse Control mode and TIMER6 resets its count every rising of signal on its reset source. Enable the Timer interrupt, but do not enable the TIMER6 yet, it will be enabled in the program.
8. In the PIN MANAGER configuration, set up the input/output pins of all the peripherals as shown in Figure 8-3.
9. After configuring all the peripherals, click the ‘Generate Code’ button next to the Project Resources tab name in the top left corner. This will generate a `main.c` file to the project automatically. It will also initialize the module and leave an empty `while(1)` loop for custom code entry.

Figure 8-3. PIC16F188XX Pin Manager Configuration
Appendix C: Source Code Listing

The latest software version can be downloaded from the Microchip website (www.microchip.com). The user will find the source code appended to the electronic version of this application note. The latest version is v1.0.
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