Introduction

The sinusoidal current drive has been one of the most used methods in industrial applications for driving BLDC motors. Compared to the six-step commutation (trapezoidal drive), the sinusoidal current drive provides higher efficiency, lower torque ripple and lower acoustic noise. It is the preferred option by users for low-speed and low-noise motor control systems. For practical applications, both the maintenance and implementation cost are also a consideration in choosing the right motor type and motor controller.

This application note describes how to implement a sinusoidal current drive on a sensored 3-phase BLDC motor setting, using a low-cost 8-bit microcontroller. By using Microchip’s Core Independent Peripherals (CIPs), the sinusoidal current drive functions with less processing from the CPU, by reducing the complex firmware mathematical operations required. This application note also highlights the use of the Direct Memory Access (DMA) peripheral to move data from a Sine Look-up Table (LUT) to the PWM peripherals, using unused CPU cycles. By implementing these functions, the CPU gains additional bandwidth to handle other system processes. Figure 1 shows the basic block diagram of implementing sinusoidal current drive using PIC18-Q43 family devices.
Figure 1. 3-Phase BLDC Motor Control Block Diagram
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1. **Overview**

In this application, the implementation of the sinusoidal current drive on PIC18-Q43 can be divided into three functions; Drive Signal Generator, Angular Position Detector and Fault Detection Control. The drive signal generator provides the necessary signals for the implementation of the sinusoidal current drive. The drive signals produced in this stage are connected to an external MOSFET driver, which is used to directly drive the BLDC motor. The drive signals are used in gating the power supply to provide modulated voltage. The angular position detector provides periodic interrupts based on the motor angular position. These interrupts are used to trigger a change in drive signal applied voltage. The Fault detection controller monitors events such as overcurrent condition and stall condition. Once a Fault is detected, the controller disables the drive signal generator and all the interrupts, which stops the motor from running. The following are the list of peripherals used to successfully perform these functions.

- **Drive Signal Generator**
  - Direct Memory Access (DMA) controller
  - Complementary Waveform Generator (CWG)
  - 16-Bit Pulse Width Modulation (PWM)

- **Angular Position Detector**
  - TMR1/3/4
  - Configurable Logic Cell (CLC)
  - Compare (CCP)

- **Fault Detection**
  - Digital-to-Analog Converter (DAC)
  - Comparator (CMP)
  - TMR0/2/6

**Figure 1-1. Control Diagram**

![Control Diagram](image)

*Figure 1-1 shows the functional block diagram of the 3-phase BLDC motor operation. Input control signals are available for stop/go commands and direction control. These input controls determine when the motor will rotate and the commutation sequence the drive signal generator will follow. The sinusoidal data provides PWM duty cycle values stored on Programmable Flash Memory (PFM), which will be loaded to the drive signal generator, depending on the rotor position. The motor used in this application is DMB0224C10002, which has a built-in Hall effect sensor as feedback for the motor position.*
2. Sinusoidal Drive - Sensored BLDC Motor Principle

This application note focuses on the implementation of sinusoidal current drive operation on a 3-phase BLDC, using an 8-bit PIC® MCU. Hall effect sensors are used as feedback to identify the rotor position, which is required for the BLDC driving algorithm. For a more detailed explanation of BLDC motor control fundamentals, refer to AN885: BLDC Motor Fundamentals.

2.1 BLDC Sensored Operation

Identifying the rotor position is an important aspect in BLDC motor control. The rotor position is used to determine the proper electronic commutation. The most common method of identifying rotor position in a BLDC motor is by using Hall effect sensors. Hall effect sensors are sensing switches that produce logic level, based on the detected magnetic field. As the motor rotates, the Hall effect sensors identify the position information of the magnet poles (positive or negative polarity) installed in the motor, sending it to the controller. In this application, three Hall effect sensors are pre-installed inside the motor. These Hall sensors are distributed equally around the stator (120° apart) in a way that its output can generate six different combinations in one electrical cycle, which changes for every 60° of movement. These combinations can be translated into a number from one to six, which are represented by three binary digits. These sensors are positioned in a way that the magnets' polarity will change even before the rotor is in the position for the next commutation, preventing the rotor from being stuck.

The number of electrical cycles in one complete revolution is based on the number of pole pairs the motor has, as shown in Figure 2-1. Since a 5-pole pair motor is used in this application, a total of five electrical cycles is needed to complete one mechanical revolution (one rotation). Also, it is known that the Hall sensor will change states every electrical cycle and by measuring the time between each state change, the angular velocity or motor speed can be obtained.

In this application, the microcontroller counts the number of system clock ticks that is accumulated during a Hall period or an electrical cycle, using a series of timers. The number of clock ticks in a Hall period represents the speed of the motor, which means that the speed of the motor in clock ticks is five times the number of system clock ticks on a Hall period. This information can be used to subdivide the Hall period into smaller intervals for the rate of changing the applied voltage to the driver, which is vital to the sinusoidal current drive or simply measure its current speed.

Figure 2-1. Relationship between Hall Sensor Signal, Electrical Cycle and Mechanical Revolution

2.2 Sinusoidal Current Drive

The basic premise of the sinusoidal drive is to provide each motor winding with currents that vary sinusoidally, based on the rotor position. These currents are phase-shifted by 120° from each other, relative to its corresponding Hall sensor. In BLDC motor control, the drive signals that are used require variable voltages that change with respect to the speed and position of the motor. This variable voltage is applied using the PWM technique. By providing sinusoid-based signals through the PWM modules to the MOSFET driver, the current is generated on each motor windings. Due to the gradual changing of the applied voltage, the sinusoidal drive's torque ripple is somehow lower in comparison with the trapezoidal drive.
In this application, the sinusoidal current drive is applied using data extracted from the Space Vector Pulse-Width Modulation (SVPWM) technique. This technique is widely used for digital implementation because of its higher efficiency and more sophisticated algorithm, over regularly applying an individual sinusoidal signal to the motor windings.

The SVPWM method is a vector-based scheme used in three-phase systems, such as motor control applications. Rather than producing pure sinusoid waveform from the drive signals for each motor terminals with respect to ground, SVPWM generates three sinusoidal line-to-line voltage (differential voltage) between two terminals. A space vector representation is created, where the spaces between unit vectors are separated by 60.0° correspond to every state in an electrical cycle, as shown in Figure 2-2. Each desired voltage can be simulated by adding the components of two adjacent active vectors and null vectors represented by the $000$ and $111$ logic states (located at the origin). The resulting desired voltage is represented by the manipulated duty cycle of PWM peripheral.

Table 2-1 provides the equation for the PWM switching time for each sector. Once the approximate angular position is identified, the resultant vector magnitude is calculated, with respect to the adjacent voltage space vectors and null vector $T_0$, $T_1$ and $T_2$ representing conduction time within a period. The values for $T_1$ and $T_2$ are taken from a Look-up Table containing 172 fractional sinusoidal values from 0° to 60°.

Table 2-1. Equations for PWM Switching Time by each Sensor

<table>
<thead>
<tr>
<th>Sector</th>
<th>Switching Time Equation</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>PWM1 = $T_1 + T_2 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM2 = $T_2 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM3 = $T_0/2$</td>
</tr>
<tr>
<td>2</td>
<td>PWM1 = $T_1 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM2 = $T_1 + T_2 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM3 = $T_0/2$</td>
</tr>
<tr>
<td>3</td>
<td>PWM1 = $T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM2 = $T_1 + T_2 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM3 = $T_2 + T_0/2$</td>
</tr>
<tr>
<td>4</td>
<td>PWM1 = $T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM2 = $T_1 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM3 = $T_1 + T_2 + T_0/2$</td>
</tr>
<tr>
<td>5</td>
<td>PWM1 = $T_2 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM2 = $T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM3 = $T_1 + T_2 + T_0/2$</td>
</tr>
<tr>
<td>6</td>
<td>PWM1 = $T_1 + T_2 + T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM2 = $T_0/2$</td>
</tr>
<tr>
<td></td>
<td>PWM3 = $T_1 + T_0/2$</td>
</tr>
</tbody>
</table>
The approximate PWM output from SVPWM, with respect to its angular position, is plotted in Figure 2-3. The waveform produced has a shape of a saddle due to the third harmonic injection by SVPWM. Each PWM output is shifted 120° from each other. The angular position is scaled from 360° to 192 for more convenient implementation in this application. To reduce switching loss, each of the three phases do not switch for one-third of the time in a cycle.
Angular Position Detector

The angular position of the rotor is vital to produce waveforms that are synchronized to the motor during the application of sinusoidal current drive. Hall effect sensors provide limited information since it can only detect the approximate position in an electrical cycle. To apply the sinusoidal current drive to the BLDC motor, a constant change in applied voltage to the MOSFET driver is required, based on the exact rotor position. In this application, a motor angular position function is designed to convert the Hall signal into equally smaller signals that represent a unit angle of rotation. It subdivides the Hall signal into smaller intervals where it acts as a trigger to change the applied voltage at a certain time and position. Several peripherals, such as timers and CCP, are used to create this function. The basic idea of this method is to count the number of system clock ticks it takes to complete a Hall period and divide it to the number of units desired for the next period, assuming that it has the same clock tick count. Since it is basically a hardware division, there will possibly be remainder clocks in the calculations. These remainder clocks will be added to the last degree/phase of the period, especially when using a slower clock source. To reduce such errors, a faster clock source is used. In this design, a 16 MHz clock is used. Figure 3-1 shows the block diagram of the implemented motor angular position scheme.

Figure 3-1. Motor Angular Position Detective Scheme Block Diagram

The period register of the TMR4 is used to set the desired number of divisions per Hall signal period. Since the number of arrays declared is six with 32 elements each, the number of divisions set in T4PR is 192.

TMR3 does not have a direct input connection from the TMR4 Overflow bit. By using CLC as a buffer, the TMR4 output is rerouted to the TMR3 input. It will continuously increment until the reference edge of the Hall signal is detected. Once the reference edge is detected, the value in the TMR3 register is copied to the CCP compare value, which can also be calculated using Equation 3-1. For example, a 200 Hz Hall signal takes 80,000 clock ticks. Since
each TMR3 increment takes 192 clock ticks, the TMR3 counter would have registered a value of 416, when the Hall sensor edge is detected. The value is copied to the CCP Compare register, which is continuously compared to the TMR1 register. TMR1 shares the same clock source as TMR4, which is a 16 MHz clock. If matched, a CCP interrupt will occur to reload the TMR1 register and signals the DMA to increment the source address for the next PWM value. For the MCC configuration, the TMR4 register requires a time-based period and not a register value. It can be calculated using Equation 3-2. T4TMR is an 8-bit register that can store 255 values. Each clock cycle increments the T4TMR until it matches the T4PR. The clock source used is F_{OSC}/4 of 64 MHz clock.

**Equation 3-1. Compare Value Calculation**

\[
\text{Compare Value} = \frac{\text{CLK source}}{\text{Hall Frequency} \times \text{Desired number of Interrupts}}
\]

**Equation 3-2. TMR4 Period Calculation Based on Desired Number of Interrupts**

\[
\text{TMR4 period} = \frac{\text{desired CNTR end value} + 1}{\text{CLK source}}
\]

\[
\text{TMR4 period} = \frac{192 + 1}{16 \text{ MHz}} = 12.062 \mu\text{s}
\]
4. Drive Signal Generator

The sinusoidal data is divided into six arrays for the DMA controller to easily point its address as the source, as shown in Figure 4-1. The three windings require the same signal, phase-shifted by 120°, therefore a single set of sinusoidal data can be used.

Figure 4-1. Sinusoidal Data Look-Up Table

```c
//FWM sinusoidal lookup table for six states
const uint16_t PWM_1[32] = {0, 0, 0, 0, 0, 0, 0, 0,
                            0, 0, 0, 0, 0, 0, 0, 0,
                            0, 0, 0, 0, 0, 0, 0, 0,
                            0, 0, 0, 0, 0, 0, 0, 0};

const uint16_t PWM_2[32] = {5, 30, 54, 83, 107, 131, 160, 184, 208, 236,
                            259, 283, 310, 332, 355, 380, 401, 423, 448, 467,
                            487, 510, 529, 547, 568, 584, 601, 620, 635, 650,
                            666, 680};

const uint16_t PWM_3[32] = {690, 704, 715, 725, 736, 745, 753, 762, 769, 774,
                            780, 785, 788, 791, 794, 794, 794, 794, 793, 790,
                            787, 784, 779, 773, 767, 759, 751, 744, 733, 723,
                            713, 699};

const uint16_t PWM_4[32] = {690, 701, 715, 725, 734, 745, 753, 761, 769, 774,
                            779, 785, 788, 791, 794, 794, 794, 794, 793, 791,
                            787, 784, 779, 773, 767, 761, 751, 744, 734, 723,
                            713, 701};

const uint16_t PWM_5[32] = {687, 674, 661, 644, 629, 614, 594, 578, 561, 540,
                            521, 502, 479, 459, 439, 414, 393, 372, 345, 323,
                            301, 273, 250, 227, 198, 175, 151, 122, 98, 73,
                            44, 20};

const uint16_t PWM_6[32] = {0, 0, 0, 0, 0, 0, 0, 0,
                            0, 0, 0, 0, 0, 0, 0, 0,
                            0, 0, 0, 0, 0, 0, 0, 0,
                            0, 0, 0};
```

Each array consists of 32 16-bit elements. These arrays are stored in the Program Flash Memory (PFM) of the MCU. Using the DMA controller, the address of the first element is set as the DMA source address. The data is transferred from the PFM to the PWM Duty Cycle register, which is set as the DMA destination address. The DMA controller requires the size of the destination address to be a multiple of the source address size and vice versa. The DMAxDSZ register determines the destination size, while the DMAxSSZ register determines the size of the source. The PWM Duty Cycle register is a 16-bit register, which makes the value of the DMAxDSZ register equal to 2 bytes. The value of DMAxSSZ depends on the array size stored in the PFM. It can be calculated using Equation 4-1.

**Equation 4-1. DMAxSSZ Register Value**

\[
\text{DMAxSSZ} = \text{element size (byte)} \times \text{# of elements}
\]

There are two events that access or modify the settings of the DMA controller; one is during Hall state transition, and the other is during motor angular position interrupt. When a Hall state change is detected, the DMA controller source address register is loaded by the firmware, depending on both the sector position and direction. Changing the
addresses during operation requires enabling and disabling the DMA channel on the run. A lock and unlock
sequence is required to do this. On the other hand, the motor angular position interrupt triggers the DMA controller to
increment the DMA source address, pointing to the next element on the array until all elements have been loaded to
the destination or another Hall state change is detected.

Each DMA channel’s destination address is pointed to the PWM slice register where the variable voltage is set. The
switching frequency for motor control applications depends on the motor’s inductance. If the motors current can
change at a fast rate, the switching frequency should be high enough to avoid core saturation. In this application, the
switching frequency was set to 40 kHz, catering the need to provide high frequency and high resolution for motor
operation. Equation 4-2 shows the calculation of the PWM period, in reference to the frequency selected. The
sinusoidal data that is used in this application are duty cycle values, based on the PWM resolution and PWM period,
which can be calculated using Equation 4-3. Center-Aligned mode is selected to produce two pulses line-to-line in
each period. By doing this, the ripple current is reduced while not increasing the switching loss in power devices. The
PWM registers are double-buffered. It requires an external source or LD bit to be triggered. In this application, DMA is
used as an external load event. Every time the DMA channel successfully transfers a message, a request to load is
made. The buffer updates every other request.

Equation 4-2. PWM Period Register Value in Center-Aligned Mode PWM

\[
PWM_{xPR} = \frac{CLK_{Source}}{Switching\ Frequency \times \text{Prescaler} \times 2} = \frac{64\ MHz}{40\ kHz \times 1 \times 2} - 1 = 799 = 0x31F
\]

Equation 4-3. PWM Duty Cycles Register Value

\[
PWM_{xS\ IP1} = PWM_{xPR} \times \frac{\text{desired duty cycle \%}}{100}
\]

To drive the three-phase motor with sinusoidal currents, the CWG peripheral is used. The MOSFET driver of the
three-phase BLDC motor consists of three half-bridges, one for each motor terminal. Each half-bridge consists of two
switches, which require complementary PWM signals. Because of this, the CWG modules are configured in Half
Bridge mode, where each generates two output signals that resemble the true and inverted versions of the input
PWM. The CWGxA input is configured for the high-side switches, while the CWGxB input is configured for the low-
side switches of the driver. Figure 4-2 shows the CWG output representation for each half bridge.
Since power MOSFETs take a finite amount of time to switch on or off, there may be a time where both switches of a half bridge turn on. It creates a low resistance path from the source to the ground that could cause a short circuit. This event is called shoot-through. In CWG, a dead-band delay is inserted to prevent shoot-through current during an output level transition. Dead-band delay is a time delay inserted between the switch transition to prevent conduction of high and low-side switches at the same time. Dead-band delays can be inserted in the rising or falling edge of the input source. Dead-band counters are set on CWGxDBR and CWGxDBF registers.
5. Fault Detection Control

Fault detection control is implemented within this system to stop motor operation when an event that might cause motor drive failure is detected. To avoid a false trigger, each detection unit should be enabled a fraction of a second after the motor start-up, using TMR0.

5.1 Overcurrent Protection

If the circuit draws more than the maximum allowable current caused by commutation failures, excessive load or internal faults, etc., the circuit might experience overheating or system failure. To prevent such conditions, an overcurrent detection is used. Overcurrent detection is implemented by monitoring the bus current of the 3-phase MOSFET driver. Resistor $R_{SHUNT}$ is tapped at the low side of the motor driver. The voltage across $R_{SHUNT}$ represents the current that flows through the driver, since the voltage is directly proportional to the current across the resistor. The bus current can be computed using Equation 5-1.

Equation 5-1. Bus Current Calculation

\[
I = \frac{V_{DD} - V_{BIAS}}{R_{SHUNT} \times A_V}
\]

The shunt resistor's voltage is continuously compared to the reference voltage provided by the MCU. During motor runtime, the bus current is sampled by the comparator (CMP) input. Every 50 ms, the comparator output voltage is monitored, to verify whether it exceeds the reference voltage set in the DAC. If the comparator output is high, the CWG peripheral will be disabled and stop the motor. During motor start-up, a high current is drawn by the motor before it stabilizes. This might cause a false trigger and stop the motor. To prevent this situation, a 500 ms delay after start-up is inserted before enabling the fault detection unit.

5.2 Stall Detection

The motor Hall sensor provides a stable periodic signal in the form of pulses, when the motor is running. The absence of these pulses over a long period indicates the motor has stopped or is in a Stall condition. This condition normally happens when the motor load torque is greater than the motor shaft torque. During a Stall condition, the motor draws current that exceeds the rated value, which also causes motor overheating and failure.

Figure 5-1. HLT Operation

To detect such a condition, a stall detection feature is also implemented. By using the Hardware Limit Timer (HLT) of the TMR2 peripheral, the absence of a Hall signal within a period of time, can be detected. It is set to operate in rollover Pulse mode. In this mode, an input signal is allowed to clear the TMR2 register every time a falling edge transition is detected. When the pulse is absent or has a long periodic time, TMR2 will continuously increment until it reaches its maximum value, setting its Overflow bit. HLT will trigger an interrupt that disables all CWG peripherals, stopping the motor. In this application, the Hall B signal, which is connected to the RC6 input, is used as the reference signal. The signal provided by the Hall sensor has an approximate period of 5 ms in a normal setup. If the timer counter matches the PR value, the interrupt flag will be set as shown in Figure 5-1. The PR value that will be set on TMR2 should be larger than the period of the Hall sensor signal, in order to identify the stall condition of the motor. To calculate TMR2 PR register values, use Equation 5-2.
Equation 5-2. PR2 Calculation

\[ PR2 = \frac{TMR2 \text{ Clock Source}}{\text{Hall Signal Period} \times \text{Prescaler} \times \text{Postscaler}} \]
6. Firmware Implementation

The state diagram in Figure 6-1 illustrates the motor control system and its interaction with each interrupt service available in the system. The firmware basically revolves on the state of the motor, whether it is in the Running condition or in Stop condition. Flags are used to identify the state of motor operation. From Reset, all peripherals and variables are initialized while keeping interrupts disabled. The motor is initially set in a Stop state and in a CCW direction. For the complete source code, refer to Appendix C: Source Code Listing.

Figure 6-1. Motor Control State Diagram

The device used in this application is PIC18F47Q43. It contains 8192 bytes of data memory, 131,072 bytes of program memory and 2048 bytes EEPROM. The application uses 94 bytes (1%) of its data memory and 7,190 bytes (5%) of program memory. EEPROM is not used in this application.
6.1 Button Controls
Two buttons are used as input to trigger the start/stop operation and CCW/CW direction. Both input buttons are continuously monitored after initialization as shown in Example 6-1. When switch S1 is pressed, it checks the motor state if it is in running or stall state. If it is in a Stall state, the RunMotor() subroutine will be called enabling CWG, Interrupt routines and CCP. If the motor is in running state and switch S1 is pressed, StopMotor() subroutine will be called disabling CWG, Interrupt routines and CCP, toggling the motor condition flag.

```c
Example 6-1. Program Main Loop

while (1) {
    // wait until an action is detected
    CheckTriggerButton();
    CheckDirectionButton();
}
```

Switch S2 toggles the direction flag. When S2 is pressed during a motor Stop condition, it will simply change the direction flag from CCW to CW, or vice versa. By toggling the direction flag, the commutation order based on the sinusoidal data array during Hall transition is changed. If S2 button is pressed in running condition, the motor is forced to stop before changing the commutation sequence. Once the direction flag is toggled and the position is identified, the motor will start running again.

6.2 Motor Start-up
The motor's initial speed from a Stop condition is zero. This makes the application of sinusoidal current drive difficult since there is no reference speed available. In this application, a low-speed trapezoidal drive is used as the starting commutation until the motor stabilizes for the sinusoidal drive. The trapezoidal drive is executed by configuring the CWG peripherals to Steering mode. Each time a Hall transition is detected, the PWM signal is steered to the output pin based on the 6-step drive table stored in program Flash, as shown in Figure 6-2. Each drive table array contains six elements based on the six states of Hall sensor logic. As the motor starts to turn, the PWM duty cycle is increased gradually until it establishes speed and completes a mechanical revolution.

```c
const uint8_t fwdDriveTable_CWG1 [7] = {0x00, 0x02, 0x00, 0x02, 0x10, 0x00, 0x10};
const uint8_t fwdDriveTable_CWG2 [7] = {0x00, 0x00, 0x10, 0x10, 0x02, 0x02, 0x00};
const uint8_t fwdDriveTable_CWG3 [7] = {0x00, 0x10, 0x02, 0x00, 0x10, 0x02};
const uint8_t revDriveTable_CWG1 [7] = {0x00, 0x10, 0x00, 0x10, 0x02, 0x00, 0x02};
const uint8_t revDriveTable_CWG2 [7] = {0x00, 0x00, 0x02, 0x10, 0x10, 0x00};
const uint8_t revDriveTable_CWG3 [7] = {0x00, 0x02, 0x10, 0x00, 0x00, 0x10};
```

By the time it completes a mechanical revolution, the CWG peripherals are changed to Half-Bridge mode for the preparation of transition to sinusoidal drive. The timers used on angular transition are all reloaded and the functions on IOC ISR are changed with respect to sinusoidal function.

6.3 Interrupt Sources
After initialization, only the monitoring of the input buttons is performed in the main loop. Other processes and functions are either performed by the CIPs or triggered by interrupt resources. When a certain condition is met, an interrupt flag is set and its corresponding Interrupt Service Routine is performed. Figure 6-3 shows how these routines are executed.
All peripherals used in the firmware are configured using MPLAB® Code Configurator (MCC). For the step-by-step procedure of how all peripherals are configured, refer to Appendix B: MPLAB Code Configurator (MCC) Peripheral Configuration.

6.3.1 Hall ISR

Each Hall sensor is connected to a digital pin of the MCU in which Interrupt-on-Change (IOC) is enabled. If a Hall transition, either a falling or rising edge is detected, Hall ISR is called. The Hall state is represented by a 3-bit Logic state which provides the current sector location. During start-up, the trapezoidal function is set as Hall ISR in which the six-step commutation is executed. When a mechanical revolution is completed, the Hall ISR is replaced with the sinusoidal function. (uint8_t) ((PORTC >> 4) & 0x07) is used since all Hall pins are located in the PORTC register. The DMA source address that will be set is based on the currentSector0. Using the SetDMA() subroutine, the source addresses of each DMA channel is pointed to a different set of sinusoidal data, depending on the detected location. Each PWM module is configured with an individual transfer, utilizing three DMA channels. The DMASELECT register should be set before configuring an individual channel. Figure 6-4 shows the CheckSector() subroutine that is used in Hall ISR to configure the DMA channels.
void CheckSector(void) {
    switch (currentSector) {
    case SECTOR1:
        if (FLAGS.direction == CCW) {
            SetDMA(&PWM_1, &PWM_5, &PWM_3);
        } else if (FLAGS.direction == CW) {
            SetDMA(&PWM_3, &PWM_5, &PWM_1);
        }
        break;
    case SECTOR2:
        if (FLAGS.direction == CCW) {
            SetDMA(&PWM_2, &PWM_6, &PWM_4);
        }
        else if (FLAGS.direction == CW) {
            SetDMA(&PWM_2, &PWM_4, &PWM_6);
        }
        break;
    case SECTOR3:
        if (FLAGS.direction == CCW) {
            SetDMA(&PWM_3, &PWM_1, &PWM_5);
        } else if (FLAGS.direction == CW) {
            SetDMA(&PWM_1, &PWM_3, &PWM_5);
        }
        break;
    case SECTOR4:
        if (FLAGS.direction == CCW) {
            SetDMA(&PWM_4, &PWM_2, &PWM_6);
        } else if (FLAGS.direction == CW) {
            SetDMA(&PWM_6, &PWM_2, &PWM_4);
        }
        break;
    case SECTOR5:
        if (FLAGS.direction == CCW) {
            SetDMA(&PWM_5, &PWM_3, &PWM_1);
        } else if (FLAGS.direction == CW) {
            SetDMA(&PWM_5, &PWM_1, &PWM_3);
        }
        break;
    case SECTOR6:
        if (FLAGS.direction == CCW) {
            SetDMA(&PWM_6, &PWM_4, &PWM_2);
        } else if (FLAGS.direction == CW) {
            SetDMA(&PWM_4, &PWM_6, &PWM_2);
        }
        break;
    }
}
Hall B is also used to identify the reference speed for the motor angular position. Each time a Hall B positive edge transition is detected, the value of the TMR3 period is copied to the CCP compare value and reloads all timers used in motor angular position.

### 6.3.2 CCP ISR

Every time the Timer1 register matches the compare value register, the CCP ISR flag is set. It triggers the DMA controller to increment the source address for the next array element to be loaded to the PWM duty cycle register. While the DMA performs this task in the background, CCP ISR reloads the Timer1 register.

### 6.3.3 HLT TMR 2 ISR

If a missing Hall pulse is detected in a period of time and the PR2 matched, the TMR2 flag is set. The motor operation is changed into a Stall state, triggering the motor to stop by calling the `stopMotor()` function and disabling the interrupts.

### 6.3.4 TMR6 ISR

During motor operation, the current is continuously monitored by using the Comparator (CMP) peripheral. If the V- is greater than the V+, which is set from the DAC register, the output of the comparator is set to digital high. For every 50 ms, TMR6 ISR checks the comparator output. If the CMP output is set, `stopMotor()` function is called, disabling all interrupts and CWG peripherals, stopping the motor operation.

### 6.3.5 TMR0 ISR

During the motor start-up, the windings behave as a closed circuit, causing the system to draw high current. Referred to as inrush current, this phenomenon might cause a false trigger on the overcurrent detector. By using TMR0, a fraction of a second is inserted before enabling the Fault detection function. When the Timer0 flag is set, the Comparator, TMR2 peripherals and its corresponding interrupts are enabled. The TMR0 is also disabled, making it a one-time execution during motor running operation and will only be in service during another start-up.
7. Sinusoidal Drive 3-Phase BLDC Performance
To present the viability of this application, both the driving voltage signal and the motor current and voltage are captured. Through observation, the output voltage and current of the sinusoidal drive are compared with the trapezoidal drive.

7.1 CWG Drive Signals for 3-Phase BLDC
Figure 7-1 shows the drive signals provided to the power stage by the CWG module while in running operation.

Figure 7-1. CWG Drive Signals

7.2 Phase Voltage and Line Current
Figure 7-2 shows the phase voltages of the windings by the 3-phase BLDC in both sinusoidal drive and trapezoidal drive. Three oscilloscope probes are connected to the voltage dividers of each motor winding. The difference between the driving phase voltages can be observed. The sinusoidal drive produces a saddle shape waveform where the switching voltage is smoothly varied. The trapezoidal drive, on the other hand, generates a trapezoidal waveform.
Using a current probe, the phase current of the trapezoidal and sinusoidal current drive is obtained and shown in Figure 7-3. Both drive runs at 2400 RPM. Ripples are observed in trapezoidal drive. The sinusoidal drive provides a smoother line current compared to the trapezoidal drive. Ripples are more apparent in the trapezoidal drive. The sinusoidal drive current waveform follows a sinusoidal like pattern in which ripples and audible noise are reduced.
8. **Conclusion**

   The method of using DMA to directly transfer data from the Look-Up Table (LUT) to PWM can lessen real-time calculation in sinusoidal drive, BLDC motor control. Though lacking with speed control since the data from the LUT cannot be modified, this method is perfect for applications that require non-speed variables and low noise applications. By reducing the functions and instructions using the CIPs DMA controller, other tasks can be performed. By only using a low-cost 8-bit microcontroller, PIC18-Q43, sinusoidal current drive BLDC motor operation is executed successfully. Fault detection is also implemented to automatically stop the operation, when events that might cause the operation to fail are detected.
9. Appendix A Schematics

Figure 9-1. Schematic Diagram A
Appendix B: MPLAB® Code Configuration (MCC) Peripheral Configuration

In this section, the initialization and configuration of the peripherals utilized in this application note using MPLAB® Code Configurator (MCC) are shown. MCC is a plug-in tool of MPLAB® X IDE, which provides a graphical environment where peripheral configuration can be executed. MCC generates drivers in C code, which initializes the peripherals and provides functions that can be called on your firmware. Refer to the MPLAB® Code Configurator V3.xx User's Guide (DS40001829) for more information on how to install and set up the MCC in MPLAB X IDE.

The following steps provide the MCC settings of each PIC18-Q43 peripheral used in this application note.

1. Select HFINTOSC as the clock source with a 64 MHz frequency in the system module.
2. For the Motor Angular Position, TMR4, CLC1, TMR3 CCP1 and TMR1 are configured. The clock source of TMR4 is set to Fosc/4. To provide 192 interrupts in a Hall period, set the TMR4 period to 12.0625 µs according to Equation 3-2.
3. Using the CLC1 module, the TMR4 input is redirected to TMR3 input. In the AND-OR mode of CLC1, TMR4 output is selected as input to two OR gates. This configuration acts as a buffer logic that provides input to TMR3 clock.
4. The output of CLC1 is used as an input of TMR3. Every time the TMR4 output is set, TMR3 is incremented by one. It is done to count the number of TMR4 period in a Hall period. Each time a Hall period is detected, the TMR3 counter register is copied to the compare register of CCP and then reloaded with the initial value.
5. Set the CCP1 module to Compare mode. Select the TMR1 module as the timer in which the compare register value is always compared. Select pulse clear timer as the Compare operating mode. Enable the CCP interrupt to provide an ISR that will reload TMR1 every matching event.
6. Select Fosc/4 as the TMR1 clock source to perform hardware division with TMR4.
7. The drive signal generator requires that the DMA controller, PWM and CWG modules to be configured. For the PWM module, a single slice is used for each bridge. Select HFINTOSC as the clock source for each PWM module without a prescale value. Choose the Center-aligned mode as the operating mode. Set the requested frequency to 40 kHz, to provide a 10-bit resolution for the duty cycle. In the register’s tab, set the PWMxLDS to the corresponding DMA channel to automatically reload the duty cycle value to the PWM output every time the DMA successfully transmits an element.
8. Disable the CWG module, since the motor is initialized in a Stop condition. Set the PWMxOUT1 register as the input source for the operation. Steering mode is selected as the Output mode since the motor starts in the trapezoidal drive, but changes to the Half-Bridge mode during firmware execution, if motor speed is established. The dead-band count for falling and rising events are set to 63-64 counts with the HFINTOSC clock source.
9. The DMA controller channels are initially disabled and will be manually enabled in the firmware. Set the DMODE and SMODE bits in the DMAxCON1 register to “incremented”. Select the program Flash memory as the source in the DMAxCON1 register. For the DMA source address, enter the address location of the corresponding PWM slice register. In MPLAB® X IDE, the address of the register can be easily identified by clicking Window > Target Memory Views > SFR. An SFR tab will pop up showing a list of registers and their addresses. Set the DMAxDSZ register to 2, since the PWM duty cycle register has a 2-byte size. For the source address size, set 0x40 to the DMAxSSZ register. CCP1 is selected as an interrupt request source in the DMAxSIRQ register.
10. For the Fault detection feature, TMR0 is used to insert a delay before enabling Fault detection. Set the clock Prescaler to 1:32 and the Postscaler to 1:10. Set the clock source to LFINTOSC. Set the requested period to the desired delay sequence, before enabling the Fault detection features, which is 500 milliseconds. TMR0 is initialized as disabled, since the time set will start upon the motor running state.
11. Set the DAC output value to 2.5V. For the positive and negative reference, choose VDD and VSS, respectively. Disable the DAC output in the DACOUT1 register. The positive input of the CMP module uses the DACOUT1 as the reference voltage. Choose the CIN2- as the negative input of the CMP module. Select the inverted output polarity to provide an output high when the negative input is greater than the DACOUT value. Using TMR6, the comparator output is checked every 50 ms. If the CMP output state is high, a trigger will stop the motor. To apply this scheme, enable the TMR6 interrupt and select LFINTOSC as the clock source. Change the Prescaler value of TMR6 to 1:64 and set the timer period to 50 ms.
12. For stall detection, TMR2’s HLT mode is used. Choose the T2CKIPPS pin as the external Reset source to use the Hall B signal to detect a Stall condition. Choose “resets at rising TMR2_ers” as a Start/Reset option to
reset the timer every time the Hall signal is detected before the TMR2 flag is set. For the TMR2 period, indicate the time in which, if no Hall signal is detected, it will trigger an interrupt. Enable TMR2 interrupt.

13. Configure the output and input pins for the peripherals as shown in Figure 10-1.
Figure 10-1. Pin Manager and Pin Module Configuration
After setting all peripherals needed, click the “Generate code” in the resource management tab. It will generate peripheral drivers and a main.c, where all peripherals are initialized based on your configuration.
11. Appendix C Source Code Listing
The latest software version can be downloaded from the Microchip website (www.microchip.com). The user will find the source code appended to the electronic version of this application note.
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