Atmel AVR291: 8MHz Internal Oscillator Calibration for USB Low Speed on Atmel ATmega32U4RC

Features
- Atmel® ATmega32U4RC MCU
- 8MHz internal RC oscillator
- Temperature range: -20°C to +85°C
- USB low speed
- Adjustable RC frequency with ±1% accuracy
- Tune RC oscillator at 3V and 5V
- Tune RC oscillator to any temperature
- Reduce BOM cost

1 Introduction
This application note describes a fast and accurate method for calibrating the internal RC oscillator on the Atmel ATmega32U4RC MCU. It offers simple and flexible calibration firmware source code, which allows device runtime calibration to for maintaining USB low-speed data transfers within the USB specification (1.5MHz ±1.5%).

Please note that this application note is not applicable to all ATmega32U4 family devices. The part numbers supported by this application note are as follows:
- ATmega32U4RC-AU
- ATmega32U4RC-MU
2 Theory of operation – the internal RC oscillator

In production, the Atmel ATmega32U4RC internal RC oscillator is calibrated at 5V (at one point, 25°C) and at 3V (at two points, 25°C and 85°C). Refer to the datasheet for further information about the factory setting of this device.

The accuracy of the factory calibration is within ±1%. It is guaranteed for a temperature range between 0°C and 40°C. The calibration parameters are saved within the signature row. At reset, manufacturing calibration parameter 3v_25° is loaded into the OSCCAL register, meaning that the device is calibrated to operate at 3V and 25°C by default.

Since the device is only calibrated to operate between 0°C and 40°C, this application note provides a way to extended the range of operation (-20°C to 85°C). The method used is to update the OSCCAL register, depending on the voltage and the temperature, to recalibrate the internal RC while in runtime mode.

The purpose of this application note is to use the internal RC oscillator to build a USB low-speed application. Thus, due to the USB requirement, we will consider only two possible voltages: 3V and 5V.

2.1 Clock selection

The AVR® fuse settings control the system clock source being used. By default, the ATmega32U4RC is configured to use the calibrated internal RC oscillator, and so no modification needs to be done on the fuse setting. For this application note, we will use the default setting.

If the device does not have its default fuse setting, please note that the default fuse setting is as shown in Figure 2-1:

Figure 2-1. Factory fuses setting.
2.2 Signature row and OSCCAL register

The calibration bytes are stored in the signature row. In addition to the calibration bytes, the signature row also contains the temperature sensor values at 25°C and 85°C. These values are used in the calibration algorithm. Table 2-1 shows the address and the definition of each byte.

<table>
<thead>
<tr>
<th>Name</th>
<th>Address</th>
<th>Data</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>OSCCAL</td>
<td>0x00 Hi</td>
<td>--</td>
<td>Oscillator calibration byte (8MHz) at 25°C/3V</td>
</tr>
<tr>
<td>OSCCAL85</td>
<td>0x01 Hi</td>
<td>--</td>
<td>Oscillator calibration byte (8MHz) at 85°C/3V</td>
</tr>
<tr>
<td>OSCCAL25_5V</td>
<td>0x02 Hi</td>
<td>--</td>
<td>Oscillator calibration byte (8MHz) at 25°C/5V</td>
</tr>
<tr>
<td>TEMP25L</td>
<td>0x1C Lo</td>
<td>--</td>
<td>Temperature sensor low byte (room temp)</td>
</tr>
<tr>
<td>TEMP25H</td>
<td>0x1C Hi</td>
<td>--</td>
<td>Temperature sensor high byte (room temp)</td>
</tr>
<tr>
<td>TEMP85L</td>
<td>0x1D Lo</td>
<td>--</td>
<td>Temperature sensor low byte (hot temp)</td>
</tr>
<tr>
<td>TEMP85H</td>
<td>0x1D Hi</td>
<td>--</td>
<td>Temperature sensor high byte (hot temp)</td>
</tr>
</tbody>
</table>

The OSCCAL register is used to calibrate the internal RC oscillator and remove the frequency variation. It has the following configuration:

**Oscillator Calibration Register – OSCCAL**

<table>
<thead>
<tr>
<th>Bit</th>
<th>7</th>
<th>6</th>
<th>5</th>
<th>4</th>
<th>3</th>
<th>2</th>
<th>1</th>
<th>0</th>
<th>OSCCAL</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
<td>R/W</td>
</tr>
<tr>
<td>Read/Write</td>
<td>Device Specific Calibration Value</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Initial Value</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
3 Oscillator characteristics

The frequency of the internal RC oscillator depends on the temperature and operating voltage. As seen from Figure 3-1, frequency increases directly with increasing temperature, and increases slightly with increasing voltage. We can also see that the behavior at each voltage is similar, and an offset can be added to any 3V value to get the 5V value.

Figure 3-1. Oscillator frequency and influence of temperature and operating voltage.

3.1 OSCCAL vs. temperature

Figure 3-2 shows the OSCCAL behavior according to the temperature. As explained above, the variation because of the voltage is similar in both cases (3V and 5V); an offset can be added to the 3V OSCCAL value to determine the 5V OSCCAL value.

Figure 3-2. OSCCAL vs. temperature.
The variation in OSCCAL is not significant between 25°C and 85°C (between 1 and 6, approximately). This avoids any heavy processing needed to determine the OSCCAL value according to the temperature. Instead of calculating the value using the line equation, it can be determined by dividing the temperature into different steps, and assigning each step with an OSCCAL value. To do this, the following values are defined:

- Offset = OSCCAL25°_3V – OSCCAL85°_3V
- T = Temperature85° - Temperature25°
- n_step = OSCCAL25°_3V - OSCCAL25°_5V
- P = T / n_step: temperature step value

Figure 3-3 shows how an OSCCAL value is set according to the temperature range:

**Figure 3-3. OSCCAL vs. temperature steps.**
4 Calibration implementation

4.1 8MHz internal oscillator calibration

The internal RC oscillator calibration is implemented as a driver, and is included in a C file (cal_inter_rc.c) and the associated header file (cal_inter_rc.h). The functions used to perform the internal oscillator calibration are available in the C file, and are explained below.

4.1.1 get_cal_values()

This function allows reading of the signature bytes to get the factory calibration. This factory calibration is done at three points: 25°C at 3V, 25°C at 5V, and 85°C at 3V. Each point is represented by the temperature and OSCCAL values.

From the signature bytes, this function will read the following parameters:

- osc_cal_25_3v: OSCCAL value for 25°C at 3V
- osc_cal_85_3v: OSCCAL value for 85°C at 3V
- osc_cal_25_5v: OSCCAL value for 25°C at 5V
- temp_sensor_25: raw value of the temperature sensor at 25°C
- temp_sensor_85: raw value of the temperature sensor at 85°C

Using these parameters, this function sets the following additional parameters, which will be used by the calibrate_inter_osc() function (see Section 4.1.2):

- Offset: the offset to apply to get the OSCCAL value at 5V using the value at 3V
- Period: the temperature step value. An OSCCAL value matches each step.

4.1.2 calibrate_inter_osc()

This is the main function, which is used to calibrate the internal RC oscillator according to the voltage and the temperature.

This function has, as a parameter, the voltage used by the application. Since the aim of this calibration is to use the internal oscillator for USB low speed, the only possible voltages are 3V (vcc_3) and 5V (vcc_5).

The function flowchart is shown in Figure 4-1.
4.2 Temperature sensor

As explained above, the OSCCAL value is calculated according to the temperature value (or temperature range). This temperature value is measured by the internal temperature sensor. For more information regarding this sensor, please refer to the ATmega32U4RC datasheet.

To use this temperature sensor, a driver module is available that provides the required functions to get the temperature value. The driver is made of two files:

- temp_sensor.c: contains the functions’ source code
- temp_sensor.h: contains the functions’ prototypes that could be called in the application

From this driver, the function used in this example is:

- get_temp_sensor_val(): read and return the internal temperature sensor ADC channel. For this application, there is no need to get the real temperature value; the raw value provided by the ADC through the temperature sensor channel is enough
4.3 Signature byte access

As explained above, the default calibration values are stored in the signature row. A flash driver is available to read these values and provide easy access to the signature row.

The flash driver module is made of two files:

- `flash_drv.s`: contains the functions’ assembly code
- `flash_drv.h`: contains the functions’ prototypes that could be called in the application

From this driver, the function used to read the signature bytes is:

- `flash_read_sig()`: read and return the value of the signature byte at the address passed by the parameter of this function
5 Low speed USB HID mouse with internal RC oscillator

The USB HID mouse is an example of the use of the internal RC oscillator calibration. This example uses the internal RC oscillator to maintain the USB communication within the USB specification, 1.5MHz ±1%.

To calibrate the oscillator, the `calibrate_inter_osc()` function is called from the main function to set the first calibration. A scheduled task is added to manage calls to the `calibrate_inter_osc()` function from time to time to continue to calibrate the oscillator.

This example is available on the Atmel website, and can be used to build a USB low-speed mouse by using the internal RC oscillator without any crystal.
6 Conclusion

An external crystal adds significant cost to an application. This application note offers a way to build a USB application using the internal RC oscillator without a crystal, thus reducing the BOM cost and the PCB area. The calibrated internal RC oscillator can maintain the USB low-speed bandwidth, but the user must remember that the internal RC oscillator can provide a clock source only when building USB low-speed applications.
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