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Incremental quadrature encoders are used in a great number of applications across many disciplines as they provide a low-cost way of measuring motion in systems with moving parts. Some typical examples include measuring the position of a physical control wheel or measuring the rotor angle and velocity in an electrical motor.

Some AVR® microcontrollers, like the AVR XMEGA® E5, include dedicated quadrature decoding functionality, but the decoding can also be accomplished by utilizing some of the core independent peripherals available on smaller, less feature rich controllers. This application note describes how to decode and keep track of quadrature encoded signals from an incremental position sensor using an AVR by combining Core Independent Peripherals (CIPs) such as Configurable Custom Logic (CCL), Event System (EV SYS), 16-bit Timer/Counter Type A (TCA), and 16-bit Timer/Counter Type B (TCB).

The described setup uses eight I/O pins. If implemented on an ATtiny1617 using the code provided with this application note, the device can decode quadrature pulses with a frequency of up to 2.5 MHz.

Features

- Setup for decoding quadrature encoded incremental position data with use of CIPs:
  - Configurable Custom Logic (CCL)
  - Event System (EV SYS)
  - 16-bit Timer/Counter Type A (TCA)
  - 16-bit Timer/Counter Type B (TCB)
- Up to 16-bit resolution
- Device independent
- Minimal RAM usage
- Minimal core usage
1. Relevant Devices
This chapter lists the relevant devices for this document.

1.1 tinyAVR® 0-series
The figure below shows the tinyAVR® 0-series, laying out pin count variants and memory sizes:

- Vertical migration is possible without code modification, as these devices are fully pin- and feature compatible.
- Horizontal migration to the left reduces the pin count and therefore, the available features.

![tinyAVR® 0-series Overview](image)

Devices with different Flash memory size typically also have different SRAM and EEPROM.

1.2 tinyAVR® 1-series
The following figure shows the tinyAVR 1-series devices, laying out pin count variants and memory sizes:

- Vertical migration upwards is possible without code modification, as these devices are pin compatible and provide the same or more features. Downward migration may require code modification due to fewer available instances of some peripherals.
- Horizontal migration to the left reduces the pin count and, therefore, the available features.
Devices with different Flash memory size typically also have different SRAM and EEPROM.

### 1.3 megaAVR® 0-series

The figure below shows the megaAVR 0-series devices, laying out pin count variants and memory sizes:

- Vertical migration is possible without code modification, as these devices are fully pin and feature compatible.
- Horizontal migration to the left reduces the pin count and, therefore, the available features.

Devices with different Flash memory size typically also have different SRAM and EEPROM.
2. Quadrature Encoding of Signals from Incremental Position Sensors

Incremental position sensors, commonly known as incremental encoders, measure motion by detecting discrete steps of linear or angular displacement. Information about the actual position or angle is not detected, only the fact that a motion corresponding to a known discrete step has taken place. The steps are equally spaced within the physical motion envelope of the sensor. A microcontroller or other external circuitry is required to keep track of the detected increments in order to obtain information about actual position and speed. This is what mainly differentiates incremental encoders from absolute encoders, which can provide correct position data directly after start-up without the need for motion. Incremental encoders, on the other hand, need to be put to a known position when power is cycled in order to provide correct position data.

Due to its low cost, the incremental rotary encoder is widely used in many industries and applications, and it is available with resolutions ranging from a few counts to thousands of counts per revolution. Linear incremental encoders are also available.

The simplest form of incremental encoders have a single output line on which a signal toggles to indicate each position increment. This signal does not provide information about the direction of movement. When direction sensing is required, a dual-channel quadrature encoded output is commonly used.

The two output channels of an incremental quadrature encoder typically carry two square wave signals, A and B, that are 90 degrees out of phase. The signal levels are toggled once for each incremental step in an alternating way. When combining the signals to a two-bit value, the values of the four consecutive steps within one encoder cycle provides a gray coded signal containing both the position increments and the direction of motion, as shown in the table and the two figures below. One encoder cycle consists of four encoder counts. Since the signal is gray coded, only a single bit is toggled for each increment. This can facilitate signal error detection and more robust decoding.

Table 2-1. Quadrature Signal Coding

<table>
<thead>
<tr>
<th>Positive Direction</th>
<th>Negative Direction</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>B</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
</tr>
</tbody>
</table>

Figure 2-1. Positive Direction Waveforms

Figure 2-2. Negative Direction Waveforms

Many incremental encoders also provide an additional third signal called an index pulse or Z-pulse. This signal only goes high on one specific position in the motion envelope of the sensor, which means once per mechanical revolution for rotary encoders. This can be used as an accurate reference point for position calibration.
3. **Required Device Resources**

The resources required to implement the described setup are:

- One 16-bit Timer/Counter Type A (TCA)
- Two 16-bit Timer/Counter Type B (TCB)
- One Configurable Custom Logic (CCL) with two available LUTs
- Four event channels (three asynchronous and one synchronous)
- Eight I/O pins that can be set up as outlined in the figure below

**Figure 3-1. Required I/O Pins for Implementation**
4. Implementation Overview

This application note focuses on the generation of two binary signals from the quadrature pulses created by an incremental encoder. One signal for counting incremental pulses and one for keeping track of counting direction. Many of the operations can be offloaded from the CPU using Core Independent Peripherals like the Configurable Custom Logic (CCL), Event System (EVSYS), and Timer/Counters. Since both the count signal and the direction signal can be generated from logic expressions that take the quadrature signals as inputs, the idea is to resolve these expressions using the Configurable Custom Logic (CCL) module. The two signals can then be passed via the event system to the 16-bit Timer/Counter Type A (TCA), which have the ability to count events. The counter value will be increased or decreased according to the count signal and the configured direction. The registers of the Timer/Counter hold the counter value and counting direction to be mapped to a physical position.

The count signal must indicate which of the two quadrature inputs contains the previous edge. It shall be low if the previous edge was on A, and high if it was on B. This gives a single increment or decrement of the counter value on each edge of the count signal. Any consecutive edge on the same channel indicates a direction change and must not produce an edge on the count signal. The edge detection is performed without CPU intervention by passing each input via the event system to a 16-bit Timer/Counter Type B (TCB) with dual event edge detection enabled.

The direction signal represents the physical direction of motion as indicated by the last edge on either of the two quadrature input signals.

The first figure below outlines the desired count signal, direction signal, and counter value, along with the input signals.

Figure 4-1. Desired Waveforms and Counter Value for the Decoding Scheme

By moving as many operations as possible to the peripherals instead of executing them on the CPU, the available FLASH, SRAM, and CPU cycles are increased - leaving more headroom for implementing additional functionality. The figure below outlines how the peripherals and the flow of signals between them are set up.
Since the single event input for the 16-bit Timer/Counter Type A (TCA) is used for counting incremental pulses, a pin change interrupt is used for updating the timer count direction.

Descriptions of how the different modules are configured are provided in the following sections.
5. CPU Flow and Position Decoding

In the code accompanying this application note, the CPU is utilized only for mapping the TCA data to an actual position value, in addition to updating the direction setting of the TCA upon direction changes. The position mapping is done in a basic polled fashion from the main loop, while the direction updates are executed by a pin change interrupt. The reason for not including a more elegant way of mapping the position value is to keep the example focused on the actual quadrature decoding setup. Additionally, the rate and fashion of this mapping is considered to be highly specific for the final application, and thus this part of the code most likely needs to be modified.

The figure below illustrates how the CPU is utilized.

**Figure 5-1. CPU Execution Flow Outline**

![CPU Execution Flow Outline Diagram]

This decoding scheme is based on only incrementing or decrementing the counter value on quadrature pulses not corresponding to a direction change. For this reason the counter value alone indicates only that the physical position is in the interval corresponding to \([\text{counter} - 1, \text{counter} + 1]\). This gives an uncertainty, or precision, of two times the distance between two adjacent encoder pulses. By inspecting also the direction value, the uncertainty is reduced by half as it will identify in which of the two intervals, \([\text{counter} - 1, \text{counter}]\) or \([\text{counter}, \text{counter} + 1]\), the actual position resides. The figure below outlines the decoding principle with a mapping between the quadrature waveforms and the relative motion between the reader and the encoder disc of a rotary encoder.
In the code example, updating of the counter value and the direction bit are kept separated in the sense that only the direction bit is updated for each physical direction change. This minimizes the CPU cycles needed when the direction change interrupt is triggered. The value of the direction bit is, therefore, taken into account by subtracting it from the counter value before the counter value is mapped to its corresponding physical position.
6. Configurable Custom Logic (CCL) Setup

The Configurable Custom Logic (CCL) module creates the count signal and the direction signal by acting as glue logic. The module contains a number of look-up tables (LUTs), which each can perform a logic operation based on its three inputs. The inputs are selectable from a large number of both internal and external signals.

For this application note two LUTs are utilized; one for each of the generated signals. The basic behavior of each LUT is given by its TRUTH register. The TRUTH register defines a truth table for the LUT that maps each logical combination of the three inputs to a true or false (high or low) output value. Each bit in the TRUTH register represents one of the eight possible input value combinations, and the value of the bit represents the LUT output value for that combination.

The figure below shows an overview of the Configurable Custom Logic (CCL) configuration for this application.

**Figure 6-1. Configurable Custom Logic (CCL) Setup**

---

**LUT1 Setup**

LUT1 is used to generate a signal, which indicates which of the quadrature input channels contain the last detected edge. Each edge of this signal corresponds to a quadrature count. This functionality is equivalent to an SR latch that takes the output of an edge detector connected to each quadrature signal as an input. The truth table for a generic active-high SR latch is included below.

**Table 6-1. SR Latch Truth Table**

<table>
<thead>
<tr>
<th>S</th>
<th>R</th>
<th>OUT</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>Hold state (no change)</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0 (Clear)</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1 (Set)</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>Forbidden state</td>
</tr>
</tbody>
</table>
To accomplish this the setup is based on having the three following inputs for this LUT:

- The current output of the LUT
- Signal strobe indicating an edge on B
- Signal strobe indicating an edge on A

The LUT output is fed back to IN0 via the event system.

Implementing the SR latch functionality described above is done by setting up the TRUTH1 register as indicated in the table below, where “edge on A” acts as Set and “edge on B” acts as Clear. The bit combination \(0b00110010\) given by THRUTH1[0-7] in the OUT column, equivalent to the hexadecimal value 0x32, is the resulting 8-bit value to write to the TRUTH1 register.

**Table 6-2. Truth Table for LUT1**

<table>
<thead>
<tr>
<th>IN[2]</th>
<th>IN[1]</th>
<th>IN[0]</th>
<th>OUT (TRUTH1)</th>
<th>Corresponding SR Latch Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>Edge on A</td>
<td>Edge on B</td>
<td>Count Signal Feedback</td>
<td>Count Signal Output</td>
<td></td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0 (TRUTH1[0])</td>
<td>Hold state (no change)</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1 (TRUTH1[1])</td>
<td>Hold state (no change)</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0 (TRUTH1[2])</td>
<td>0 (Clear)</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0 (TRUTH1[3])</td>
<td>0 (Clear)</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1 (TRUTH1[4])</td>
<td>1 (Set)</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>1 (TRUTH1[5])</td>
<td>1 (Set)</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0 (TRUTH1[6])</td>
<td>Forbidden state</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0 (TRUTH1[7])</td>
<td>Forbidden state</td>
</tr>
</tbody>
</table>

The waveform below shows the output signal for an example sequence of input signals, as well as the corresponding row in the LUT1 truth table for each input value combination. Additionally, the actual A and B input signals are included. The main purpose of the figure is to show the mapping between the LUT inputs and outputs. Pulse lengths on LUT1 IN0 and IN1, as well as the delay from LUT1 OUT to LUT1 IN0, have therefore been exaggerated for clarity.

**Figure 6-2. LUT1 Example Waveform**
LUT0 Setup

LUT0 is used for generating a signal that indicates the direction of the quadrature pulses at any given time, indicating whether the total pulse count should be increasing or decreasing for each count. To accomplish this the setup is based on having the three following inputs for LUT0:

- Output from LUT1 indicating which channel contained the previous edge
- B
- A

As illustrated for LUT0 in the figure included initially, the direction signal is created by performing a series of two XOR operations. The first takes the A and B signals as inputs, while the second takes the count signal and the output from the first XOR as inputs. In order to configure the LUT as described, its TRUTH register needs to be set up according to the table below. The bit combination 0b10010110 given by THRUTH0[0-7] in the OUT column, equivalent to the hexadecimal value 0x96, is the resulting 8-bit value to write to the TRUTH0 register.

<table>
<thead>
<tr>
<th>IN[2]</th>
<th>IN[1]</th>
<th>IN[0]</th>
<th>OUT (TRUTH0)</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0 (TRUTH0[0])</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1 (TRUTH0[1])</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1 (TRUTH0[2])</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0 (TRUTH0[3])</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1 (TRUTH0[4])</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0 (TRUTH0[5])</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0 (TRUTH0[6])</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1 (TRUTH0[7])</td>
</tr>
</tbody>
</table>

The waveform below shows the output signal for an example sequence of input signals that includes a direction change, as well as the corresponding row in the LUT0 truth table for each input value combination.

Figure 6-3. LUT0 Example Waveform

There is a propagation delay from the A and B input signals to the count signal. Consequently, when a quadrature pulse resulting in a changed count signal is received, the change will arrive at LUT0 IN0 after the corresponding change on LUT0 IN1 or IN2. If the LUT output is not filtered, it will cause a glitch on LUT0 OUT, which will invoke the direction update interrupt unnecessarily. The filter in LUT0 is enabled to mitigate the issue.
7. Setup of Timer/Counters

This chapter describes the setup of the two different timer modules used in this application note, the 16-bit Timer/Counter Type B (TCB) and the 16-bit Timer/Counter Type A (TCA).

16-bit Timer/Counter Type A (TCA) Setup

The 16-bit Timer/Counter Type A (TCA) is used for keeping track of the accumulated incremental movement as indicated by the quadrature pulses on A and B.

The 16-bit Timer/Counter Type A (TCA) has one event input and is configured to count both edges of the event signal. It also has a configurable count direction. By setting the generated count signal as the event input and updating the counter direction according to the generated direction signal, the timer/counter can keep track of the incremental encoder pulses requiring CPU only to update the count direction.

Furthermore, the counter period is set up corresponding to the total number of encoder increments to be counted before the counter value is reset to zero. For applications like tracking the position of a control dial or shaft that always resides in a given angular interval, the size of the measurement window given in encoder counts could be less than or equal to 16 bits. In these cases the counter period should be set up so that zero and the period value represent the endpoints of the measurement window, including sufficient buffers to avoid counter underflow or overflow.

In rotary applications where the measurement window is unconstrained or larger than 16 bits, the counter period should be set to the encoder resolution minus one. Subtracting by one must be done to account for the zero position, so that the total number of unique positions equals the encoder resolution. For these applications the position is only tracked within each encoder revolution, thus if position tracking across multiple revolutions is required the accumulated number of revolutions must be counted as well.

The 16-bit Timer/Counter Type A (TCA) is used in Normal mode without any compare channels or waveform outputs.

16-bit Timer/Counter Type B (TCB) Setup

Two instances of 16-bit Timer/Counter Type B (TCB) are used to detect edges on the quadrature input signals A and B. Both are configured identically.

The 16-bit Timer/Counter Type B (TCB) has one event input and the ability to trigger actions on both event edges. The actions are given by the configured TCB mode. In Single-Shot mode, a single count sequence can be initiated upon detecting an edge on the input event. If the TCB waveform output is enabled, it will be held high until the counter reaches the compare value.

The TCB is configured as an edge detector that outputs a signal strobe of configurable length upon detection of both rising and falling edges on the event input. This is accomplished by enabling the following features:

- Single-shot mode
- Event input with dual edge detection
- Asynchronous waveform output

The configuration is utilized by routing the quadrature inputs via the I/O Pin Controller (PORT) module and the Event System (EVSYS) to the event inputs of the two 16-bit Timer/Counter Type B (TCB) instances. The asynchronous waveform outputs are then routed to the Configurable Custom Logic (CCL) via their output pins.
8. **Event System Setup**

The Event System is used for routing signals internally between modules on the device. An overview of the Event System configuration used for this application note is shown in the figure below.

**Figure 8-1. Event System Overview**

The two encoder inputs are each routed from the I/O Pin Controller (PORT) module to an asynchronous event channel. They are then passed on to the Configurable Custom Logic (CCL) and the two 16-bit Timer/Counter Type B (TCB) modules by configuring the event user registers to the correct event channels.

The output from LUT1 is used both as the event generator for asynchronous channel 2 directly, and as the generator for synchronous channel 0 indirectly via the pin. This is represented by the top and bottom arrows in the figure above. The reason is that the 16-bit Timer/Counter Type A (TCA) module accepts only synchronous events, while the Configurable Custom Logic (CCL) generates asynchronous events. Passing the asynchronous event via the I/O Pin Controller (PORT) module to generate synchronous events is, therefore, needed for this application.
Port Setup and Device Specific Details

A total of eight device pins are needed to realize the described setup. Four pins are configured as inputs, the other four as outputs. The figure below shows an example of specific pin allocation and their usage when implementing the application on an ATtiny1617 device. The accompanying code is written for the ATtiny1617, but with little effort, it can be ported to other devices that have the required peripherals.

Figure 9-1. Pin Connections Overview for an Implementation on ATtiny1617

The two encoder inputs are connected to the fully asynchronous pins PA6 and PB6 for minimal input latency. The other two configured pin inputs, PC4 and PC5, which are used by LUT1 on the device, are physically connected to the output pins of the TCB modules, PA3 and PA5. This is to minimize the latency from the TCB modules to LUT1 by taking advantage of the asynchronous pin output of the TCB.

The last two utilized pins are the output pins of the two LUTs, PA4 and PA7. In order to update the 16-bit Timer/Counter Type A (TCA) count direction, PA4 is also configured to sense both edges of the signal on the pin and initiate execution of the PORTA ISR, which handles the actual direction update. PA7 is used as the event generator for synchronous channel 0 in the event system due to the need of routing the count signal to the 16-bit Timer/Counter Type A (TCA).
10. **Performance and Limitations**

This chapter describes some experimental decoding performance figures as well as a set of limitations and considerations that have been identified for the described setup. This should be accounted for if the setup is to be utilized in a physical application.

**Experimental Performance Figures**

By stimulating a device with emulated quadrature pulses, the performance of the decoding scheme in terms of the maximum acceptable quadrature frequency have been explored experimentally using an ATtiny1617 running at a clock frequency of 20 MHz. These figures should be considered maximum levels for the tested device in a desktop setting with no considerable amount of noise.

For a unidirectional quadrature signal, the device could successfully count incoming pulses arriving at up to approximately 2.5 MHz. This corresponds to 75000 revolutions per minute for a rotary encoder providing 2000 counts per revolution.

In a situation where the encoder were to oscillate in such a way that one of the input signals toggles its level continuously, corresponding to a change of direction at every edge, the interrupt routine for updating the count direction would be initiated by each of these edges. The delay associated with starting and executing the interrupt reduces the obtainable decoding frequency. The maximum acceptable frequency of consecutive direction changes was found to be approximately 500 kHz.

For comparison, a purely interrupt-based decoding scheme was also tested. The routine decides whether to count up or down for each quadrature pulse, such that the decoding is unaffected by direction changes. The maximum decoding frequency for the interrupt-based solution was found to be approximately 220 kHz.

Two advantages of a CPU-based solution compared to the core independent approach is that software filters could be implemented in order to increase noise immunity, and it adds flexibility with regards to signal processing. This would then come at the cost of a lower maximum decoding frequency.

**Considerations and Limitations**

The main limitations that have been identified are based on the low degree of noise immunity and the usage of interrupts for updating the count direction of the timer/counter.

**Noise suppression**

A low degree of internal signal filtering is used in this application in addition to edge detection on the input signals. Due to this, the decoding scheme is sensitive to noise and false spikes on the input lines. Specifically, false pulses lasting longer than one CPU clock cycle can be detected as quadrature counts or direction changes. The noise immunity will be increased by reducing the CPU clock frequency, which also reduces the decoding bandwidth accordingly. Another option is to add a level of external filtering or signal conditioning if necessary. Utilizing the index pulse signal from quadrature encoders that include this feature will reduce the functional impact if detection of false pulses can not be eliminated.

**Interrupt-driven count direction update**

Using an interrupt for updating the count direction of the 16-bit Timer/Counter Type A (TCA) has some functional implications. It causes the quadrature decoding to not be fully core independent as the CPU needs to execute an interrupt routine when a direction change is detected. The CPU cycles required for handling the interrupt makes the maximum frequency of direction changes lower than the maximum frequency of quadrature pulses from unidirectional motion.
By inspecting the instructions needed to handle the direction change interrupt, it has been found that it will take approximately 40 CPU cycles from the corresponding interrupt flag is raised until the interrupt routine is completed. This corresponds well with the description in the above section regarding performance figures, where the maximum frequency of consecutive direction changes was found to be approximately 500 kHz at a CPU frequency of 20 MHz. The main consequence is that the time between a direction change and the subsequent quadrature pulse should be 40 CPU cycles or more for the direction to stay correct. This is illustrated in the figure below:

**Figure 10-1. Time Constraint After Direction Change**
11. **Further Development**

The code accompanying this application note sets up the device according to the quadrature decoding scheme. It also shows the conversion of the count and direction values to a physical encoder angle in a polled fashion. Described below are some suggestions for additional features that could be added if required.

Suggestions for further improvements:

- Move conversion of physical position or angle to an RTC-interrupt to be executed according to application needs
- Add sleepwalking for reduced power consumption when no CPU is needed
- Add estimation of encoder speed. This can be done by inspecting the difference in encoder counts at known time intervals, for example, based on periodic interrupts from the RTC.
- Add support for index-pulse detection to increase robustness by setting the counter to a known value when the pulse is detected. Accuracy can also be increased by using the index-pulse as an accurate reference point.
12. **Get Source Code from Atmel | START**

The example code is available through Atmel | START, which is a web-based tool that enables configuration of application code through a Graphical User Interface (GUI). The code can be downloaded for both Atmel Studio and IAR Embedded Workbench® via the direct example code-link(s) below or the BROWSE EXAMPLES button on the Atmel | START front page.

Atmel | START web page: start.atmel.com

**Example Code**

- Interfacing Quadrature Encoder using CCL with TCA and TCB:
  - [http://start.atmel.com/#example/Atmel:quadrature_decoding_using_ccl_with_tca_and_tcb:1.0.0::Application:Quadrature_Decoding_using_CCL_with_TCA_and_TCB](http://start.atmel.com/#example/Atmel:quadrature_decoding_using_ccl_with_tca_and_tcb:1.0.0::Application:Quadrature_Decoding_using_CCL_with_TCA_and_TCB)

Press *User guide* in Atmel | START for details and information about example projects. The *User guide* button can be found in the example browser, and by clicking the project name in the dashboard view within the Atmel | START project configurator.

**Atmel Studio**

Download the code as an .atzip file for Atmel Studio from the example browser in Atmel | START, by clicking **DOWNLOAD SELECTED EXAMPLE**. To download the file from within Atmel | START, click **EXPORT PROJECT** followed by **DOWNLOAD PACK**.

Double-click the downloaded .atzip file and the project will be imported to Atmel Studio 7.0.

**IAR Embedded Workbench**

For information on how to import the project in IAR Embedded Workbench, open the Atmel | START user guide, select **Using Atmel Start Output in External Tools**, and **IAR Embedded Workbench**. A link to the Atmel | START user guide can be found by clicking **About** from the Atmel | START front page or **Help And Support** within the project configurator, both located in the upper right corner of the page.
### Terms and Abbreviations

**Table 13-1. Terms and Abbreviations**

<table>
<thead>
<tr>
<th>Phrase/Abbreviation</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>CPU</td>
<td>Central Processing Unit. Commonly used for the microcontroller core.</td>
</tr>
<tr>
<td>ISR</td>
<td>Interrupt Service Routine</td>
</tr>
<tr>
<td>Signal strobe</td>
<td>Short pulse or signal</td>
</tr>
<tr>
<td>CCL LUT</td>
<td>Configurable Custom Logic Look-up Table. The AVR CCL module contains LUTs.</td>
</tr>
<tr>
<td>Measurement window</td>
<td>The set of positions that the encoder shall measure</td>
</tr>
<tr>
<td>Gray code</td>
<td>A way of encoding a digital signal where only one bit in the signal value changes between two values in the signal sequence</td>
</tr>
<tr>
<td>Event</td>
<td>Internal signal on the device that can be routed directly between peripherals by the Event System</td>
</tr>
<tr>
<td>RTC</td>
<td>Real-Time Counter</td>
</tr>
</tbody>
</table>
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- **Product Support** – Data sheets and errata, application notes and sample programs, design resources, user’s guides and hardware support documents, latest software releases and archived software
- **General Technical Support** – Frequently Asked Questions (FAQ), technical support requests, online discussion groups, Microchip consultant program member listing
- **Business of Microchip** – Product selector and ordering guides, latest Microchip press releases, listing of seminars and events, listings of Microchip sales offices, distributors and factory representatives

Customer Change Notification Service

Microchip’s customer notification service helps keep customers current on Microchip products. Subscribers will receive e-mail notification whenever there are changes, updates, revisions or errata related to a specified product family or development tool of interest.


Customer Support

Users of Microchip products can receive assistance through several channels:

- Distributor or Representative
- Local Sales Office
- Field Application Engineer (FAE)
- Technical Support

Customers should contact their distributor, representative or Field Application Engineer (FAE) for support. Local sales offices are also available to help customers. A listing of sales offices and locations is included in the back of this document.

Technical support is available through the web site at: http://www.microchip.com/support

Microchip Devices Code Protection Feature

Note the following details of the code protection feature on Microchip devices:

- Microchip products meet the specification contained in their particular Microchip Data Sheet.
- Microchip believes that its family of products is one of the most secure families of its kind on the market today, when used in the intended manner and under normal conditions.
- There are dishonest and possibly illegal methods used to breach the code protection feature. All of these methods, to our knowledge, require using the Microchip products in a manner outside the operating specifications contained in Microchip’s Data Sheets. Most likely, the person doing so is engaged in theft of intellectual property.
- Microchip is willing to work with the customer who is concerned about the integrity of their code.
Neither Microchip nor any other semiconductor manufacturer can guarantee the security of their code. Code protection does not mean that we are guaranteeing the product as "unbreakable."

Code protection is constantly evolving. We at Microchip are committed to continuously improving the code protection features of our products. Attempts to break Microchip's code protection feature may be a violation of the Digital Millennium Copyright Act. If such acts allow unauthorized access to your software or other copyrighted work, you may have a right to sue for relief under that Act.

**Legal Notice**

Information contained in this publication regarding device applications and the like is provided only for your convenience and may be superseded by updates. It is your responsibility to ensure that your application meets with your specifications. MICROCHIP MAKES NO REPRESENTATIONS OR WARRANTIES OF ANY KIND WHETHER EXPRESS OR IMPLIED, WRITTEN OR ORAL, STATUTORY OR OTHERWISE, RELATED TO THE INFORMATION, INCLUDING BUT NOT LIMITED TO ITS CONDITION, QUALITY, PERFORMANCE, MERCHANTABILITY OR FITNESS FOR PURPOSE. Microchip disclaims all liability arising from this information and its use. Use of Microchip devices in life support and/or safety applications is entirely at the buyer's risk, and the buyer agrees to defend, indemnify and hold harmless Microchip from any and all damages, claims, suits, or expenses resulting from such use. No licenses are conveyed, implicitly or otherwise, under any Microchip intellectual property rights unless otherwise stated.

**Trademarks**

The Microchip name and logo, the Microchip logo, AnyRate, AVR, AVR logo, AVR Freaks, BitCloud, chipKIT, chipKIT logo, CryptoMemory, CryptoRF, dsPIC, FlashFlex, flexPWR, Heldo, JukeBloxx, KeeLoq, Kleer, LANCheck, LINK MD, maXSylus, maXTouch, MediaLB, megaAVR, MOST, MOST logo, MPLAB, OptoLyzer, PIC, picoPower, PICSTART, PIC32 logo, Prochip Designer, QTouch, SAM-BA, SpyNIC, SST, SST Logo, SuperFlash, tinyAVR, UNI/O, and XMEGA are registered trademarks of Microchip Technology Incorporated in the U.S.A. and other countries.

ClockWorks, The Embedded Control Solutions Company, EtherSynch, Hyper Speed Control, HyperLight Load, IntellIMOS, mTouch, Precision Edge, and Quiet-Wire are registered trademarks of Microchip Technology Incorporated in the U.S.A.


SQTP is a service mark of Microchip Technology Incorporated in the U.S.A.

Silicon Storage Technology is a registered trademark of Microchip Technology Inc. in other countries.

GestiC is a registered trademark of Microchip Technology Germany II GmbH & Co. KG, a subsidiary of Microchip Technology Inc., in other countries.

All other trademarks mentioned herein are property of their respective companies.
Quality Management System Certified by DNV

ISO/TS 16949
Microchip received ISO/TS-16949:2009 certification for its worldwide headquarters, design and wafer fabrication facilities in Chandler and Tempe, Arizona; Gresham, Oregon and design centers in California and India. The Company’s quality system processes and procedures are for its PIC® MCUs and dsPIC® DSCs, KEELQ® code hopping devices, Serial EEPROMs, microperipherals, nonvolatile memory and analog products. In addition, Microchip’s quality system for the design and manufacture of development systems is ISO 9001:2000 certified.
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