INTRODUCTION

The primary function of wireless communication protocol is to transmit or receive information, or both, between two nodes. The Media Access Controller (MAC) layer provides the basic channel access, addressing and data transmission/receiving functionalities, on top of the Physical (PHY) layer that handles raw data. In the standard Open Systems Interconnection (OSI) model, it serves as the Data Link Layer (DLL). Due to the wide variety of possible implementations in the PHY layer, the MAC is the lowest possible layer to standardize in the software for communication protocols.

This application note defines the Microchip MAC layer, MiMAC, for communication protocols and transceivers supported by Microchip for short range, low-data rate and low-power wireless applications.

Implementing MiMAC benefits wireless application developers in multiple ways:

- Traditionally, wireless communication protocol stacks are complicated to implement and difficult to use. With the new definition of MiMAC, it is possible to make the protocol stack available for widely different RF transceivers.
- The learning curve for MiMAC can be flattened and applied to all Microchip transceivers across different frequency bands and modulations. It significantly reduces the development risk for wireless application developers by providing end users the capability of changing different transceivers at any stage of software development. Choosing a transceiver in the firmware is a process that is transparent to the application developers by modifying the configuration parameters made available by MiApp. For more information on MiApp, refer to the Application Note “AN1284 Microchip Wireless MiWi™ Application Programming Interface – MiApp” (DS00001284).

MiMAC FEATURES

The MiMAC implements the following features:

- Easy to learn, implement, and support
- Flexible enough to be implemented on microcontrollers (MCUs) and RF transceivers from Microchip
- Powerful enough to address most short range, low-data rate applications
- Simple but strong, security module with its Security modes for transceivers that do not have a hardware security engine
- Concise but powerful, programming interface between MiMAC and all Microchip proprietary wireless communication protocols
- Minimum impact to the firmware footprint

FIGURE 1: BLOCK DIAGRAM OF MICROCHIP WIRELESS MiWi™ STACK ENVIRONMENT
Microchip Application Programming Interface (MiApp)

In addition to standardizing the MiMAC layer, Microchip also aims to standardize the interfaces in the application layer. The standard interface in the application layer is called Microchip Wireless Application Programming Interface (API) or MiApp. The definition of MiApp enables all Microchip proprietary wireless protocols to be interchangeable with little or no change in the software application code.

MiMAC standardizes the interfaces between the Microchip wireless protocols and Microchip RF transceivers. MiMAC makes all Microchip RF transceivers interchangeable with little or no change in the software application code.

Both MiMAC and MiApp enable wireless application developers the maximum flexibility to choose the RF transceivers and wireless communication protocols at any stage of software development, thus reducing development risk to the minimum.

Microchip Wireless Configurations

There are three layers of configurations for application protocol stacks and RF transceivers:

- **Application Configurations** – this may change between devices in the same application according to their hardware design, role in the application or network, or both. Wireless application developers tend to do the majority of the configurations in the application layer.

- **Protocol Stack Configurations** – this can fine-tune the behavior of the protocol stack. The majority of the configurations in the stack level aims to set the timing of the stack, specify the routing mechanism, and so on.

- **Transceiver Configurations** – this defines the frequency band, data rate, and other RF related features of the RF transceiver.

Note: Any RF radio transceivers of sub-GHz and 2.4 GHz bands can be used. However, the application note refers to the Microchip MRF89XA (sub-GHz) and MRF24J40 (2.4 GHz) transceivers.

The default settings for both protocol stack and transceiver configurations works fine with the application without any modification. The application configurations, however, tend to be changed to fit the needs of different wireless applications. Figure 1 demonstrates the Microchip Wireless MiWi™ stack environment.

MiMAC OVERVIEW

The MiMAC layer consists of three major components. The first and second components are defined for Microchip proprietary RF transceivers that have limited hardware support in the MAC layer. The third component is defined for all Microchip RF transceivers. The three components are as follows:

1. **MiMAC Frame Format**
   The frame format defines how the packet appears over-the-air. Basically, the MiMAC frame format determines the capability and efficiency of the MiMAC specification. It serves as the foundation for the other two parts in the MiMAC architecture.

2. **MiMAC Security Module**
   For all wireless communication, the message is transmitted through the open air. It is relatively easier to intercept information from wireless communication than from wired communication. Therefore, security may be a serious consideration for many applications. The MiMAC security module defines a low-cost block cipher with strong security strength. The MiMAC security module also defines multiple Security modes to work with the block cipher for different requirements from the applications.

3. **MiMAC Universal Programming Interface**
   The MiMAC universal programming interface serves as a driver between all Microchip RF transceivers and Microchip proprietary wireless communication protocols. The programming interface enables the Microchip RF transceivers to work under any Microchip proprietary wireless protocol; and also enables all Microchip proprietary wireless communication protocols to use the Microchip RF transceivers.

   The transceivers supported by Microchip differ widely in features. Some transceivers have a well-defined hardware MAC layer, including frame format or security engine, or both. There may be hardware features that are built into the transceivers to comply with the specification. Microchip MRF24J40 is a good example of such transceiver as it complies with the IEEE 802.15.4™ specification. MiMAC does not intend to regulate the frame format or security engine, or both, if already implemented in the transceiver hardware, as prior experiences demonstrate that the hardware feature is often faster and consumes less system resources.
For those transceivers that have a built-in hardware support in the frame format or security engine, or both, it is recommended to use the hardware implementation on the transceiver and the MiMAC programming interface.

For other proprietary RF transceivers, there is very limited or virtually no MAC layer defined in the hardware. For these types of transceivers, all three major parts of the MiMAC specification are recommended. Microchip MRF89XA sub-GHz transceiver does not comply with the IEEE 802.15.4 specification. However, with a powerful MiMAC definition in the software, Microchip enables those simple RF transceivers virtually the same communication or networking capability in the software as their siblings with much more complexity in silicon.

Each of the three major parts in the MiMAC specification are described in the subsequent sections.

**MiMAC FRAME FORMAT**

The MiMAC frame format definition ensures that the application developer can easily learn and support various wireless applications. The universal packet format also simplifies the sniffer implementation. It is possible to implement only one sniffer software running on the PC while using different hardware transceivers to sniff and send packets to the PC for interpretation. Since all packets have the same format in the MiMAC frame format definition, the interpolation in the MiMAC layer is the same across all RF transceivers from Microchip.

The criteria to evaluate the frame format are based from its capability and its efficiency. Typically, the MiWi protocol specification uses the same command code as defined by the IEEE802.15.4, MAC frame format. Figure 2 shows the MAC frame format for the IEEE802.15.4 defined protocols.

Compared to IEEE 802.15.4, the industrial standard for short range, low-data rate and low-power wireless PAN, the MiMAC frame format provides essentially the same capability with more efficiency. Hence, a typical minimum IEEE 802.15.4 frame is 9 bytes in the MAC header, whereas MiMAC unicast can be as short as 2 bytes. Figure 3 shows the details of the MiMAC frame format.

---

**FIGURE 2: IEEE802.15.4 MAC FRAME FORMAT**

<table>
<thead>
<tr>
<th>NAME</th>
<th>BYTE</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frame Control</td>
<td>2</td>
</tr>
<tr>
<td>Sequence Number</td>
<td>1</td>
</tr>
<tr>
<td>Destination PAN</td>
<td>0-2</td>
</tr>
<tr>
<td>Destination Address</td>
<td>0-2/8</td>
</tr>
<tr>
<td>Source PAN</td>
<td>0-2</td>
</tr>
<tr>
<td>Source Address</td>
<td>0-2/8</td>
</tr>
<tr>
<td>Payload</td>
<td>Various</td>
</tr>
</tbody>
</table>

**FIGURE 3: MiMAC FRAME FORMAT**

<table>
<thead>
<tr>
<th>LAYER</th>
<th>PHY</th>
<th>MAC</th>
</tr>
</thead>
<tbody>
<tr>
<td>NAME</td>
<td>BYTE</td>
<td></td>
</tr>
<tr>
<td>Preamble</td>
<td>Various</td>
<td>Various</td>
</tr>
<tr>
<td>SFD</td>
<td>0-1</td>
<td>2-21</td>
</tr>
<tr>
<td>Packet Length</td>
<td>Various</td>
<td>0-2</td>
</tr>
<tr>
<td>MAC Header</td>
<td>MAC Payload</td>
<td>CRC</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>NAME</th>
<th>BYTE</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frame Control</td>
<td>1</td>
</tr>
<tr>
<td>Extra Control</td>
<td>0-3</td>
</tr>
<tr>
<td>Sequence Number</td>
<td>1</td>
</tr>
<tr>
<td>Destination Address</td>
<td>0-2/8</td>
</tr>
<tr>
<td>Source Address</td>
<td>0-2/8</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>NAME</th>
<th>BIT</th>
</tr>
</thead>
<tbody>
<tr>
<td>Packet Type</td>
<td>2</td>
</tr>
<tr>
<td>Broadcast</td>
<td>1</td>
</tr>
<tr>
<td>Security</td>
<td>1</td>
</tr>
<tr>
<td>Repeat</td>
<td>1</td>
</tr>
<tr>
<td>ACK</td>
<td>1</td>
</tr>
<tr>
<td>DstPrsn</td>
<td>1</td>
</tr>
<tr>
<td>SrcPrsn</td>
<td>1</td>
</tr>
</tbody>
</table>

**Notes:**
- Security = 1, implies enabled for Security. This means that the incoming data is encrypted.
- ACK = 1, implies enabled for Acknowledgement. This means that the Acknowledgement packet is expected from the receiver.
The packet format of the RF transceivers consists of at least two parts at the top layer:

1. PHY Layer
2. MAC Layer

**PHY Layer**

The PHY layer is used by the transceiver to synchronize communication and ensure reliability of the communication. The functionalities of the individual field in the PHY layer are as follows:

a) **Preamble** is used to synchronize the communication. For different transceivers, the preamble may be of different lengths and the contents may be different. Some transceivers may be able to configure the length and content of the preamble. If the preamble is configurable, then try to configure the preamble according to the recommendation mentioned in the respective RF transceiver data sheet that is used for the wireless application. The MiMAC frame format does not regulate the Preamble field.

b) **Start-of-Frame Delimiter (SFD)** is usually used with preamble to ensure synchronization of the communication. Some transceivers may be able to enable/disable the SFD or configure the contents of the SFD. If the SFD is configurable, it is strongly recommended to enable the SFD and set the content according to the recommendations of the transceiver data sheet. The MiMAC frame format does not regulate the SFD field.

c) **The Packet (Frame) Length field** is to specify the length of the MAC frame. Some transceivers use this to only transmit packets with a fixed length. By using this, the Packet Length field in the PHY header can be omitted. The Packet Length field is not regulated by the MiMAC frame format.

**MAC Layer**

The MAC layer of the MiMAC frame format consists of three sublayers and regulates all three parts:

- MAC Header
- MAC Payload
- Cyclic Redundancy Check (CRC)

**MAC HEADER**

The MAC Header field provides crucial information to the receiver of the packet on how to interpret the packet. It consists of five subfields:

- Frame Control
- Extra Control
- Sequence Number
- Destination Address
- Source Address

**Frame Control**

The Frame Control field is used to interpret the MAC header. It consists of seven separate subfields to control different aspects of the MAC layer. The detailed descriptions of each subfield in Frame Control are as follows:

- The 2-bit Packet (Frame) Type field specifies how to interpret the packet, including its payload. For different packet types, the MiMAC layer must handle the packet differently.
  - For a data packet, the packet type is 0b00. When receiving a data packet, MiMAC usually passes the MAC payload directly to the upper protocol layer. A data packet may be handled in the upper protocol layer, or directly in the application.
  - For a command packet, the packet type is 0b01. In this case, the first byte of the effective MAC payload is the MAC command, followed by optional command parameters. When receiving a command packet, MiMAC usually passes the MAC payload to the upper protocol layer, with a flag to indicate that it is a command frame. It is for the upper protocol layer to interpret the command. A command packet is usually handled in the upper protocol layer.
  - For an Acknowledgement packet, the packet type is 0b10. An Acknowledgement packet has neither a source address nor a destination address. It depends on the sequence number to identify the packet to be Acknowledged. The Acknowledgement packet is handled by MiMAC, sometimes only by the transceiver hardware. The advanced features in the MiMAC layer, such as automatic Acknowledgement and retransmission, all depend on the Acknowledgement packet. The Acknowledgement frame is not passed to the upper protocol layer.
  - The packet type 0b11 is reserved for advanced features for some transceivers and Microchip proprietary protocols. The MiMAC layer directly passes the received packet with this packet type to the upper protocol layer. When the MiMAC layer receives a request to send such packet, it sends the packet without any modification.

- The 1-bit Broadcast field specifies if the packet is a broadcast or unicast. When this bit is set to ‘1’, this packet is a broadcast without the destination address; otherwise, clearing this bit means a unicast message with a destination that is either present or inferred. By using 1 bit in the frame control to specify the broadcast, the MiMAC frame format specification essentially avoids transmitting a special broadcast address in the Destination Address field.
• The 1-bit Security field specifies if the MAC payload is encrypted during transmission. Setting this bit indicates that the MAC payload requires a decryption process to get the raw data. When security is enabled, an additional auxiliary security header is present after the MAC header. Refer to Section “MiMAC Security Module” to interpret the auxiliary security header.

• The 1-bit Repeat field specifies if the packet needs a repeater to forward this packet. This bit is only useful for the device with repeating capability. When this bit is set, the repeater that receives this packet can forward this packet to extend the coverage of communication range on the condition that the destination address is not the address of the repeater.

• The 1-bit Acknowledgement field specifies if an Acknowledgement packet is expected from the receiver. When this bit is set to ‘1’, an Acknowledgement packet with the same sequence number needs to be received by the sender in a predefined period. The time-out period for the Acknowledgment depends on the transceiver design. This bit is different from the Acknowledgement packet type. The Acknowledgement bit indicates that a packet of Acknowledgement packet type is expected to confirm the delivery of the current packet, whereas the packet of Acknowledgement packet type is the response to the packet with the Acknowledgement bit set.

• The 1-bit Destination Present field determines if the destination address exists in the MAC header. When this bit is set, the destination address, with the length defined by the transceiver or the upper communication protocol, is present in the MAC header. When this bit is cleared, the destination address does not show up in the MAC header. The absence of the destination address can happen in the following conditions:
  - There is no destination address in the Acknowledgment packet. When the packet type is 0b10, the Destination Present bit must be cleared.
  - There is no destination address in a broadcast packet. When the Broadcast bit is set, the Destination Present bit must be cleared.
  - The destination address can be omitted if an inferred destination is used. In such case, the Destination Present bit must be cleared.

When the inferred Destination mode is used, the destination address is still used when calculating CRC, but not transmitted. When other transceivers receive the packet, the transceivers check the CRC with their own address added into the packet at the position of the destination address. A CRC error, in this case, is either due to the transmission error or the message is not applicable for this receiving node. In any of the above conditions, the packet is discarded by the receiving node. Only the intended target transceiver does not generate a CRC error when its own address is used to calculate the CRC as the destination address, thus, the packet is accepted and handled accordingly in the upper protocol layer only by the intended target device. Hiding the destination address not only saves time and energy to transmit those addresses, but also provides minimal protection to avoid complete exposure of the network activities.

There is a very slight chance (about 0.0015% for 2 byte CRC) that two transceivers with different addresses may generate the same CRC code in the transmission range. The Inferred Destination mode is suitable for the majority of applications. For applications which require absolute certainty of the destination, it is recommended to set the Destination Present bit.

Note: The inferred destination address method is Microchip’s Intellectual Property (IP). Patent application for this method is pending for approval.

• The 1-bit Source Present field determines if the source address exists in the MAC header. When this bit is set, the source address, with the length defined by the transceiver or the networking protocol, is present in the MAC header. When this bit is cleared, the source address does not show up in the MAC header. The existence of the source address during normal data transmission depends on the application needs.
Extra Control

For some transceivers with advanced features, such as an upper layer security module, adaptive data rate and channel, more information is required to interpret the MAC information. Usually, these fields are only reserved for high-end transceivers that are used by the transceiver hardware, instead of software. Figure 4 provides the definition for the Extra Control field.

The Extra Control field consists of three parts:

- Acknowledgement Information
- Header Index
- Payload Index

The Acknowledgement Information is present only if an Acknowledgment is required and adaptive channel feature or data rate feature is turned on. The Acknowledgement Information is mainly used by the hardware to determine the data rate or channel to be used to send back an Acknowledgement. The Channel Info field is used for the adaptive channel feature and the Data Rate Info field is used for the adaptive data rate feature. The adaptive channel feature enables the transceiver to transmit and receive data at different frequencies. This feature is very useful for big networks working in crowded and unlicensed frequency band. For large networks, this feature enables each and every individual wireless node to receive at the frequency (channel) with the lowest noise and transmit at the receiving frequency (channel) according to the destination device. The adaptive data rate feature enables the transceivers to transmit and receive packets at different data rates. It is similar to the adaptive channel feature and enables more efficient data transfers in the network.

Sequence Number

The sequence number is used to identify individual transmitting packets. The sequence number for any transceiver must start from a random number and then increase with every packet transferred. The sequence number is usually used in the Acknowledgement packet to identify the packet that is Acknowledged. As a rule, the sequence number for the Acknowledgement packet must be the same as the packet to be Acknowledged.

When there is no network layer provided by the upper protocol layer, the sequence number is used to identify the broadcast message; thus, no rebroadcast is necessary if previously performed.

Note: The adaptive channel feature is Microchip’s Intellectual Property (IP). For more information, refer to the “Adaptive channel selection by wireless nodes for improved operating range” (US Patent 8085805 B2).

The Header Index and Payload Index are specifically used for the hardware security engine, especially for encryption and authentication procedures. It is used to identify the authentication materials and secured materials if the security is not performed in the MAC layer, but at the higher protocol layers. The Header Index and Payload Index are present only if security is enabled, but not performed in the MiMAC layer. The MiMAC specification does not define how to handle security that is not performed in the MiMAC layer. The upper protocol layer determines when to use these extra control fields to perform a security operation in the corresponding security layer.

FIGURE 4: EXTRA CONTROL FIELD FOR ADVANCED FEATURES
Destination Address
The destination address defines the target address of the unicast packet. This length of the field is 0 to 8 bytes. The destination address in the MAC header is determined by the Destination Present flag in the Frame Control field.

If the length of the Destination Address field is not zero, the length of the destination address is determined by the transceiver addressing mechanism and the application. The application layer can select the address length from 2 to 8 bytes, depending on the network size and the specific application.

If the length of the Destination Address field is zero, the possible scenarios are as follows:
- The packet is an Acknowledgement.
- The packet is a broadcast message, indicated by the Broadcast bit, which is set in the Frame Control field.
- The destination address is inferred by using CRC.

Source Address
The source address defines the address of the transmitting device. The length of this field is 0 to 8 bytes. The source address is determined by the Source Present flag in the Frame Control field.

If the length of the Source Address field is not zero, the length of the source address is determined by the transceiver addressing mechanism and the application. The application layer can choose the address length from 2 to 8 bytes, depending on the network size and the specific application.

The address length for the destination and source address must be identical for the same network. If the length of the Source Address field is zero, the source address of the unicast message is not essential for this particular application. To include the Source Address field in the MAC header during normal packet unicast, it must be configured in the MiMAC layer.

MAC PAYLOAD
The MAC payload is the information transmitted by the Microchip proprietary wireless protocols or by the application layer. The Microchip proprietary wireless protocol layers or the customer application interprets the information. The MAC payload is directly passed to the Microchip proprietary wireless protocol layers by the MiMAC programming interface without any modification. If the MAC payload is secured, the MiMAC security module must unsecure it first. Only the decrypted plain text of the MAC payload is passed to the upper layer by the MiMAC programming interface. If the security checking failed due to any reason, the whole packet is discarded in the MiMAC layer. The MAC payload length is calculated from the packet length from the PHY layer, minus the MAC header length, and the possible adjustment for the security module.

Note: MAC payload handles networking using MiMAC packets through the MAC payload by designating certain packets as Network Header.

MAC CRC
The CRC field in the MAC layer is used to ensure the integrity of the packet during transmission. Hardware CRC generating/checking are provided in some RF transceivers. For transceivers, which do not have the hardware CRC generating/checking capability, the CRC software is used.

When CRC software is used, both loop and look-up table CRC generation methods are used. Generally, the loop CRC generation method uses about 600 bytes less programming space, but runs 3-4 times slower than the look-up table method. Both methods generate an identical CRC value, thus interchangeable. The choice of either method depends on the individual application requirements.

In normal conditions, 2 byte CRC is preferred, balanced by its reliability and simplicity. CRC is highly recommended for all data transmissions. CRC is mandatory when the destination address is omitted during unicast. The Section “Destination Address” describes how to omit the destination address.
MiMAC SECURITY MODULE

Due to the physical aspect of wireless communication, the content of the information exchange over-the-air is equally easy to access for all parties, either intended or unintended listeners. Therefore, securing the packets is essential to some applications. The MiMAC security module supports the security needs of the applications through the following ways:

- If the transceiver hardware supports a security module, including cipher and different Security modes, it is recommended to directly use the hardware security engine. To encrypt and decrypt a packet in firmware consumes a relatively large amount of MCU system resources, thus it lowers the throughput, and raises the speed and power consumption requirement for the transceiver host MCU. In this case, the MiMAC security specification does not apply.
- If the hardware security engine provides only the block cipher, but not the Security modes, it is recommended to use the hardware security cipher but apply the software Security modes on top of the hardware cipher. In this case, the MiMAC security cipher does not apply but the MiMAC Security modes specification applies.
- If the transceiver hardware does not provide any security support, both the Cipher and Security modes in the MiMAC security specification apply. If users prefer block cipher for the one chosen by MiMAC, an alternative MiMAC security module provides a predefined interface to invoke any block cipher.

Selecting Default MiMAC Security Engine

Selecting the default MiMAC security engine depends on three criteria:

- Security Engine IP Issues
- Low-Cost Security
- Enhanced Security Strength

SECURITY ENGINE IP ISSUES

Among all the popular security engines that are in the public domain, the good candidates which have no IP issues are as follows:
- Data Encryption Standard (DES/TDES)
- Blowfish/Twofish
- Serpent
- Advanced Encryption Standard (AES)
- Tiny Encryption Algorithm (TEA/XTEA/XXTEA) Family

All these security engines are freely available, have reference designs and are implemented in real products in a large volume.

LOW-COST SECURITY

Low-cost implementation ensures that the security module can be implemented on a low-cost MCU with limited system resources and computation speed.

- DES/TDES – previous generation of crypto standards; known to be complex and require relatively more system resources relative to their security strength.
- Blowfish/Twofish, Serpent and AES – provide more secured algorithm, whereas the implementation is simpler than DES families. However, the system resources required for these ciphers are still higher than expected for an embedded system.

The AES is usually the preferred choice of security for the ISM band protocols that includes the protocols related to the IEEE 802.15.4 standard.

Typical implementation of these encryption engines requires at least a 4 Kbyte programming space. On the contrary, the typical implementation of a TEA family requires a couple hundred bytes of programming space and the speed of execution is faster.

Considering the system resources for an embedded system, the security engines of a TEA family meet the requirement for this criterion.

ENHANCED SECURITY STRENGTH

A security engine with a known weakness is not preferred for the MiMAC security specification.

Within the security engines of the TEA family, there are 3 variants: TEA, XTEA and XXTEA. TEA is the original implementation, first published in 1994. It has a known weakness of the equivalent keys. The best related key attack on the TEA security engine requires $2^{32}$ chosen plain texts under a related key pair, with $2^{32}$ time complexity. Like XTEA, XXTEA was developed to enhance the security strength beyond TEA. It is a heterogeneous, unbalanced Feistel network block cipher that does not restrict the block size. As a result, XXTEA is likely to be more efficient to handle longer messages since XXTEA can be applied to an entire message instead of encrypting block by block. However, XXTEA has the limitation of requiring at least 8 bytes of encryption data. XXTEA cannot become a hands-on choice without modification to the security engine.

After analyzing all criteria for choosing a security engine, XTEA from the TEA family was chosen for default security engine in the MiMAC security specification.
XTEA Block Cipher

The XTEA is a 64-bit block cipher with 128-bit keys. It is designed to bypass the weakness found in the TEA cipher. David Wheeler and Roger Needham of the Cambridge Computer Laboratory in Cambridge University, UK, first published it in 1997, and now available in the public domain. It is not subjected to any patent.

Figure 5 shows how an XTEA cipher works. The latest crypto analysis shows that XTEA can only be broken with a related key differential attack under extreme conditions. To perform the related key differential attack, the attacker needs to observe the cipher operation under several different keys and obtain encrypted contents for a set of known plain texts. The best known attack result is 26, out of 64 rounds of XTEA, requiring $2^{20.5}$ chosen plain texts and a time complexity of $2^{115.15}$ which means that the conditions and complexity for breaking the XTEA are extremely difficult (Refer to "Related Key Differential Attacks on 26 Rounds of XTEA and Full Rounds of GOST", Youngdai Ko, Seokkie Hong, Wonil Lee, Sangjin Lee, and Jongin Lim. In proceedings of FSE '04, lecture notes in Computer Science, 2004 Springer-Verlag). Even if every condition is met, the time to break XTEA on a 1000 MIPS computer is at $1.46 \times 10^{18}$ years. On the contrary, the latest estimate on the age of the universe is only about $1.4 \times 10^{10}$ years.

ADVANTAGES OF XTEA

One of the greatest advantages of XTEA is that the system resources required to encrypt or decrypt the information are very limited. A closer look at the XTEA algorithm reveals that the volatile memory requirement for XTEA is extremely low compared to other security engines with similar strength. Therefore, the XTEA is well known to be used in embedded systems with few resources.

Another advantage of XTEA is that the required resources and complexity of the algorithm can be fine-tuned by applying different round times to the algorithm. Fewer rounds can perform the algorithm faster and the complexity decreased linearly with the rounds. However, it is easier to break the algorithm with fewer rounds. For wireless applications that MIMAC serves, the required security level and response time significantly varies. The capability of easily adjusting the security level and system resource requirement in XTEA is very valuable for working with a wide range of applications.

FIGURE 5: BLOCK DIAGRAM OF XTEA CIPHER

![Diagram of XTEA Cipher](image-url)
Modifying XTEA Block Cipher

The XTEA cipher engine suits the security needs of an embedded system. However, XTEA needs further modification to best fit into the MiMAC security strategy.

SECURITY MODES

Usually, a security engine applies different Security modes to secure the data. The simplest implementation of a Security mode for block cipher is the Electronic CodeBook (ECB) mode. In simple terms, the message is divided into multiple blocks with the same block size defined by the cipher, and then the cipher is applied to each individual block to encrypt the input data. Similarly, when a block cipher decoder is used, the process is reversed and the data is decrypted.

Figure 6 shows how the block cipher works to encode in the ECB mode.

However, the ECB mode has a disadvantage – it does not hide the data pattern. For instance, if all the blocks of plain text are the same, the output encrypted data are also the same, thus giving a significant hint to the hackers on how to break the security engine.

To overcome the disadvantage of the ECB mode, the Counter (CTR) mode uses a non-repeated nonce to hide the pattern in the plain text. This requires additional resources, but significantly improves the security on the output message.
The MiMAC security module specifies the nonce as the MAC header.

- If the MAC header is longer than the block size, fill the nonce with the MAC header up to the size limit, starting from the frame control byte as the lowest byte in the nonce.
- If the MAC header is shorter than the block size, fill the nonce with the MAC header, starting with the frame control as the lowest byte in the nonce and fill the rest of the nonce as zero.
- Finally, the highest byte of the nonce is the counter starting at zero and automatically increased for the subsequent blocks.

Figure 7 shows how the block cipher works in the CTR mode.

The wireless communication must not only prevent exposing the information, it also ensures that the information does not have interference over the normal operation of the network, either intentionally or unintentionally. The encryption of the information in the CTR mode may prove to be not enough for the following reasons:

- The replay attack can be performed easily with a simple sniffer. It seriously affects the network operation in some applications. Replay attack is performed by transmitting the identical packet received. In some applications, a receive identical message may be undesirable. A good example is a message to toggle a light.
- The decryption process cannot detect any failure, thus any random data transferred may be potentially operable on the network after the decryption process.

**FIGURE 7: FLOW DIAGRAM FOR BLOCK CIPHER IN THE CTR MODE**
Apart from the CTR Encryption mode, MiMAC needs to define the operation modes to authenticate the message. Authentication ensures that the transferred message has not been altered in any way by checking the attached Message Integrity Code (MIC). For the block cipher, the Standard Authentication mode is the Cipher Block Chaining Message Authentication Code (CBC-MAC).

The CBC-MAC is an operation mode not associated with any particular security engine. In the IEEE 802.15.4 specification, the CBC-MAC mode is applied with the AES-128 engine. In the MiMAC security specification, the CBC-MAC can be applied to the XTEA block cipher. In the MiMAC security specification, the Authentication modes, XTEA-CBC-MAC-32 and XTEA-CBC-MAC-64, are defined to generate a 32-bit or 64-bit MIC.

Figure 8 shows the CBC-MAC mode procedure. The XTEA block cipher acts as a Hash function. To invoke the CBC-MAC mode in XTEA, the message is broken into small blocks with the block size defined by the block cipher. By default, XTEA defines a 64-bit block size. If the final block is only partially full, fill the rest of the block with zero. The first block is used as the input to the XTEA engine with a predefined key. After the crypto process, the output from the XTEA engine is XORed with the next block as the input to the XTEA block cipher. After processing the final block, the final output from the XTEA engine is the MIC. For XTEA-CBC-MAC-64 mode, the full final block serves as the MIC, whereas for XTEA-CBC-MAC-32, only the lower 32 bits of the final result serves as the MIC.

The MiMAC transmits the MIC attached to the end of the packet. At the receiving side, the node calculates the MIC in exactly the same process. Then, the receive node compares the calculated MIC with the MIC that is received as an attachment to the original message. If the two MICs are identical, the entire received packet is accepted; otherwise, the packet is discarded.

The CBC-MAC can be used to prevent a replay attack. Usually, the sent packet with the CBC-MAC authentication includes a Frame Counter field with a predefined length (typically 4 bytes) after the MAC header. For every packet that is transmitted, the frame counter is increased by one. At the receiving side, only the packet with a frame counter value higher than the recorded value is accepted. As a result, sending a repeated packet as a replay attack is performed and discarded. If the sender intentionally modifies the frame counter to be a higher value, the packet cannot pass the authentication check, since the frame counter value is used to calculate the MIC that is attached at the end of the packet.

The CBC-MAC mode is used to authenticate the message, but the mode does not encrypt the message. The IEEE 802.11i uses the Offset CodeBook (OCB) mode to authenticate and encrypt the data at the same time, thus saving requirements for computing power. However, the OCB mode has appeared in a patent application. Even though there is a special exemption to use the OCB mode under the GNU General Public License (GPL), the MiMAC security specification does not depend on the OCB mode with potential IP issues.
As an alternative to the OCB mode, the Counter with CBC-MAC (CCM) mode performs 2 passes to the message instead of 1 pass in the OCB mode, thus doubling the computing resources requirement. The CCM mode is basically applied to the CBC-MAC mode first to generate the 32-bit or 64-bit MIC, followed by applying the CTR mode to the message and the MIC to encrypt the message. The CCM mode requires doubling the computing resources compared to the CTR mode or CBC-MAC mode, but provides the most complete protection over the data transferred over-the-air. Depending on the length of the MIC, there are two CCM modes available: CCM-64 and CCM-32.

When MiMAC applies the CCM mode, the complete packet, including the MAC header, security auxiliary header and MAC payload, are used to authenticate the message, generating the MIC to protect the whole packet. Only the MAC payload and the MIC are encrypted.

Figure 9 shows the entire CCM mode process.

When a wireless node receives a packet that is secured by CCM:
- It first applies the CTR mode to decrypt the MAC payload. The decrypted plain text consists of raw data and the MIC.
- Then the CBC-MAC mode is applied to the raw data to calculate the MIC.
- Finally, the calculated MIC is compared with the MIC decrypted from original data.

If the two MICs do not match, the whole packet is discarded. Similar to the CBC-MAC mode, a frame counter can be included in the packet when the CCM mode is used. The additional Frame Counter field in the packet can effectively prevent the replay attack for the same reason that is described for the CBC-MAC mode.

As a result of using Security modes on top of the XTEA block cipher, one minor benefit is that only the encoding function for XTEA is required to be implemented.

**FIGURE 9: FLOW DIAGRAM FOR BLOCK CIPHER IN THE CCM MODE**
KEY STRENGTH

Generally, the longer the key, there is more security strength for the crypto engine. XTEA was first developed and published as a 64-bit block cipher with a 128-bit symmetric key. However, export regulation from the U.S. government requires particular steps to export an encryption engine with a symmetric key of more than 64 bits. Therefore, the XTEA security engine needs to be demoted to support a 64-bit symmetric key as one of the operating modes.

Even though XTEA is developed as a 64-bit block cipher with 128-bit symmetric key, it can be modified to support a 32-bit block cipher with a 64-bit symmetric key following the same concept. The differences are the block size and the definition of DELTA, the constant magic number coming from the golden ratio. With the introduction of a 32-bit block size and 64-bit key, there are two modes for the XTEA block cipher: XTEA-128 and XTEA-64. For the XTEA-64, CBC-MAC-64 and CCM-64 Security modes are no longer available due to the reduced block size.

Due to demoting XTEA, it is expected that the speed of the security process increases while the strength of the security module decreases. As the XTEA-64 cipher is not a standard security engine, there is no crypto analysis performed on this algorithm, thus the complexity of breaking the algorithm is unknown. It is believed that the XTEA-64 still provides enough security for casual users of a crypto engine. Users are encouraged to increase the round to make the engine more secure to some extent. For customers requiring more confidence about security, the standard XTEA, or XTEA-128, is always ready to deliver the stronger confidence upon authorization to meet U.S. export regulation regarding a security engine.

SECURED PACKET FORMAT

When the MiMAC packet is secured, additional information is needed to ensure a successful decryption process. Basically, the transmitting side must send all necessary materials that may be useful to decrypt the packet, except the security key.

Two parts are considered to be security components that are essential to the security process: frame counter and security key sequence number. They are part of the auxiliary security headers that immediately follow the MiMAC header.

Figure 10 provides the frame format for a secured packet. The MAC payload in this frame is an encrypted payload due to the enabled security.

The frame format for a secured packet differs from an unsecured packet in the following ways:

- The secEn flag in the frame control byte is set.
- Includes an additional auxiliary field called Security Header which contains two parts:
  - Frame counter of 4 bytes is used to avoid a replay attack. Refer to Section “Security Modes” for details on how to avoid a replay attack.
  - Security Key Sequence Number is used to identify which security key to use.
- The MIC is attached to the end of the MAC payload. The length of the MIC depends on the Security modes to be used.

Under the different Security modes, the secured portion in the packet varies:

- For CTR mode, only the MAC payload is encrypted; there is no MIC attached.
- For MAC-CBC mode, the authenticated information starts from the MAC header until the end of the MAC payload. The MIC is either 4 bytes or 8 bytes in length for the MAC-CBC-32 and MAC-CBC-64 modes, respectively.
- For CCM mode, the authenticated information starts from the MAC header until the end of the MAC payload. The encrypted information starts from the start of the MAC payload until the end of the MIC. The MIC length is either 4 bytes or 8 bytes for CCM-32 and CCM-64 modes, respectively.

---

### FIGURE 10: FRAME FORMAT FOR SECURED PACKET

<table>
<thead>
<tr>
<th>LAYER</th>
<th>MAC FRAME</th>
</tr>
</thead>
<tbody>
<tr>
<td>NAME</td>
<td>MAC Header</td>
</tr>
<tr>
<td>BYTE</td>
<td>2 - 21</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>LAYER</th>
<th>FRAME COUNTER</th>
<th>SECURITY KEY SEQUENCE NUMBER</th>
</tr>
</thead>
<tbody>
<tr>
<td>NAME</td>
<td></td>
<td></td>
</tr>
<tr>
<td>BYTE</td>
<td>4</td>
<td>1</td>
</tr>
</tbody>
</table>
ALTERNATIVE CIPHER ENGINE SUPPORT

The XTEA-128 is a strong security engine, which is suitable for a majority of the applications. However, for some wireless application developers who require a particular security engine, the MiMAC security module suggests an alternative. A security engine interface is defined for block ciphers. Once this security interface is implemented for the alternative block cipher, the new security engine can be used in MiMAC without any further modification. Be aware that the three Security modes, CTR, CBC-MAC and CCM, still apply to the alternative security engine to ensure proper protection of the data. Due to these Security modes, only the encoding process for the alternative block cipher needs to be implemented.

The interface to the alternative security engine is shown as follows:

```c
void encode(uint16_t *text, uint16_t *key);
```

In the security interface function call encode, there are two parameters: Text (Buffer) and Key.

- **Text (Buffer)** – is the pointer to the plain text (buffer) when this function is called. When the function is returned, this buffer is replaced by encoded data.
- **Key** – is the pointer to the security key for the block cipher.

MiMAC UNIVERSAL PROGRAMMING INTERFACE

Standardizing the frame format and security module in the MiMAC layer provides great advantages for wireless application developers. The next step is to standardize the software programming interface between the MiMAC and Microchip upper proprietary protocol layers.

Microchip supports multiple short range, low-data rate RF transceivers. The MiMAC universal programming interface has the following functionalities:

- Makes all Microchip RF transceivers interchangeable in the software development process.
- Reduces the software development risk for wireless application developers.
- Considers the potential of the different transceivers while still providing a simple interface to work with the upper protocol layers, without any major footprint increase.

There are two kinds of interfaces defined to work with different Microchip RF transceivers: configuration file and function calls.

For different Microchip RF transceivers, the hardware interface, functionality and register settings usually differs. For configurations that only apply to individual RF transceivers, a configuration file is defined. These configurations are unlikely to change when the application runs. Usually, the configurations in the file is set in the initialization process.

For all wireless protocols, all function calls can be divided into four major categories:

- Configuration
- Transmitting Packets
- Receiving Packets
- Special Functionality

The MiMAC programming interface defines one or more function calls for each function category. Calling those programming interfaces from the upper protocol layers virtually performs all functionality of the RF transceivers. The succeeding sections define the programming interfaces by function categories.
MiMAC Configuration

The MAC layer configuration interface is called from the upper protocol layer to the MiMAC layer to configure the behavior of the RF transceiver. Unlike the configuration parameters defined in the configuration file, the configuration in these function calls may be modified when the wireless applications run. For those features supported by the transceiver hardware, it is expected that the MiMAC layer must set corresponding register bits in the transceiver. For those features not supported by the transceiver hardware, it is expected that MiMAC layer firmware must handle it before transferring control to the upper layer. The following functions are used to configure the MAC layer:

• MiMAC_Init
• MiMAC_SetPower
• MiMAC_SetChannel
• MiMAC_SetAltAddress

MiMAC_Init

The MiMAC_Init function call initializes the behavior of the MiMAC layer. The following MAC behavior can be configured:

• Permanent Address
• Enable/Disable Repeater Mode

This function is called as one of the first steps in Microchip upper protocol layers. After this function call, the MiMAC layer behavior is initialized in the RF transceiver.

To represent all the configurable information to the MiMAC layer, the following structure is defined and served as an input parameter to the MiMAC_Init function call.

```c
typedef struct {
    union {
        uint8_t Val;
        struct {
            uint8_t RepeaterMode: 1;
            uint8_t CCAEnable: 1;
            uint8_t NetworkFreezer: 1;
            uint8_t PAddrLength: 4;
        } bits;
    } actionFlags;
    uint8_t *PAddress;
} MACINIT_PARAM;
```

The description of this structure is:

• **RepeaterMode** – enables the transceiver to forward the packets when the Repeat bit is set in the frame control byte in the MAC header.

• **PAddrLength** – defines the length of the permanent address for the transceiver. The length can be defined from between 2 to 8 bytes.

• **PAddress** – the pointer that points to the permanent address of the transceiver.

The full signature of the function call is shown below. The return value indicates if the operation is successful.

```c
bool MiMAC_Init(INPUT MACINIT_PARAM initValue);
```

MiMAC_SetPower

The MiMAC_SetPower function call sets the output power of the transceiver. It is a PHY function call instead of a MiMAC layer. Here, the MiMAC layer is just an intermediate layer to pass the setting to the PHY layer of the transceiver. Instead of using it as a parameter in the MiMAC_Init function call, this interface is defined separately to give the upper protocol layer, or application layer, flexibility to adjust output power freely during run based on application needs.

The full signature of the function call is shown below. The return value indicates if the operation is successful.

```c
bool MiMAC_SetPower(uint8_t outputPower);
```

The input parameter, `outputPower`, is represented by one byte. The individual transceiver must be responsible to interpret the input value and set the proper output power. It is highly recommended for the firmware in the upper protocol layer, or application layer, to use a predefined value recognized by the transceiver, probably in the definition header file of the target transceiver.

MiMAC_SetChannel

The MiMAC_SetChannel function call sets the operating frequency of the RF transceiver. The full signature of the function call is shown below. The return value indicates if the operation is successful.

```c
bool MiMAC_SetChannel(uint8_t channel, uint8_t offsetFreq);
```
There are two input parameters to this function call: the Channel and the Offset Frequency.

- **Channel** – defines the center frequency that the RF transceiver works on. The channel number is defined from 0 to 31.
- **Offset Frequency** – used in some of the RF transmitters as an additional configuration to set the center frequency at any frequency not defined by the channel. Usually, the offset frequency cannot be larger than the frequency gap between adjacent channels.

When combining the proper setting of the channel and offset frequency, it is possible to fine-tune the center frequency of the RF transceiver to be any possible value. For transceivers that define the fixed channel center frequency, strictly in the specification, the offsetFreq parameter can be discarded.

Not all channels are supported for every transceiver and data rate or frequency band. If the input parameter channel is not supported by the RF transceiver at the current condition, the current operating channel is unchanged and the return value is **FALSE** to indicate the failure of the changing channel. Otherwise, the operating channel is changed in the transceiver and the return value is **TRUE**.

**MiMAC_SetAltAddress**

The MiMAC_SetAltAddress function call sets the alternative network address after the wireless node joins the network. This function is used only when the transceiver supports multiple addresses and the concept of the Personal Area Network Identifier (PAN ID). The PAN ID and the alternative network address are specified by the IEEE 802.15.4 specification. It is not mandatory for all transceivers to support this function. For the transceivers that do not support multiple addresses or PAN ID, the input parameters are discarded and the return value is **FALSE**.

The full signature of the function call is as follows:

```c
bool MiMAC_SetAltAddress(uint8_t *Address, uint8_t *PANID);
```

There are two input parameters to this function call: the pointers that point to the address and the PAN identifier.

- **The Address** – it is required for those transceivers that support network addresses to identify the device in the network.
- **PAN ID** – it is used to identify the network.

**MiMAC RF TRANSCEIVER CONFIGURATION FILE**

Apart from the function calls to configure the RF transceiver from the upper protocol layer on the parameters that are defined in all RF transceivers, different RF transceivers have special parameters and configurations, which are hard to categorize and set values. There are various RF transceivers with special parameters of configurations. For those configurations, the default values are usually not modified once the RF transceiver is up and running. The configuration is done in a separate configuration file under the directory of the RF transceiver. The MiMAC specification does not regulate the individual settings of these control variables. Refer to the RF transceiver data sheet of the user to understand and modify the configuration parameters as required.

Communication is the main functionality of an RF transceiver. There are two steps for the reliable communication between two ends of the packet: transmitting and receiving.

**Transmitting Packets**

The interfaces to transmit packets are defined in this section.

To configure the transceiver to send the packet in the desired way, the following structure is defined to be used as an input parameter to transmit a packet.

```c
typedef struct
{
    union
    {
        uint8_t   Val;
        struct
        {
            uint8_t packetType: 2;
            uint8_t broadcast: 1;
            uint8_t secEn:      1;
            uint8_t repeat:     1;
            uint8_t ackReq:     1;
            uint8_t destPrsnt:  1;
            uint8_t sourcePrsnt:1;
        } bits;
    } flags;
    uint8_t    *DestAddress;
    #if defined(IEEE_802_15_4)
    bool altDestAddr;
    API_UINT16_UNION DestPANID;
    #endif
} MAC_TRANS_PARAM;
```
Each variable is described in the following structure:

- Flags are the collections of configurations used to transmit a packet. The flags parameter contains the following configuration options:
  - packetType is used to define the packet type. In the universal MAC strategy, the packet type is defined in Table 1.

<table>
<thead>
<tr>
<th>Value (Binary)</th>
<th>Packet Type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>0b01</td>
<td>Data Packet</td>
<td>—</td>
</tr>
<tr>
<td>0b10</td>
<td>Acknowledge-Packet</td>
<td>Handled in the MiMAC layer, thus, no need for upper protocol layer to transmit such packet as it is not used.</td>
</tr>
<tr>
<td>0b11</td>
<td>Command Packet</td>
<td>—</td>
</tr>
<tr>
<td>0b00</td>
<td>Reserved</td>
<td>Reserved for special functionality for certain transceiver hardware or protocol layer. It is not supported by all transceivers. MiMAC directly transmits this kind of packet without any further processing.</td>
</tr>
</tbody>
</table>

- The broadcast element defines if the packet is a unicast or broadcast. Setting this bit enables broadcast operation for the current packet. Once this bit is set, the destPrsnt bit must be cleared and the Destination Address field in the MAC header must not exist.

- The secEn element indicates if the transmitting packet needs to secure the MAC payload. The security level and security key must be defined in the application layer. The MAC payload from the Microchip upper protocol layer must be the plain text. The MiMAC layer automatically adds the security auxiliary header, as described in Section “MiMAC Security Module”. The MAC payload is encrypted or authenticated, or both, before transmitting over-the-air.

- The repeat element indicates that the message needs a repeater between the sender and the receiver to pass the message. The repeater can only forward the packets, which are between nodes that are out of radio range of each other. This prevents excessive messages from the repeater, even if the sender and receiver can directly communicate.

- The ackReq element is used by the receiving end to send Acknowledgement to ensure reliable delivery of the message. The MiMAC layer, either hardware or software, must be able to handle the Acknowledgement frame sending at the receiving end. The sender MiMAC layer must be able to handle the retransmission if no Acknowledgement is received within the predefined time.

- The dstPrsnt element indicates if a destination address is included in the MAC header. The destination address can be absent if the packet is broadcast or the destination address is inferred. The destination address can only be inferred if a 2 byte CRC is used. Even if the destination address is inferred, a valid destination address must always be provided to the MiMAC layer for calculating the CRC.

- The sourcePrsnt element indicates if a source address is included in the MAC header. When the device initially tries to establish the connection, the source address is required in the MAC header to enable the peer node to recognize the connection for communication. For the application layer data, however, the source address is optional, depending on the application needs.

- The altDestAddr is a boolean to indicate if the destination address is an alternative address or permanent address.

- The altSrcAddr is a boolean to indicate if the source address is an alternative address or permanent address.

**Note:** For both the altDestAddr and altSrcAddr, a setting of ‘0’ means the source address is a permanent address, whereas ‘1’ means an alternative address. This field is only valid in the IEEE 802.15.4 mode when the RF transceiver is capable of sending a packet from either a permanent address or an alternative network address.

- The DestPANID is the pointer that points to the destination, PAN ID. This field is only valid in the IEEE 802.15.4 mode, where PAN ID is used as one of the filters to address the destination device, combining with the destination address.

- The DestAddress is the pointer that points to the destination address. In the IEEE 802.15.4 mode, this address can either be a permanent or an alternative network address, depending on the settings of altDestAddr. This field is not effective if the Broadcast field is set to ‘1’.

The full function signature to transmit the packet follows.

```c
bool MiMAC_SendPacket(MAC_TRANS_PARAM transParam, uint8_t *MACPayload, uint8_t MACPayloadLen);
```

In the MiMAC_SendPacket function call, the transParam parameter regulates all aspects of the transmission options. The input parameter, MACPayload, points to the buffer to be transferred. The input parameter, MACPayloadLen, specifies the length of the MAC payload.
Receiving Packets

Apart from transmitting a packet, the other most important functionality of the transceiver is to receive a packet. Due to the nature that a packet can be received at any time while the upper protocol firmware is running, there are two ways to handle the message:

• First approach – by invoking a callback function and letting the upper process layer process the packet immediately. This approach has faster response time, but invokes a set of function calls across layers up to the application, thus filling the stack space quickly.
• Second approach – by interpreting the packet, storing it in a global variable, and labelling an event to notify the upper protocol layer that a packet is available. This option better suits the state machine architecture of common Microchip stacks.

In practice any of the two approaches can be adopted. However, to implement the second approach, the following type is defined to contain the information from the packet:

```c
typedef struct {
    union {
        uint8_t Val;
        struct {
            uint8_t packetType: 2;
            uint8_t broadcast: 1;
            uint8_t secEn: 1;
            uint8_t repeat: 1;
            uint8_t ackReq: 1;
            uint8_t destPrsnt: 1;
            uint8_t sourcePrsnt: 1;
        } bits;
    } flags;
    uint8_t *SourceAddress;
    uint8_t *Payload;
    uint8_t PayloadLen;
    uint8_t RSSIValue;
    uint8_t LQIValue;
    #if defined(IEEE_802_15_4)
    bool altSourceAddress;
    API_UINT16_UNION SourcePANID
    #endif
} MAC_RECEIVED_PACKET;
```

Defined in this MAC_RECEIVED_PACKET structure, the element, flags, specifies the configuration of the received packet. The definition of the flags element is virtually the same as the flags defined in the structure, MAC_TRANSMIT_PARAM.

The SourceAddress element is a pointer that points to the source address if the source address is present in the packet. If the RF transceiver supports IEEE 802.15.4, the source address can be either a permanent address or an alternative network address, defined by the settings in the altSourceAddress element. Also, only in IEEE 802.15.4 mode, the SourcePANID element is available to specify the PAN identifier of the transmitter.

The Payload element is a pointer that points to the buffer of the MAC payload. The MAC payload size is specified in the PayloadSize element. If the MAC payload is encrypted or authenticated, or both, the payload passed to the Microchip upper protocol layer must be decrypted or the authentication checked, or both. The security auxiliary header must also be removed from the payload passed to the upper protocol layer. Only the secEn bit in the flags element indicates to the upper protocol layer if security is applied to the original data.

The RSSI and LQI elements indicate the physical aspect of the received packet. The RSSI is the representative of the average signal strength of the received packet, whereas the LQI represents the signal quality of the received packet. The RSSI and LQI are not supported by all the RF transceivers.

Once the packet is received, the content of the packet is placed into this structure and is available to the upper protocol layer to process.

The upper protocol layer needs to periodically check if a packet is received. Once the upper protocol layer is notified that a packet is received, it handles this global structure. There are two function call interfaces by the upper protocol layer to handle a received packet: MiMAC_ReceivedPacket and MiMAC_DiscardPacket.

MiMAC_ReceivedPacket

The MiMAC_ReceivedPacket function call is called by the upper protocol layer to periodically check if a packet is received. It has no input parameters and returns a boolean to indicate if a packet is received. The full function signature is as follows:

```c
bool MiMAC_ReceivedPacket(void);
```

The MiMAC_ReceivedPacket function call runs the MiMAC stack and checks if a packet is received.

Once the return value of this function call is TRUE, the content of the MAC_RECEIVED_PACKET structure is filled and ready for the upper protocol layer to process.
MiMAC_DiscardPacket

The MiMAC_DiscardPacket function call is called by the upper protocol layers to notify the MiMAC layer that the current received packet is processed and can be discarded. It is important to discard the processed packet. Otherwise, the host MCU may quickly run out of memory resources. The MiMAC_DiscardPacket function call has no input parameter and no return value. The full function signature is as follows:

```c
void MiMAC_DiscardPacket(void);
```

Special Functionality

Apart from transmitting or receiving a message, most of the RF transceivers are able to perform certain special functionalities to make sure that the RF transceivers are able to work at optimal conditions. Two common functionalities that may be valuable to all protocol layers are the capability to perform energy scan and save power. The following functions are defined in the MiMAC programming interface:

- MiMAC_ChannelAssessment
- MiMAC_PowerState

MiMAC_ChannelAssessment

The MiMAC_ChannelAssessment function call performs a channel assessment to determine if a channel or frequency is suitable for reliable communication. This operation must not be confused with the CSMA-CA clear channel assessment used before transmission.

The CSMA-CA operation is done in the lower MAC layer in the MiMAC_SendPacket function call to avoid transmitting an RF packet at the same time as the neighboring peer nodes. The operation of channel assessment, sometimes called energy detection scan at the protocol layers, is mainly used to check the noise level at different frequencies to determine which frequency to use in the communication. This operation is usually called by the protocol layers, either before starting a network, or before a frequency agility operation.

The full function signature is as follows:

```c
uint8_t MiMAC_ChannelAssessment(INPUT uint8_t AssessmentMode);
```

There are two Channel Assessment modes:

- Energy Detection – measures total noise level in the operating channel from all possible sources. Usually, energy detection assessment is used to evaluate noise from natural sources, signal from other modulations and signal from neighboring wireless nodes of the same modulation.
- Carrier Sensing – used to detect the communication of the same kind of RF transceivers. It only counts the signal strength of communication that this RF transceiver can receive and interpret. It is usually used to avoid operating a network at a frequency with several neighboring wireless nodes of the same kind.

The Input mode parameter specifies which method is used for channel assessment. Not all RF transceivers are able to perform channel assessment by all, or any, of these Assessment modes. For transceivers that support no Assessment mode, this function is not supported. For transceivers that support only one of the Assessment modes, the other mode is discarded. The MiMAC_ChannelAssessment function call returns the assessment result to the upper layer. A higher return value represents a noisier environment.

MiMAC_PowerState

The MiMAC_PowerState function call is used only by the node that goes to Sleep mode to conserve power when Idle. This is not a MAC function; it is a direct PHY function. The MiMAC interface just directly passes this function to the PHY layer. The full function signature is as follows:

```c
bool MiMAC_PowerState(INPUT uint8_t PowerState);
```

The MiMAC_PowerState function call has one input parameter, PowerState, to indicate the desired power state for the transceiver. There are only two generic power states that are defined:

- DEEP_SLEEP – The Sleep state for the transceiver with the lowest power consumption.
- OPERATE – Full operating state for the transceiver.

All the values, between 0x00 and 0xFF, may represent certain power states. The detailed definitions depend on the particular transceiver. As a general rule, it is preferred to define the Sleep state with low-power consumption, next to the Deep Sleep state as 0x01, and increase the value as the Sleep mode consumes more current.
**CONCLUSION**

For developers looking for a short range and low-data rate wireless solution, there are a lot of choices across multiple frequency bands, at different data rates and other features. The Microchip MAC (MiMAC) specification provides a low-cost and low-complexity design solution for application developers. It enables RF transceivers, supported by Microchip, to be ported and used with any Microchip proprietary wireless protocols. It is highly recommended for the readers to refer to the Application Note “AN1284 Microchip Wireless MiWi™ Application Programming Interface – MiApp” (DS00001284).

- MiApp is designed to allow the flexibility of using any Microchip proprietary wireless protocol with little or no modification in the application layer.
- MiMAC is designed to allow the flexibility of using any Microchip RF transceiver with the same Microchip proprietary protocol layer.

MiMAC and MiApp work together to offer Microchip customers the maximum flexibility in the entire wireless application software development process.
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APPENDIX A: SOURCE CODE FOR MIWI P2P, STAR, AND MESH WIRELESS NETWORKING PROTOCOL STACK

Software License Agreement

The software supplied herewith by Microchip Technology Incorporated (the "Company") is intended and supplied to you, the Company's customer, for use solely and exclusively with products manufactured by the Company.

The software is owned by the Company and/or its supplier, and is protected under applicable copyright laws. All rights are reserved. Any use in violation of the foregoing restrictions may subject the user to criminal sanctions under applicable laws, as well as to civil liability for the breach of the terms and conditions of this license.

THIS SOFTWARE IS PROVIDED IN AN "AS IS" CONDITION. NO WARRANTIES, WHETHER EXPRESS, IMPLIED OR STATUTORY, INCLUDING, BUT NOT LIMITED TO, IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE APPLY TO THIS SOFTWARE. THE COMPANY SHALL NOT, IN ANY CIRCUMSTANCES, BE LIABLE FOR SPECIAL, INCIDENTAL OR CONSEQUENTIAL DAMAGES, FOR ANY REASON WHATSOEVER.

All of the software covered in this application note are available through Microchip Libraries for Applications (MLA). This MLA suite/archive can be downloaded from the Microchip corporate website at www.microchip.com/mla or www.microchip.com.
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Note the following details of the code protection feature on Microchip devices:

- Microchip products meet the specification contained in their particular Microchip Data Sheet.
- Microchip believes that its family of products is one of the most secure families of its kind on the market today, when used in the intended manner and under normal conditions.
- There are dishonest and possibly illegal methods used to breach the code protection feature. All of these methods, to our knowledge, require using the Microchip products in a manner outside the operating specifications contained in Microchip’s Data Sheets. Most likely, the person doing so is engaged in theft of intellectual property.
- Microchip is willing to work with the customer who is concerned about the integrity of their code.
- Neither Microchip nor any other semiconductor manufacturer can guarantee the security of their code. Code protection does not mean that we are guaranteeing the product as “unbreakable.”

Code protection is constantly evolving. We at Microchip are committed to continuously improving the code protection features of our products. Attempts to break Microchip’s code protection feature may be a violation of the Digital Millennium Copyright Act. If such acts allow unauthorized access to your software or other copyrighted work, you may have a right to sue for relief under that Act.

Information contained in this publication regarding device applications and the like is provided only for your convenience and may be superseded by updates. It is your responsibility to ensure that your application meets with your specifications. MICROCHIP MAKES NO REPRESENTATIONS OR WARRANTIES OF ANY KIND WHETHER EXPRESS OR IMPLIED, WRITTEN OR ORAL, STATUTORY OR OTHERWISE, RELATED TO THE INFORMATION, INCLUDING BUT NOT LIMITED TO ITS CONDITION, QUALITY, PERFORMANCE, MERCHANTABILITY OR FITNESS FOR PURPOSE. Microchip disclaims all liability arising from this information and its use. Use of Microchip devices in life support and/or safety applications is entirely at the buyer’s risk, and the buyer agrees to defend, indemnify and hold harmless Microchip from any and all damages, claims, suits, or expenses resulting from such use. No licenses are conveyed, implicitly or otherwise, under any Microchip intellectual property rights unless otherwise stated.

Trademarks

The Microchip name and logo, the Microchip logo, AnyRate, AVR, AVR logo, AVR Freaks, BeaconThings, BitCloud, CryptoMemory, CryptoRF, dsPIC, FlashFlex, flexPWR, Helden, JukeBlox, KEELOO logo, KeeLOO, KeeLOO logo, Kleer, LANCheck, LINK MD, maXSlyus, maXTouch, MediaLB, megaAVR, MOST, MOST logo, MPLAB, OptoLyzer, PIC, picoPower, PICSTART, PIC32 logo, Prochip Designer, QTouch, RightTouch, SAM-BA, SpyNIC, SST, SST Logo, SuperFlash, tinyAVR, UNI/O, and XMEGA are registered trademarks of Microchip Technology Incorporated in the U.S.A. and other countries.

ClockWorks, The Embedded Control Solutions Company, EtherSynch, Hyper Speed Control, HyperLight Load, IntellIMOS, mTouch, Precision Edge, and Quiet-Wire are registered trademarks of Microchip Technology Incorporated in the U.S.A.


SQTP is a service mark of Microchip Technology Incorporated in the U.S.A.

Silicon Storage Technology is a registered trademark of Microchip Technology Inc. in other countries.

GestiC is a registered trademark of Microchip Technology Germany II GmbH & Co. KG, a subsidiary of Microchip Technology Inc., in other countries.

All other trademarks mentioned herein are property of their respective companies.
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